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Advanced Business Application Programming (ABAP) is SAP’s proprietary 4th Generation Language (4GL). SAP core is written almost entirely in ABAP. ABAP is a high level programming language used in SAP for development and other customization processes. This book covers advanced SAP programming applications with ABAP. It teaches you to enhance SAP applications by developing custom reports and interfaces with ABAP programming. This cookbook has quick and advanced real world recipes for programming ABAP.

It begins with the applications of ABAP objects and ALV tips and tricks. It then covers design patterns and dynamic programming in detail. You will also learn the usage of quality improvement tools such as transaction SAT, SQL Trace, and the code inspector. Simple transformations and its application in Excel downloading will also be discussed, as well as the newest topics surrounding Adobe Interactive Forms and the consumption and creation of Web services. The book comes to an end by covering advanced usage of Web Dynpro for ABAP and the latest advancement in Floorplan Manager.

What this book covers

Chapter 1, ABAP Objects, introduces useful recipes related to the object-oriented programming. This will include useful design patterns, the shared memory, and the persistent object concept.

Chapter 2, Dynamic Programming, covers facets of dynamic programming as applied in ABAP, such as Dynamic Open SQL and usage of field symbols and references.

Chapter 3, ALV Tricks, shows how you can get the most out of ALV programs. Starting with a simple ALV program, we will add code in recipes to fulfill a variety of user requirements.

Chapter 4, Regular Expressions, guides you on how you can embed regex programming in your ABAP programs and solve complicated problems in the least possible time and with minimal code.
Chapter 5, *Optimizing Programs*, shows the newer feature of secondary indexes and the transaction SAT (runtime analyzer) along with valuable program optimization tips.

Chapter 6, *Doing More with Selection Screens*, discusses recipes based on less frequently applied functionality within ABAP programs’ selection screens, such as the addition of tabstrips and placement of buttons on toolbar. In addition, we will see how to take folder and file names as input, followed by a recipe for writing code in search help exits.

Chapter 7, *Smart Forms – Tips and Tricks*, introduces various recipes based on Smart forms and fulfilling user’s form printing requirements in the least possible time.

Chapter 8, *Working with SQL Trace*, provides lesser-known tricks related to the SQL Trace tool. This will include the performance optimization usage of the SQL trace tool as well as the use of finding data source of screen fields.

Chapter 9, *Code Inspector*, shows how to check the quality of custom programs using standard checks, along with the procedure for creating your own checks.

Chapter 10, *Simple Transformations*, discusses in detail the Simple Transformation language and the representation of data variables in it, the application for Excel download format will also be shown.

Chapter 11, *Sending E-mail Using BCS Classes*, covers the classes of the Business Communication Service (BCS) for e-mail generation. This chapter will cover everything from simple e-mails for SAP users to Internet e-mail addresses, and also the procedure for adding attachments of various formats.

Chapter 12, *Creating and Consuming Web Services*, covers the step-by-step procedure for the creation of Web services based on an ABAP function module using the Inside-Out approach. The steps required to create a consumer of the Web service will also be shown.

Chapter 13, *SAP Interactive Forms by Adobe*, shows how to create both print and interactive forms using the SAP Interactive forms technology. A number of scenarios such as Offline form processing will also be covered.

Chapter 14, *Web Dynpro for ABAP*, shows how to create simple and advanced Web Dynpro for ABAP (WD4A) applications. The advanced topics related to the Web Dynpro components will also be covered.

Chapter 15, *Floorplan Manager*, covers newer features of the Floorplan Manager design used for creating Web Dynpro applications quickly. Both the configuration and coding for useful Floorplans will also be covered.

**What you need for this book**

ECC 6 system with Netweaver 7.02 or higher. A trial version of ABAP Netweaver 7.02 or higher will also suffice.
Who this book is for
SAP Developers and Consultants who have at least a basic knowledge of ABAP.
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ABAP Objects

In this chapter, we start with recipes for ABAP objects. This chapter is designed to provide useful recipes related to the storage of ABAP objects in shared memory and the database (persistent objects), as well as some useful design patterns. In this chapter, we will look at ways of:

- Creating a shared memory object
- Creating a persistent object
- Creating classes based on factory methods
- Creating classes based on singleton design pattern
- Creating classes based on adapter pattern

Introduction

This chapter explores recipes related to ABAP objects. Two useful features of the object-oriented ABAP are storage options in the shared memory as shared objects, and in the database as objects of persistent classes. The details about both the prerequisites as well as the necessary steps needed to created shared memory-enabled objects and persistent objects will be discussed later in this chapter.

Moreover, design patterns are very important in object-oriented programming. In this chapter, we will see how to implement three of them using ABAP objects, namely the adapter, singleton, and the factory design. We will create a class with a factory method design. Later, we will show how this class may be modified in order to behave like a singleton class. Finally, we will see how an object of one class may be converted to that of another using an adapter class. The examples are kept simple in order to emphasize on the design pattern concept.

For this chapter, we assume that the reader has basic knowledge of the ABAP objects, and is familiar with the class-builder transaction.
Creating a shared memory object

This recipe shows how to store the instances of your classes in the shared memory of the application server. A number of programs may access these objects that reside on the application server shared memory.

Two classes are necessary for shared memory, namely the area class and the area root class. The root class is necessary for storing (encapsulating) the data that are to be stored in the shared memory. An area class may comprise of various instances that may consist of a number of versions.

An important concept shown in this recipe is the CREATE OBJECT statement with the addition AREA HANDLE. This will create the object in the application server that is shared memory pointed to by the area handle myarea.

Getting ready

Prior to writing the code for storing objects in shared memory, an area root class must be created and a shared memory area be defined using transaction SHMA.

The steps required for creating a root class are:

1. Call transaction SE24; enter a suitable name to your root class, as shown in the following screenshot. On the Properties tab, we need to make sure that the Shared-Memory checkbox is switched on.
2. We have named it ZCL_MY_ROOT. We will then define two Instance Attributes, NUMBER and NAME, having private visibility, as shown in the following screenshot:

3. Two suitable methods, SET_DATA and GET_DATA, are also added to the class. The SET_DATA method contains code that imports number and name and assigns to the attributes NUMBER and NAME of the class. The GET_DATA method does just the opposite, that is, it exports the NUMBER and NAME attribute for a given shared memory object.

4. Next, the shared memory area should be created. This is done via transaction SHMA.
5. Enter a suitable name and click on the Create button. We have typed the name ZCL_MY_EMP_AREA. On the screen that appears, enter the description of the area. Also, enter the name of the root class created earlier in the Root Class field. You may leave the Client-Specific Area checkbox unchecked as it is not required for our recipe. Now, save your entries. Refer to the following screenshot:

### Change Area ZCL_MY_EMP_AREA

<table>
<thead>
<tr>
<th>Area</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
<td>ZCL_MY_EMP_AREA</td>
</tr>
<tr>
<td>Description</td>
<td>Employee Area</td>
</tr>
</tbody>
</table>

6. This will also generate an area class by entering the same name ZCL_MY_EMP_AREA.
7. This area class will contain the necessary methods used for reading, changing, and creating the area, such as **ATTACH_FOR_UPDATE**, **ATTACH_FOR_READ**, and **ATTACH_FOR_WRITE**.

### How to do it...

For creating the set of code that writes object’s contents to the shared memory, follow these steps:

1. Two object references *my_handle* and *my_root* are defined, one for area class and the other for root class.
2. The static method **attach_for_write** of the area class *ZCL_MY_EMP AREA* is called.
3. The **CREATE OBJECT** with the area handle, *my_handle* must then be called.
4. The root and the created area instance must be linked using the **set_root** method of the handle.
5. The **set_data** method is called with the relevant number and name.
6. The `detach_commit` method of the `area` class is then called.

```abap
data : my_handle type ref to zcl_my_emp_area.
data : my_root type ref to zcl_my_root.
try.
    CALL METHOD zcl_my_emp_area=>attach_for_write
        EXPORTING
        inst_name = 'INST_NAME'
        RECEIVING
        handle = my_handle.
    CREATE OBJECT my_root area handle my_handle.
    CALL METHOD my_handle=>set_root
        EXPORTING
        root = my_root.
    CALL METHOD my_root=>set_data
        EXPORTING
        number = '00000024'
        name = 'John Reed'.
    CALL METHOD my_handle=>detach_commit.
catch cx_shm_attach_error.
    write '/ Error in Writing to Area'.
endtry.
```

**How it works...**

In the shared memory-writing program, the statements collectively make the writing of object in the shared memory. Let us see how the program code works.

An area instance version needs to be created before any data may be written in the shared memory on the application server. The `attach_for_write` static method is used for this purpose and returns a handle to the area instance created in the application server memory. This imposes write lock on the version.

The `CREATE OBJECT` statement is then called with the name of the created handle. This creates a root object in the area instance of the shared memory. The link between the area instance and the root class is created using the `set_root` method. The `set_data` method is then called for the root reference `my_root` and supplied with the name and number of the employee, which are then stored in the shared area. Finally, the `detach_commit` method is called and the write lock is released.
Once the program has run successfully, you may see the created object in the shared memory using the shared memory transaction SHMM. This will appear as your area class name ZCL_MY_EMP_AREA. Refer to the following screenshot:

The read program is somewhat similar. However, instead of the attach_for_write method used earlier, we will use attach_for_read. The same instance name is passed and the handle is received. The method imposes a read lock on the area instance. Then, the get_data method of the root object is called using the area handle, my_handle. This returns the employee name and number stored earlier into the variables name and number respectively.
Finally, the `detach` method is called and the read lock is released.

```abap
data : my_handle type ref to zcl_my_emp_area. 
data : my_root type ref to zcl_my_root. 
data : number type perenc. 
data : name type emnam. 

try.

    CALL METHOD zcl_my_emp_area->attach_for_read 
    EXPORTING 
        inst_name = 'INST_NAME' 
    RECEIVING 
        handle = my_handle. 

    CALL METHOD my_handle->root->get_data 
    IMPORTING 
        number = number 
        name = name. 

    CALL METHOD my_handle->detach. 

catch cx_snm_attach_error.
    write :/ 'Error in reading from area'. 
endtry.

write :/ name, number.
```

While creating the shared memory area, if we select the **Transactional Area** checkbox, the area becomes transactional. In this case, the modifications to the area instance versions are not active immediately after the call of `detach_commit` method. Rather, they become active when the next database commit is executed.

**See also**


**Creating a persistent object**

ABAP objects provide a persistent object service that allows the developer to store objects in the database. The values of the attributes of the object are stored in appropriate fields of the database table specified. This recipe shows how to define persistent classes and then how to call them in your application programs.
Getting ready

Prior to storing objects in the database, a suitable database table with the name ZEMP_TABLE is created to store the values of the objects' attributes. Two fields are defined, NUMBER1 and NAME (the field name NUMBER was not allowed, so NUMBER1 has been used as the field name). Refer to the following screenshot:

![Database Table Screenshot]

<table>
<thead>
<tr>
<th>Component</th>
<th>R...</th>
<th>Component type</th>
<th>Data Type</th>
<th>Len...</th>
<th>Dec...</th>
<th>Short Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>NUMBER1</td>
<td></td>
<td>PERSNO</td>
<td>NUMC</td>
<td>8</td>
<td>0</td>
<td>Personnel number</td>
</tr>
<tr>
<td>NAME</td>
<td></td>
<td>ENNAM</td>
<td>CHAR</td>
<td>40</td>
<td></td>
<td>Formatted Name of Employee</td>
</tr>
</tbody>
</table>

How to do it...

Once the database table is defined, a persistence class must be defined. In order to define persistent classes, follow these steps:

1. Call transaction SE24. Enter a suitable name of the persistent class to be created. We will create a class by entering the name ZCL_MY_PERSIST. Enter the name in the Class field and click on the Create button.

![Persistence Class Creation Screenshot]
2. Enter a suitable description in the field provided. Make sure that the Persistent Class indicator is selected, and click on Save.

3. The programmer may only modify the methods HANDLE_EXCEPTION and INIT.

4. Click on the Persistence button. Then, enter the name of the table that was created for storage of data (in our case, we will enter the name ZEMP_TABLE). Refer to the following screenshot:

![Persistence button and table name](image)

5. This will take you to the mapping editor. The lower part of the screen will show Table/Fields. Double-click each of the field that is to be included and stored as attributes of the persistent class. The selected field appears in the area earlier (for example, the NUMBER1 field as shown in the following screenshot). Click on the Set attribute values button to include the field.

![Mapping editor with fields](image)
6. This will transfer the selected field in the topmost area of the editor.

7. Similarly, the **NAME** field must be included.

8. All the mapped fields will appear at the top area of the mapper. The **Number1** field will appear as a business key, as shown in the following screenshot:

![Change Persistence Representation: ZCL_MY_PERSIST](image)

9. Upon activation of the **persistence** class, the system asks for activation of the **actor** class as well. Click on **Yes**, as shown in the following screenshot:

![SBX(2)/800 Activate Persistent Classes](image)
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10. The class `ZCL_MY_PERSIST` is created and necessary methods needed for the persistence service are included. An `actor` class is also created with the class. The agent class has been generated by the name `ZCA_MY_PERSIST`. There is one base agent class generated as a result. In total, three classes are generated, the persistent class, the agent class, and the base class of the agent.

<table>
<thead>
<tr>
<th>Object Type</th>
<th>Name</th>
<th>Short description</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td><code>ZCA_MY_PERSIST</code></td>
<td>Agent Persistence Class</td>
</tr>
<tr>
<td></td>
<td><code>ZCB_MY_PERSIST</code></td>
<td>Base agent Persistence Class</td>
</tr>
<tr>
<td></td>
<td><code>ZCL_MY_PERSIST</code></td>
<td>Persistence Class</td>
</tr>
</tbody>
</table>

11. The class `ZCL_MY_PERSIST` contains methods for setting and getting the values of the attributes `NAME` and `NUMBER1`. Note that no `SET` method is generated for the key field, in our case `NUMBER1`.

12. The agent class provides number of useful methods related to the persistent property. Important methods, such as `create_persistent`, `delete_persistent`, and `get_persistent` are provided. The methods are implemented in the superclass `zcb_my_persist` of the agent class `zca_my_persist`.

---
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How it works...

During the generation of the persistent class zcl_myPersist, two additional classes are generated. These are the actor (agent) and the base agent classes having the names zca_myPersist and zcb_myPersist respectively. The base agent class is generated as abstract (that is, no instance can be constructed from it), and cannot be modified. It is created in a separate pool class from zcl_myPersist. The agent class zca_myPersist may be extended, as well as the loading and saving methods may be modified.

The instantiation mode of the persistence class may be set as abstract or protected. In our recipe, we have chosen the instantiation mode as protected (which means that only instances may be created from within the class or its subclasses). However, making the instantiation mode of a persistent class as protected makes the generated base agent class a friend of the persistent class (in the world of ABAP objects, a friend or its subclasses may create instances of the class in question).
The coding for this recipe declares two references, \texttt{emp} and \texttt{agent}, to the persistent class \texttt{zcl\_my\_persist} and the agent class \texttt{zca\_my\_persist}, respectively. Next, the static factory method \texttt{agent} is called for the class \texttt{zca\_my\_persist} (agent class). The reference returned is stored in the variable \texttt{agent}.

The \texttt{agent} class contains the method \texttt{create\_persistent} required for storing the data into the database (this is analogous to the concept of insertion in database table).

The most important part is the calling of the \texttt{create\_persistent} method that is passed the number and name that is to be stored. The employee with the number 00000017 and name \texttt{John Reed} is created and reference is returned in \texttt{emp}. Finally, the \texttt{COMMIT WORK} method stores the data of the \texttt{emp} object into the table created earlier in this recipe. One row with the number and a name is added to the table \texttt{ZEMP\_TABLE}.

For reading the stored value related to the employee number 00000017, a number variable is declared and assigned the value 00000017. The static method \texttt{agent} of the \texttt{zca\_my\_persist} class is called in order to get a reference to the agent. The \texttt{get\_persistent} method is then called and the number (in our case, 00000017) is passed. This method returns the entire object \texttt{emp} pertaining to the employee number. You may then call the \texttt{get\_name} method of the \texttt{zcl\_my\_persist} class for the \texttt{emp} object in order to retrieve the employee name.
Creating classes based on factory methods

One important design pattern that is used in object-oriented ABAP is the factory design. This allows you to create objects of a particular class either via a factory class or via factory method defined within the class. The emphasis of this recipe is to design a class that supports the creation of its objects via a factory method, rather than direct instantiation outside the class via CREATE OBJECT statement.

A factory method is a static method that creates and then returns (as a parameter) a reference to the object of the class it belongs to. The code for the creation of the object is contained within the factory method. This recipe shows the factory design. You may further modify to enhance the structure in order to suit your needs.

We have referred to the coding of the standard cl_salv_table class factory method for creating the class shown in this recipe. The class created in this recipe will be used in the subsequent recipes of singleton and adapter design pattern.

Getting ready

For the sake of this recipe and the ones that follow, we will focus on an employee and name example. The class will encapsulate an eight-character number (in numeric form) for the employee number 00000014 and a 30-character field for the employee name. For example, there can be an employee John Reed with number. This will be stored in the private attributes of the class as Name and Number.
For creating a class as a *factory* method design, follow these steps:

1. **Create a class definition for `fac_meth_class` in the program.** The factory method is a static method for the class and is defined via `CLASS-METHODS`. The class definition contains the addition `create private` in order to stop the instantiation of the class from outside via `CREATE OBJECT`. A constructor is defined that allows setting the value of the number and the employee name.

   ```plaintext
   CLASS fac_meth_class DEFINITION create private.
   PUBLIC SECTION.
   CLASS-METHODS factory IMPORTING number TYPE persno
   employee_name TYPE smnam.
   METHODS constructor IMPORTING number TYPE persno
   employee_name TYPE smnam.
   PRIVATE SECTION.
   DATA employee_no TYPE persno.
   "" eight digit employee number numeric type
   DATA employee_name TYPE smnam.
   "" name in (lastname firstname) format
   ENDCCLASS.
   "fac_meth_class DEFINITION
   ```

2. **The private attributes employee number and name are defined,** as it is based on the dictionary data elements `persno` and `smnam` respectively.

3. **The static method `factory` imports the name and number of the employee to be created and returns the employee object `employee_obj` of the object reference `fac_meth_class`.** The constructor takes as input the number and the employee name.

4. **The implementation of the `fac_meth_class` object reference is then created.** The code for the `factory` and the `constructor` is written here. The `factory` method receives the number and the name of the employee to be created. It includes the `CREATE OBJECT` statement for creation of the employee object.

   ```plaintext
   CLASS fac_meth_class IMPLEMENTATION.
   METHOD factory.
   CREATE OBJECT employee_obj EXPORTING number = number
   employee_name = employee_name.
   ENDMETHOD.
   "factory

   METHOD constructor.
   me->employee_no = number.
   me->employee_name = employee_name.
   WRITE: / ' Employee created having number ' , number ,
   ' and name ' , employee_name.
   ENDMETHOD.
   "constructor
   ENDCLASS.
   "fac_meth_class IMPLEMENTATION
   ```
5. The constructor assigns the number and employee name to the corresponding private attributes of the newly constructed object. A WRITE statement is also included that outputs the name and number of the successful created employee.

6. Finally, the call for the factory method is included. The static method of the fac_meth_class=>factory object is included and passed with the number and name of the employee to be created. A code shows two such method calls for object references emp1 and emp2, that is, employee 00000012 and 0000014.

```
DATA :   emp TYPE REF TO fac_meth_class .
DATA :   emp2 TYPE REF TO fac_meth_class .
DATA :   number TYPE perno.
DATA :   name TYPE smnam .
number  = '00000012'.
name    = 'Fernandes John'.
CALL METHOD fac_meth_class=>factory
   EXPORTING
      number = number
      employee_name = name
   IMPORTING
      employee_obj = emp .
number  = '00000014'.
name    = 'Reed John'.
CALL METHOD fac_meth_class=>factory
   EXPORTING
      number = number
      employee_name = name
   IMPORTING
      employee_obj = emp2 .
```

**How it works...**

When the program calls the static factory method, the code within the factory method is called for each of the two objects emp1 and emp2. The factory method triggers CREATE OBJECT statement, which creates a new object and calls the constructor.

The constructor is called twice, once for each of the two instantiated objects emp1 and emp2. This prints the message successful creation for emp1 and emp2.

```
Employee created having number 00000012 and name Fernandes John
Employee created having number 00000014 and name Reed John
```
Creating classes based on singleton design pattern

A singleton class is a class that can have only one instance at a time. Any attempt to create a second or more instances should not be allowed. This recipe shows how to create a class based on the singleton design.

Getting ready

We will use the same class created in the last recipe of factory method. We will make few changes to the class so that we can prevent the creation of multiple instances of the class. We will make a copy of the class (program) shown in the previous recipe and modify it. The name of the copy is singleton_class.

How to do it...

For creating a singleton class, follow these steps:

1. Make sure the CREATE PRIVATE addition is included in the singleton class definition.
2. Within the definition, a static attribute number_of_instances having type integer is added to the private section.

```ABAP
CLASS singleton_class DEFINITION CREATE PRIVATE.
  PUBLIC SECTION.
  CLASS-METHODS factory IMPORTING number TYPE persno
    employee_name TYPE smnam
    EXPORTING employee_obj TYPE REF TO singleton_class.
  METHODS constructor IMPORTING number TYPE persno
    employee_name TYPE smnam.

  PRIVATE SECTION.
  DATA employee_no TYPE persno. "" type n
  DATA employee_name TYPE smnam. "" last name first and
  number_of_instances TYPE i.
ENDCLASS.
```

3. The implementation of the class is then written. The factory method has to be slightly modified in order to force the singleton characteristic.
4. In the implementation of the singleton class, the factory method now contains an IF statement that first checks the number of instances already there when the factory call is made. If the first instance is being created (that is, number_of_instances equals 0), the employee object is created and number_of_instances is set as 1. An ELSE condition is included to output a message if one instance already exists.

```plaintext
CLASS singleton_class IMPLEMENTATION.
METHOD factory.
  IF number_of_instances EQ 0.
    CREATE OBJECT employee_obj EXPORTING
      number = number
            employee_name = employee_name.
    number_of_instances = 1.
  ELSE.
    WRITE: / ' Only one object instantiation allowed'.
  ENDIF.
ENDMETHOD.

METHOD constructor.
  me->employee_no = number .
  me->employee_name = employee_name.
  WRITE: / ' Employee created having number', number ,
    ' and name ', employee_name.
ENDMETHOD.
ENDCLASS.
```

```plaintext
DATA : obj TYPE REF TO singleton_class.
DATA : number TYPE perso.
DATA : name TYPE manam .

number = '00000012'.
name = 'Fernandes John'.

CALL METHOD singleton_class->factory
  EXPORTING
    number = number
    employee_name = name
  IMPORTING
    employee_obj = obj.

DATA : obj2 TYPE REF TO singleton_class.
number = '00000014'.
name = 'Reed Jon'.

CALL METHOD singleton_class->factory
  EXPORTING
    number = number
    employee_name = name
  IMPORTING
    employee_obj = obj2.
```
How it works...

Similar to the previous recipe, we try to instantiate two objects emp1 and emp2, having number 0000012 and 00000014 respectively. However, in our singleton class, we have added an attribute number_of_instances, which keeps track of the number of class instances that already exist. Upon creation of the first object, the factory method increments this static attribute to 1. On the second object creation attempt, the IF statement does not allow the CREATE OBJECT statement to be called a second time. The result is that the second object is not created. No further attempts of object creation will be allowed. Rather, a message saying that only one object instantiation is allowed is outputted for the second object creation attempt.

See also

- http://www.abaptutorial.com/abap-singleton-design-pattern/

Creating classes based on adapter pattern

Another important design pattern is the adapter design. As the name suggests, the adapter design is used for conversion of one object into another object belonging to a different class. An adapter class will have a method that takes as input the object reference that is to be converted and outputs it into the other object reference format.

We have referred to the cl_salv_tree_adapter standard class while making of this recipe.

Getting ready

In order to demonstrate the adapter, we need two classes (input class and output class). The input class will be the fac_meth_class created earlier. For the output, we will create another class fac_meth_class2. This will serve as the class, into the format of which the input object will be converted.
It is without a factory method for sake of simplicity. It contains employee number and employee name but the format of these two is different from the classes shown in the previous recipes. The employee name of this class is based on data element emnam, whereas the number is a character without zeros having length as eight. The name is of the form (firstname lastname), meaning John Reed will be stored as John Reed and not Reed John as in the previous recipes. The constructor outputs the message, Converted employee created.

We will use the same class used previously as the input object for the adapter method.

How to do it...

For creating a singleton class, follow these steps:

1. Create a deferred definition of the adapter class adapter_meth_class that we are going to create in the next step.
2. Specify the adapter_meth_class as a friend of our fact_meth_class class in the definition via the FRIENDS addition.
3. The adapter class is then defined. It contains a static adapter method adapter that imports an object based on fac_meth_class and returns one in the fac_meth_class2 format.

```abap
class adapter_meth_class definition.
  public section.
    class-methods: adapter importing
      employee_form1 type ref to fac_meth_class
      exporting
        employee_form2 type ref to fac_meth_class2.
  endclass.
```

4. The implementation of the adapter class is then created. It contains the code of the adapter method. The adapter method will convert the incoming number of the employee from numeric to character format. In addition, the name of the employee is converted to the firstname lastname format. The new object based on the second class fac_meth_class2 is then created and returned as an exporting parameter of the method.

```abap
class adapter_meth_class implementation.
  method adapter.
    data: number type char8,
        lastname(40),
        firstname(40),
        name type cannam.
    write employee_form1->employee_no to number no-zero.
    condense number no-gaps.
    split employee_form1->employee_name at space into lastname firstname.
    concatenate firstname lastname into name separated by space.
    create object employee_form2 exporting number = number
        employee_name = name.
  endmethod.
```

5. While calling the adapter method, you first create an object based on the fac_meth_class class that is a factory method (for illustrative purpose), similar to the previous recipe for the object reference EMP. This is then passed on to the static adapter method of the adapter_meth_class. The adapter class returns the converted object in the second format.
When the program calls the static method adapter of the class adapter_meth_class, the code in the adapter method is executed. The adapter method calls the necessary code for converting the number into the character format and any zeros are removed from the number. In addition, the SPLIT statement is called for converting name of the employee in the (first name last name) format such as converting Reed John into John Reed. Finally the CREATE OBJECT is called in order to create the object in the converted class format. This triggers the constructor for the converted class fac_meth_class2 that outputs the message “Converted: Employee Created having number 1234 and name John Reed. Since we called the factory method of the original fac_meth_class before the adapter method call, the original constructor was also called and message printed also.

---

**How it works...**

When the program calls the static method adapter of the class adapter_meth_class, the code in the adapter method is executed. The adapter method calls the necessary code for converting the number into the character format and any zeros are removed from the number. In addition, the SPLIT statement is called for converting name of the employee in the (first name last name) format such as converting Reed John into John Reed. Finally the CREATE OBJECT is called in order to create the object in the converted class format. This triggers the constructor for the converted class fac_meth_class2 that outputs the message “Converted: Employee Created having number 1234 and name John Reed. Since we called the factory method of the original fac_meth_class before the adapter method call, the original constructor was also called and message printed also.

---

**See also**

- Design Patterns in Object-Oriented ABAP published by SAP-Press
In this chapter, we will cover recipes related to dynamic programming. This chapter is designed to provide useful recipes related to field symbols and data references, as well as dynamic SQL and ABAP code generation. In this chapter, we will look at the ways of:

- Using field symbols and data references to print database table contents
- Applying dynamic Open SQL
- Dynamic program generation

**Introduction**

This chapter explores recipes related to dynamic programming. Dynamic programming is a very vast topic. It may be simply defined as a technique whose behavior/effect is only evident at execution time. There are many facets of dynamic programming with ABAP. These include generic programming such as dynamic source code generation. Also specifying parts of the Open SQL statements (clauses) dynamically using string variables, and the creation of data objects based on a type known only at runtime are within the dynamic programming landscape. When using dynamic programming, we may also sometimes need to determine the data type of data objects at runtime. This is called Runtime Type Identification (RTTI).

The ABAP language provides a number of features/options for making programs dynamic or to avoid hardcoding of values. We will start with application of field symbols and references. As an example, we will create a program that will take as input the name of a table and print its contents.

Also we will look at some of the ways in which dynamic SQL may be applied to fulfill simple requirements. We will also cover the option of generating ABAP programs at runtime using the `INSERT REPORT` statement.
The examples are kept simple in order to emphasize on the dynamic programming concept. We assume that the reader is familiar with basics of SELECT statement, the CREATE DATA statement and the concept of field symbols, and the ASSIGN statement. Also, the knowledge of the cl_abap_datadescr classes is assumed. Moreover, the knowledge of downcasting (widening cast) is also important.

See also


Using field symbols and data references to print database table contents

Field symbols and references are an important combination for dynamic programming. Data references are addresses of data objects stored in reference variables. Field symbols are placeholders, or symbolic representations of these data objects.

This recipe shows how to print all the contents of a particular database table (the name of which is only known at runtime). For simplicity sake, we will only focus on the main logic pertaining to dynamic programming. In addition to data references and field symbols, we will also see some dynamic SQL statement application.

Getting ready

The code will let you create a small data browser program that will take as input the database table name whose contents are to be read, and the number of rows and columns (fields) to be displayed. The output displays the table's field names as column headers along with the data stored in the table.

The knowledge of the describe_by_data method of the cl_abap_structdescr class and widening (downcasting) will also be used.

How to do it...

For creating a program that prints the contents of an entered SAP table name, follow these steps:

1. Declare parameters for inputting the name of the table whose data is to be accessed. Also we take as input the number of rows and columns (fields) that are to be displayed.
2. Declare field symbols for the internal table, the table row, and the table fields. In addition, data reference variables for internal table and the structure are defined.

```
parameters : myt_name(36) default 'LFA1',
            rows type i,
            columns type i.
```

3. We place a small check statement to make sure the program runs only when the columns value entered by the user is equal to one or more.

```
check columns ge 1.
```

4. Next, we create the data objects using the create data statement. We then dereference and assign them to placeholders (field symbols) respectively. If the table name entered by the user is wrong, a cx_sy_create_data_error exception is generated, and therefore need to catch it in our coding using the catch statement.

```
try .
    create data tab_reference type standard table of (myt_name) 
      with non-unique default key.
    assign tab_reference->'" to <my_itab>.
    create data struc_reference type (myt_name) .
    assign struc_reference->'" to <my_struc>.

    catch cx_my_create_data_error.
    write : 'Wrong Table Name',
    endtry.
```

5. Then, the SELECT statement is written in order to fetch the data. The name from the parameter is used as the table name and read into the internal table pointed by field symbol my_itab. The number of rows are also specified based on user input.

```
SELECT * FROM (myt_name) INTO TABLE <my_itab> UP TO rows ROWS.
```
6. The description of the created row structure (pointed by `my_struc`) of the internal table is then read using the `describe_by_data` statement. An object reference `descr` to the class `cl_abap_structdescr` is declared. Then, the static method `describe_by_data` of the `cl_abap_typedescri` class is called and returned to the `descr` variable. The operator `(?=)` is used for downcasting. (As the `cl_abap_typedescri` class is an abstract class and returns a reference to the description object `cl_abap_typedescri`).

   ```abap
   DATA : descr TYPE REF TO cl_abap_structdescr.
   descr ?= cl_abap_typedescri->describe_by_data( <my_struc> ).
   ```

7. As each column (field) of the database table is represented as a row in the component `components` of the `descr` object, a loop is run on it. Only the number of columns entered by the user is read using the `from 1 to columns`.

8. A `positions` internal table `position` is also created that will hold the position (starting position) of each column displayed on the screen. The length of each field is used for finding the next field position. Also included is the code for printing the table column header.

   ```abap
   data : begin of positions occurs 0 ,
      position type i ,
      end of positions.
   data : end-position type i.
   data : wa_key type line of abap_compsdescr_tab
   positions-position = 1 .
   loop at descr->components into wa_key from 1 to columns.
      write at positions-position 'I'.
      if wa_key-length lt 10.
         wa_key-length = 10.
      endif.
      write : wa_key-name.
      append positions.
      positions-position = wa_key-length + positions-position .
   endloop.
   end_position = positions-position + 1.
   write at end_position 'I' .
   ```

9. Then, the main part for reading the contents of the table is written. The loop is then run at the data internal table pointed to by field symbol `my_itab`. A `do` loop is also run for each row which used the `assign` statement for each field value. The table `positions` value is read for getting the correct position of the corresponding field column.
In the data browser program, the statements read any table name entered by the user and the number of rows and columns entered, and then display the relevant data from the table. Let us see how the program code works.

The parameters statement displays the selection screen to the user, and takes as input the table name and the table rows and columns.

```abap
loop at <my_tab> into <my_struc>.
  new-line.
  do columns times.
    read table positions index sy-index.
    assign component sy-index of structure <my_struc>
      to <my_field>.
    if sy-subrc eq 0.
      write at positions-position '|'.
      write : <my_field> .
    else.
      exit.
    endif.
    write : at end_position '|'.
  enddo.
endloop.
new-line.
uline at |end_position|.
```

**How it works...**

In the data browser program, the statements read any table name entered by the user and the number of rows and columns entered, and then display the relevant data from the table. Let us see how the program code works.

The parameters statement displays the selection screen to the user, and takes as input the table name and the table rows and columns.

<table>
<thead>
<tr>
<th>Simple Data Browser</th>
</tr>
</thead>
<tbody>
<tr>
<td>Table Name</td>
</tr>
<tr>
<td>Table Rows to be Read</td>
</tr>
<tr>
<td>Columns to be Shown</td>
</tr>
</tbody>
</table>

The static method `describe_by_data` of the `cl_abap_typedescr` class provides the description object pertaining to the structure passed.

The widening cast method is used to store the returned object in the `descr` variable of `cl_abap_structdescr` type (as the `cl_abap_typedescr` class is the super class of `cl_abap_structdescr` and `cl_abap_typedescr` is an abstract class).
The *descr* object contains a component internal table *components*. A loop is then carried out on the components table in order to print the name of the table fields as columns headers. The length of the field is also taken into consideration. For example, if the table T511 is entered, the length and names of the various table fields exists in *DESCR->COMPONENTS*. The position table is also filled within this loop in order to store the appropriate positions of the each. This will be later used so that the correct data is printed under the corresponding column header (field name).

<table>
<thead>
<tr>
<th>Li...</th>
<th>LENGTH[1[4]]</th>
<th>DECIMALS[1[4]]</th>
<th>TYPE_KIND[1[1]]</th>
<th>NAME[1[30]]</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>6</td>
<td>0</td>
<td>C</td>
<td>MNIT</td>
</tr>
<tr>
<td>2</td>
<td>4</td>
<td>0</td>
<td>C</td>
<td>MLGA</td>
</tr>
<tr>
<td>3</td>
<td>8</td>
<td>0</td>
<td>C</td>
<td>LGRT</td>
</tr>
<tr>
<td>4</td>
<td>16</td>
<td>0</td>
<td>D</td>
<td>ENIDA</td>
</tr>
<tr>
<td>5</td>
<td>16</td>
<td>0</td>
<td>D</td>
<td>REIEL</td>
</tr>
<tr>
<td>6</td>
<td>20</td>
<td>0</td>
<td>C</td>
<td>ABYZ</td>
</tr>
</tbody>
</table>

Finally, the main loop is run. The loop is carried out on the internal table, which contains all the rows of the database table in question. For each row of the table, the *do* loop is run. within the *do* loop, the components (fields) of the table row are processed and assigned to the field symbol *<my_field>*. The *do* loop is run the number of times equal to the number of table fields asked by the user. The value of the field is then outputted. Once all required fields have been processed, the *do* loop is exited. Within the *do* loop, the *positions* table filled earlier is read in order to get the correct position where a particular cell is to be positioned.

The *positions* table along with the *uline* statements lets you give the box shape to the output.
Applying dynamic Open SQL

The Open SQL statement components may be specified statically or dynamically. This applies to database read statement SELECT, as well as data manipulation statements such as INSERT and UPDATE. The primary emphasis of this recipe will be on dynamic specifications of the various components of the SELECT statement. The previous recipe saw some usage of the dynamic SQL in the SELECT statement, where the table name, the target area internal table (pointed to by a field symbol), and the number rows to read using UP TO addition were specified dynamically. In addition to these, the GROUP BY, the ORDER BY, and WHERE conditions may be specified dynamically.

In this recipe, we will create a program that will take input from the user and create dynamic specifications for the WHERE condition and the ORDER BY clause. (For simplicity's sake we emphasize on the dynamic WHERE and ORDER BY clauses and keep the table name as spfli).

Getting ready

We will create a program that will contain a selection screen, which will allow you to take input from the user. We will create two blocks on the selection screen, namely WHERE and ORDER By.

The table to be considered for this example is spfli. The WHERE Clause block has one checkbox (WHERE1) used for specifying the component of the WHERE condition. Also for the ORDER By Clause, we have two radio buttons—ORDERBY1 and ORDERBY2.
How to do it...

For creating a program based on dynamic SQL, follow these steps:

1. Declare two string variables `where_cond` and `order_by` for specification of the dynamic where condition and order by criteria, respectively.

   ```
   data : order_by type string.
   data : where_cond type string.
   ```

2. Next, the if statements are added for checking the options selected by the user. In this part, we will make sure that the correct criteria/condition is filled in the defined string variables.

   ```
   if orderby2 eq 'X'.
     order_by = ordby_f.
   endif.
   ```

3. For the ORDER BY criteria, if the user selects the first option (orderby1—no sorting), no code is added/executed. If the user has entered the sort criteria on the screen (field ordby_f) using the second radio button (orderby2), the entered name is assigned to the order_by string.

4. Similarly, for the Where Clause formulation, the checkbox selection is checked. If the checkbox is selected, the entered field name (`field1`) is concatenated with `EQ` and the value entered (`value1`).

   ```
   if where1 eq 'X'.
     concatenate field1 'EQ value1' into where_cond
     separated by space .
   endif.
   ```

5. Finally, the most important portion is added. The select statement is written using the string variables, `where_cond` and `order_by`. We make sure that select is not executed if `where_cond` is empty (using a check statement).
check wherei eq 'X'.
data: ex_ref type ref to cx_sy_dynamic_osql_error.
data: message_text type string.

try,
    select * from spfli into table t_spfli
    where {where_cond}
    order by {order_by}.
    loop at t_spfli into wa_spfli.
    write :/ wa_spfli-carrid,
          wa_spfli-connid,
          wa_spfli-countryfr,
          wa_spfli-cityfrom,
          wa_spfli-airpfrom,
          wa_spfli-countryto,
          wa_spfli-cityto,
          wa_spfli-airpto,
          wa_spfli-fitime.
endoop.

CATCH cx_sy_dynamic_osql_error into ex_ref.
    message_text = ex_ref->get_text( ).
    write: / message_text.
endtry.

6. The data is read and stored in the t_spfli internal table, and outputted to the user using the loop and write statements.

7. It is also necessary to catch the cx_sy_dynamic_osql_error exception in case the select statement’s where conditions and order by sort criteria are incorrect. Any exception occurring is caught, and the relevant message text is written using the exception class cx_sy_dynamic_osql_error.

How it works...

In the dynamic Open SQL program, there is one select statement executed that prints and fetches the data that is to be read from the database. The program checks the input entered by the user. If the where condition variable is empty, the program does not display any records from the table.
Suppose the user enters values for `field1` and the `value1`. Then, after the execution of the `if` statements related to the `where` condition, the `where_cond` variable will contain the corresponding criteria to be passed to the `select` statement.

The `value1` variable is passed on to the `where` condition and the system, at runtime, evaluates their values in order to get the correct data from the database.

Similarly for the `order by` criteria, when the user specifies `none` as the sorting by, an empty string is passed to the `select` statement. This has no effect on the sorting, and the data is displayed as residing in the database table.

**There's more...**

We may use field symbols and references as shown in the previous recipe in conjunction with the code of this recipe in order to make the program work for any database table.

**See also**

Dynamic program generation

The ABAP language also allows the creation of ABAP programs at runtime. An `INSERT REPORT` statement may be used for creating a new program specified by the a name in the statement. Dynamic program generation should only be used when there is no alternate option.

Also, you may generate a subroutine pool using a `GENERATE subroutine pool` statement. A subroutine pool is generated, and is of a temporary nature. The subroutines in the pool may be called from within the generation program.

On the other hand, the programs created via the `INSERT REPORT` statement are permanent and overwrite any prior existing programs with the same name. Within the generation program, the new program may be called via a `SUBMIT` statement.

Getting ready

We will use the concepts of dynamic program generation in order to show how a simple requirement may be solved. We will take as input two program names. The code of the first program will be read and then any comments or unwanted blank lines will be removed and a new program will be created by the name specified on the input screen.

How to do it...

1. Two parameters, `origprog` and `newprog`, are declared for taking the input names of the existing and converted program respectively.

   ```
   parameters: origprog type sy-rapid,
               newprog type sy-rapid.
   ```

2. Internal tables, `itab` and `itab2`, are also declared for storing the source code of the original program and converted program respectively. These are based on `string` type. A work area of `string` type is also declared along with a temporary variable `tempwa`.

   ```
   data: itab type table of string,
         itab2 type table of string,
         wa type string,
         tempwa type string.
   ```
3. The read report is then used with the original program name and the internal table, itab. We will check the value of sy-subrc in order to proceed further.

```
read report origprog into itab.
check sy-subrc eq 0.
```

4. The LOOP statement is then added for reading itab into wa. The APPEND statement is used in conjunction with the IF and SPLIT statements in order to process all non-blank lines without having asterisk at the beginning. The SPLIT statement splits the source code line under consideration at the occurrence of a quotation mark (").

The work area, wa, contents are then appended to the internal table, itab2.

```
LOOP AT itab INTO wa.
  IF not wa is initial and wa[1] NE ' '.
    SPLIT wa AT "" INTO wa tempwa.
    APPEND wa TO itab2.
  ENDIF.
ENDLOOP.
```

5. The SELECT SINGLE statement is then written in order to check newprog in trdir table.

```
SELECT SINGLE * FROM trdir WHERE name EQ newprog.
```

6. If the return code value is not equal to zero (0), the insert report statement is added and on success a message Program Converted by Name message is displayed. If the insert fails, a message Program Conversion failed message is displayed.

If the return code value after the SELECT statement is equal to 0, the message saying that a program having the desired destination program name already exists, is displayed.

```
if sy-subrc ne 0.
  insert report newprog from itab2.
  if sy-subrc eq 0.
    write : / 'Program Converted by Name ', newprog.
  else.
    write : / 'Program Conversion failed'.
  endif.
else.
  write : /
  'Program not converted since destination program already exists'.
endif.
```
How it works...

The program statements collectively allow the conversion of a program. The new converted program is free from all types of comments and blank lines.

Let us see how the program works.

The selection screen displays two fields for taking input for **Original Program** that is to be converted and **New Program** that is to be generated.

For example, we can enter the **Original Program** value as `YTEST_TO_BE_GENERATED` whereas the new converted program is `YTEST_TO_BE_GENERATED3`.

```
REPORT ytest_to_be_generated.
```

```
WRITE /* Hello World*. /*"this is comment END-OF-SELECTION.
```
Dynamic Programming

The code of the YTEST_TO_BE_EXECUTED program is read into the itab internal table using the READ REPORT statement.

The loop is then run, and any blank lines are removed. Also the lines with asterisk (*) are removed, and anything written after the quotation mark (") is ignored. The new lines are appended to the itab2 internal table.

The last step is to check the trdir table's program directory. The SELECT statement checks the table to see if a program already exists with the new program name entered by the user. If a program already exists, a message is displayed saying "Program not converted since destination program already exists". This is necessary to avoid overwriting of the existing program. If the name is unique, the INSERT REPORT statement is called and the new program is generated.
While using the insert statement, the CX_SY_WRITE_SRC_LINE_TOO_LONG exception may occur if the program line to be inserted is too long. We may catch the exception using the try and catch statements as shown in the following screenshot:

```plaintext
try.
  select single * from trdir where name eq newprog.
  if sy-subrc ne 0.
    insert report newprog from itab2.
    if sy-subrc eq 0.
    else.
      write : /
      'Program not converted since destination program already exists'.
    endif.
  endif.
catch CX_SY_WRITE_SRC_LINE_TOO_LONG.
  write / 'Error: Program line too long'.
endtry.
```

See also:

- SAP Advanced ABAP Course BC402
In this chapter, we will see recipes related to the ABAP List Viewer (ALV). Also, we will look at ways of:

- Setting ALV columns as key columns and making zero amount appear as blank
- Removing columns from display and layout
- Enable Adding Layout toolbar buttons
- Adding Hotspot to columns
- Adding your own buttons to ALV toolbar
- Adding checkboxes to columns

Introduction

This chapter explores recipes related to the ALV displays. We will start with a simple requirement with basic ALV displays. We will then enhance the basic ALV program by hiding few columns from display as well as from the initial layout. We will then see a recipe showing how to save user-specific layouts. Adding buttons to standard ALV toolbars will be shown, along with checkboxes and hotspots displayed within ALV columns.

For this chapter, I assume that the reader has basic knowledge of the ABAP objects, the ALV object model, and is familiar with basic ALV creation using CL_SALV_TABLE. Also, the reader should have knowledge of creating and changing of GUI status, and should have knowledge of Ranges and Select-Options.
ALV Tricks

For the sake of this chapter, we will make a simple example that will display data into an ALV format. This will be used in all the recipes mentioned in this chapter.

```
TYPES : BEGIN OF ty_pa0008,
  pernr TYPE persno,
  subty TYPE subsy,
  regda TYPE regda,
  endda TYPE endda,
  aedtm TYPE aedat,
  uname TYPE aenam,
  b1i01 TYPE PAD_ANI7'S,
  waers TYPE WAERS,
END OF ty_pa0008.
DATA wa_pa0008 TYPE ty_pa0008.
DATA it_pa0008 TYPE STANDARD TABLE OF ty_pa0008.
DATA myalv TYPE REF TO CL_SALV_TABLE.
DATA myfunctions TYPE REF TO CL_SALV_FUNCTIONS_LIST.
DATA mycolumns TYPE REF TO CL_SALV_COLUMNS_TABLE.
START-OF-SELECTION.
  SELECT * FROM PA0008 INTO CORRESPONDING FIELDS
    OF TABLE it_pa0008 UP TO 15 ROWS.
  IRY.
    CALL METHOD cl_salv_table->factory
      IMPORTING
        r_salv_table = myalv
      CHANGING
        t_table = it_pa0008.
    CATCH cx_salv_msg.
    ENDMETHOD.
    mycolumns = myalv->get_columns( ).
    mycolumns->set_optimize( ).
    myfunctions = myalv->get_functions( ).
    myfunctions->set_all( ).
    CALL METHOD myalv->display.
```

In this example, we declared a data structure type containing simple important fields of table PA0008. We then declared an internal table and a work area based on this type.

We selected 15 rows from the table PA0008 and stored them in the internal table.

The factory method is then called of the class CL_SALV_TABLE for instantiating the ALV object. The GET_COLUMNS method is called in order to get the columns object of the ALV. The SET_OPTIMIZE method of the columns object is used to optimize the column width.

Likewise, the GET_FUNCTIONS method provides access to the ALV’s functions’ objects. We then set all the functions using SET_ALL method. Finally, ALV is displayed using the DISPLAY method.
Note that until this point, the ALV toolbar does not have a layout save button. No fields are defined as keys (no blue colour). The Amount column displays 0.00 and not blank in case the value is initial. No hotspots or checkboxes are enabled in the columns. In the next set of recipes, we will see systematically how each of these options may be added.

See also

http://wiki.sdn.sap.com/wiki/display/ABAP/ALV+Grid+Report+-+-with+Object+Oriented+SALV+Classes

Setting ALV columns as key columns and making zero amount appear as blank

This recipe is comprised of two subrecipes:

We will see how the personnel number (PERNR) column may be set as key with blue colour. In addition, how a particular column Amount, where a zero amount is shown as 0.00, may be made to appear blank.
How to do it...

For making the above adjustments, proceed as follows:

1. Declare a column variable with reference to the class cl_salv_column_table.
2. Next, use the get_column method of the mycolumns object pointing to the columns of the ALV in order to get the reference to the column PERNR. We will then use the set_key method to set the PERNR column as the key column.
3. Similarly, the get_column method is called for the Amount column BET01. The set_zero method is called to convert the zeros to blanks while outputting the BET01 column. It is necessary that the value space (" ") is passed to the set_zero method.

```plaintext
data : mycolumn type ref to cl_salv_column_table.
try.
    myColumn ?= mycolumns->get_column( 'PERNR' ) .
    mycolumn->set_key( ) .

    mycolumn ?= mycolumns->get_column( 'BET01' ) .
    mycolumn->set_zero( ' ' ) .

catch CX_SALV_NOT_FOUND.
endtry.
```

4. The code fragment was added before the ALV display method but after the assignment to mycolumns statement followed by the factory method call.

How it works...

We already had the reference to the entire set of ALV columns within the variable mycolumns. For each of the two columns, PERNR and BET01, the single column object reference was required. This was done through usage of the get_column method. Methods set_key and set_zero were then called and appropriate values passed for parameters (if necessary) for setting the key column and removal of zeros respectively.

Any exception raised due to wrong name supplied to the get_column method is caught using the TRY .. ENDTYPY and CATCH statements. The exception that was addressed was CX_SALV_NOT_FOUND. We can add a suitable MESSAGE statement after the catch statement to output a message in case an error arises, which is not been shown in the previous screenshot:
Note the change in the PersNo. and the Amount column.

See also

http://scn.sap.com/thread/752043

Removing columns from display and layout

By default, all columns that are defined in the internal table IT_PA0008 are displayed in the ALV output. This recipe will now show how we will remove columns from ALV output.

There are two ways of doing this. We can remove columns from the initial layout. In this case, we can still bring them back to display by choosing the Change Layout option. On the other hand, you may remove columns totally, so that they are not even available in the layout.

In this recipe, we will see how the SUBTYPE (SUBTY) column is made invisible, and the Changed on (AEDTM) column to be removed from initial output but still available in the layout.

How to do it...

For making the SUBTY and AEDTM columns disappear, follow these steps:

1. We will use the same mycolumn variable used earlier referring to the class CL_SALV_COLUMN_TABLE. For each column, we will use the get_column method to get a reference to the respective column.
2. For the SUBTY column, we will use the set_technical method for removing it from the display (and also from the layout).
3. For the AEDTM column, we will use the `set_visible` method of the class `CL_SALV_COLUMN_TABLE`. We will pass the value `FALSE` to the method.

```plaintext
mycolumn ?? mycolumns->gct_column ( 'SUBTY' ) .
mycolumn->set_technical ( 'X' ) .

mycolumn ?? mycolumns->gct_column ( 'AEDTM' ) .
mycolumn->set_visible ( IF_SALV_C_BOOL_SAP=>FALSE ) .
```

**How it works...**

The `set_technical` method is used for making the column as technical. This means that the column is set as a technical column and not displayed in the output, and is not available for display through the Change layout options.

On the other hand, we have made the AEDTM column (Changed On) invisible from the initial display using the `set_visible` method of the `CL_SALV_COLUMN_TABLE` class.

Both the columns are not displayed in the new output.

<table>
<thead>
<tr>
<th>Period</th>
<th>Start Date</th>
<th>End Date</th>
<th>Changed by</th>
<th>Amount</th>
<th>Currency</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>09/12/2011</td>
<td>10/11/2011</td>
<td>STUDENT001</td>
<td>1,500.00</td>
<td>EUR</td>
</tr>
<tr>
<td>2</td>
<td>10/12/2011</td>
<td>12/31/2011</td>
<td>STUDENT003</td>
<td>1,000.00</td>
<td>EUR</td>
</tr>
<tr>
<td>29</td>
<td>09/13/2011</td>
<td>12/31/999</td>
<td>STUDENT001</td>
<td></td>
<td></td>
</tr>
<tr>
<td>35</td>
<td>09/16/2011</td>
<td>12/31/999</td>
<td>STUDENT003</td>
<td>15,000.00</td>
<td>EUR</td>
</tr>
<tr>
<td>55</td>
<td>01/04/2011</td>
<td>12/31/999</td>
<td>STUDENT001</td>
<td>50,000.00</td>
<td>EUR</td>
</tr>
<tr>
<td>56</td>
<td>01/04/2011</td>
<td>12/31/999</td>
<td>STUDENT001</td>
<td>800.00</td>
<td>EUR</td>
</tr>
<tr>
<td>57</td>
<td>01/05/2011</td>
<td>12/31/999</td>
<td>STUDENT001</td>
<td>25.00</td>
<td>EUR</td>
</tr>
<tr>
<td>62</td>
<td>01/01/2012</td>
<td>12/31/999</td>
<td>STUDENT001</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

When the user selects Change Layout, only the Changed on column is available for inclusion in the output. The SUBTY column is totally unavailable for display.
Enable Adding Layout toolbar buttons

Up to this point, the output of the ALV does not allow the user to save changes made to layout. In this recipe, we will add coding that will allow saving user-specific layouts, load layouts, as well as specify a default layout.

How to do it...

For enabling layout saving, follow these steps:

1. We declare two variables and also, an object reference to the class cl_salv_layout. In addition, a key is defined based on the type salv_s_layout_key.
2. The get_layout method is then used to get the layout object for the ALV.
3. The set_key method is called for the layout object mylayout. The mykey structure having the report name sy-repid is passed to this method.
4. Next, the set_save_restriction method is called. It is passed the static attribute RESTRICT_USER_DEPENDANT of the interface if_salv_c_layout.
5. Finally, the set_default layout method is called with the value 'X', as shown in the next screenshot.

```plaintext
data mylayout type ref to cl_salv_layout.
data mykey type salv_s_layout_key.
mylayout = mysalv->get_layout ( ).
mykey->report = sy-repid.
mylayout->set_key( mykey ).
mylayout->set_save_restriction( if_salv_c_layout->RESTRICT_USER_DEPENDANT ).
mylayout->set_default( 'X' ) .
```

6. The code is added before the ALV display method call shown in the first screenshot of this chapter.

How it works...

In this recipe, we declared a layout variable based on the cl_salv_layout class. An essential step is to set the key of the layout object and passing the name of the program. This is done using the set_key method.
Next, for enabling the **Save layout** button, the `set_save_restriction` method is used. Based on the value passed on to the method, the system determines whether the user is allowed to save layout as user-specific, user-unspecific, or without any restrictions. Three possible constant values may be passed.

![Interface Table](image)

Since our requirement was to enable user to store layout as **User-Specific**, we used `RESTRICT_USER_DEPENDANT` constant attribute of the interface `if_salv_c_layout`.

Finally, we wanted the **Default** setting checkbox to be enabled so that the user may save a particular layout as his or her default. For this reason, the `set_default` method was called with the value 'X'.

![Layout Checkbox](image)

The next time the user executes the report, his or her default layout is loaded and data displayed in that layout format.

### See also


### Adding Hotspot to columns

It may also be required to display hotspots (similar to hyperlinks) for an entire column in the ALV display. Clicking a particular hotspot cell will take the user to another detail screen. In this recipe, we will add hotspot functionality to the `PERNR` column.
How to do it...

We will see how a particular column may be made to appear as a hotspot. We will also add the necessary code that is needed to carry out the steps needed for the hotspot selection. Proceed as follows:

1. We get access to the **PERNR** column and call the set_cell_type method for it. Then, we pass the hotspot static constant attribute of the if_salv_c_cell_type interface to it.

   ```
   mycolumn ?= mycolumns->get_column( 'PERNR' ).
   mycolumn->set_cell_type( if_salv_c_cell_type->hotspot ).
   ```

2. Next, we define the class **myhotspot**. Within the class definition, we create a static public method **on_click_hotspot** that will be called when a hotspot cell is clicked. This imports the row and column pertaining to the selection.

   ```
   class myhotspot definition.
   public section.
   class-methods on_click_hotspot FOR EVENT link_click
   OF cl_salv_events_table IMPORTING row column .
   endclass.
   ```

3. Within the implementation of this class, we read the row from the table **IT_PA0008** that the user has selected. The necessary details are read from table **PA0008** using a SELECT statement. The function module **HR_INFOTYPE_OPERATION** is then called in order to display the details of the employee Infotype 0008 record in display mode of transaction PA20.

   ```
   class myhotspot implementation.
   method on_click_hotspot.
   clear ws_pa0005.
   read table it_pa0008 index into ws_pa0008.
   data : p0008 type p0008.
   select single * from p0008 into corresponding fields of p0008
   where pmnr eq ws_pa0008-pernr
   and bheca eq ws_pa0008-bheca
   and benda eq ws_pa0008-benda.

   CALL FUNCTION 'HR_INFOTYPE_OPERATION'
   EXPORTING
   IMITY    = '0000',
   NUMBER   = p0008-pernr,
   VALIDTEND = p0008-bheca,
   VALIDTBEGIN = p0008-bheca,
   RECORD   = p0008,
   OPERATION = 'DIS',
   DIALOG_MODE = '2',
   EXCEPTIONS
   OTHERS    = 3.
   endmethod.
   endclass.
   ```
4. Finally, the SET HANDLER statement is called in order to link the static method on_click_hotspot of the class myhotspot to the ALV. Before that, we get the handle to the events object of the ALV using the get_event method.

```
DATA: myevents TYPE REF TO cl_salv_events_table.
  myevents = myalv->get_event( ).
SET HANDLER myhotspot=>on_click_hotspot FOR myevents.
```

The previous code will make sure that the on_click_hotspot method is called when the user clicks a particular cell of PERNR.

**How it works...**

The Pers.No column is displayed as underlined and selectable through a hotspot, as shown in the following screenshot:

<table>
<thead>
<tr>
<th>PersNo</th>
<th>Start Date</th>
<th>End Date</th>
<th>Changed by</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>09/12/2011</td>
<td>10/11/2011</td>
<td>STUDENT001</td>
</tr>
<tr>
<td>2</td>
<td>10/12/2011</td>
<td>12/31/2011</td>
<td>STUDENT003</td>
</tr>
<tr>
<td>2</td>
<td>01/01/2012</td>
<td>12/31/9999</td>
<td>STUDENT003</td>
</tr>
<tr>
<td>29</td>
<td>09/13/2011</td>
<td>12/31/9999</td>
<td>STUDENT001</td>
</tr>
<tr>
<td>35</td>
<td>09/16/2011</td>
<td>12/31/9999</td>
<td>STUDENT003</td>
</tr>
</tbody>
</table>

When the user clicks a particular row displayed as a hotspot within the PERNR column, the method on_click_hotspot is triggered. Within the method, the importing parameters row and column contain the number of the selected row and the column name (PERNR) respectively.

The code written within the on_click_hotspot method is then executed. The corresponding record is read from the table IT_PA0008 using the READ statement. The SELECT statement is used for reading additional information related to the employee selected. This information is then passed on to the function module HR_INFOTYPE_OPERATION with other Displays parameters in order to display the record in transaction PA20 (Display Master Data) transaction.
Adding your own buttons to ALV toolbar

The standard ALV toolbar provides a number of useful functions. However, depending on the requirement, you may be asked to add new buttons to the ALV toolbar. This recipe will show how to add your own buttons to the ALV toolbar and then writing appropriate coding to be executed when the user presses the button.

We will add a new button saying View Summary to the toolbar. Upon clicking, the total number of displayed records will be shown (for purpose of illustration).

Getting ready

For creating your own toolbar buttons, we need to make a copy of the GUI status displayed in the original ALV program. We will then make changes to the copied status. Proceed as follows:

1. For finding out the program whose GUI status is currently being called, generate the output of the ALV program and then select the menu option System | Status. On the dialog that appears, we will use the values shown in the Program (GUI) and GUI status fields. The GUI status being used is ALV_TABLE_STANDARD residing in the program having name SAPLSALV_METADATA_STATUS.

<table>
<thead>
<tr>
<th>SAP data</th>
</tr>
</thead>
<tbody>
<tr>
<td>Repository data</td>
</tr>
<tr>
<td>Transaction</td>
</tr>
<tr>
<td>Program (screen)</td>
</tr>
<tr>
<td>Screen number</td>
</tr>
<tr>
<td>Program (GUI)</td>
</tr>
<tr>
<td>GUI status</td>
</tr>
</tbody>
</table>
2. We will copy this GUI status from the respective standard SAP program into our program. This may be done by using transaction SE80.

In the next section, we will see how new buttons are added.

**How to do it...**

We will see how to add new buttons and adding appropriate coding. Proceed as follows.

1. Use transaction SE80 to see the various components of your program. The newly copied status SALV_TABLE_STANDARD is shown under the GUI Status node.

2. Double-click the GUI status name to display its contents in the right-hand pane. From the section of toolbar buttons, we will remove the INFO button item, as it is not needed, and add our own function SUMM having the display text View Summary, as shown in the following screenshot:
Next, we will call the method `set_screen_status` of the class `cl_salv_table` and pass it the name of our program `SY-REPID` and the newly created status `SALV_TABLE_STANDARD`.

```plaintext
call method myalv->set_screen_status
   exporting
   pstatus = 'SALV_TABLE_STANDARD'
   report = sy-repid.
```

We will then create a class by the name `summbutton` (we can also use the existing class for hotspot created in a previous Adding hotspots to columns recipe). In the definition, a static method `on_button_press` is defined that responds to the triggering of the ALV event `added_function`. The method has an importing parameter `e_salv_function` that provides the function code of the selected customer function.

```plaintext
class summbutton definition.
   public section.
   class-methods on_button_press FOR EVENT added_function
      OF cl_salv_events_table IMPORTING e_salv_function .
endclass.
```
5. Next, the implementation of the method is created. Within the `on_button_press` method, we check to see if the `SUMM` function button has been pressed. If found true, we then calculate the number of lines in the table `IT_PA0008`, then concatenate the line numbers with appropriate text and display in an information message.

```java
Class summbutton implementation.
  method on_button_press.
    data lines type 1.
    data text type string.
    if c_salv_function eq 'SUMM'.
      describe table it_pa0008 lines lines.
      text = lines.
      concatenate text 'records are displayed' into text
                     separated by space.
      message i208(60) with text.
    endif.
  endmethod.
endclass.
```

6. Finally we use the `SET HANDLER` statement to link the static method `on_button_press` of the class `newbutton` with the events object `myevents`. This will make sure the clicking on the **New** button triggers the execution of the `on_button_press` method.

```java
SET HANDLER summbutton=>on_button_press FOR myevents.
```

**How it works...**

Calling the `set_screen_status` method results in the display of our newly created GUI status having the button **View Summary**. The method is called in order to make sure that instead of the standard GUI status, our newly created GUI Status is shown.

<table>
<thead>
<tr>
<th>PersNo.</th>
<th>Start Date</th>
<th>End Date</th>
<th>Changed by</th>
<th>Amount</th>
<th>Currency</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>09/12/2011</td>
<td>10/11/2011</td>
<td>STUDENT001</td>
<td></td>
<td>EUR</td>
</tr>
<tr>
<td>2</td>
<td>10/12/2011</td>
<td>12/31/2011</td>
<td>STUDENT003</td>
<td>1,500.00</td>
<td>EUR</td>
</tr>
<tr>
<td>2</td>
<td>01/01/2012</td>
<td>12/31/9999</td>
<td>STUDENT003</td>
<td>1,000.00</td>
<td>EUR</td>
</tr>
</tbody>
</table>

The **CL_SALV_EVENTS_TABLE** class contains an **ADDED_FUNCTION** event that is raised when our added button is pressed.
We registered this event with the static method `on_button_press` of our class `newbutton` using `SET HANDLER` statement.

Upon clicking the **View Summary** button, the code of the `on_button_press` method is called. We make sure in the method that the code is run only when the function code supplied by importing variable `e_salv_function` contains `SUMM`. If that is the case, the number of lines determined in the internal table are displayed using a `MESSAGE` statement.

For adding icons in the toolbar button, refer to the SAP documentation at http://help.sap.com/saphelp_nw04/helpdata/en/d1/801d43454211d1897100000e8322d00/frameset.htm.

**There's more...**

The work so far done looks fine, but has a small problem. Clicking on the **View Summary** button will give the entire set of rows in the internal table `IT_PA0008`, irrespective of taking into account any filter applied.

We will now refine the recipe in order to read the filters, the column names included on which the filters have been applied, and the selection options specifying the filter values. At the end, we will delete the rows from `IT_PA0008` that do not adhere to the filter criteria (so that the row count is correct). The example may then be refined later for deletion of filters, and so on.
The code that will be added will be within the IF statement (checking the function code) just before the DESCRIBE statement. The code is divided into three parts:

1. First, we declare necessary variable pertaining to ALV filters. We then use the get_filters method in order to read the filter objects.

   ```xml
   DATA: myfilters_obj TYPE REF TO cl_salv_filters,
   myfilter_obj TYPE REF TO cl_salv_filter.
   data : myfilters_tab TYPE salv_r_filter_ref.
   data : myfilters_struct TYPE salv_r_filter_ref.
   myfilters_obj = myalv->get_filters(),
   myfilters_tab = myfilters_obj->get().
   ```

2. The get method of the cl_salv_filters class is then called in order to fetch the internal table myfilters_tab specifying the column names on which filter has been specified. The R_FILTER component of this table row is a reference to the class CL_SALV_FILTER, which contains the values, entered at the filter screen.

   ![Table: MYFILTERS_TAB](image)

   ![Attributes: Standard [2x2] (00)](image)

   ![Columns ...](image)
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3. Next, a loop is run at this internal table and the details of the r_filter object are fetched.

   ```xml
   **** step 2
   TYPES: BEGIN OF ty_range,
   column TYPE string,
   range TYPE RANGE OF string,
   END OF ty_range.
   data : filter_conditions_table TYPE salv_t셀_条件, filter_conditions TYPE REF TO cl_salv_c셀_条件, final_range_table TYPE STANDARD TABLE OF ty_range, final_range_struc TYPE ty_range, ve_temp LIKE LINE OF final_range_struc-range.
   loop at myfilters_tab into myfilters_struct.
   CLEAR final_range_struc-range.
   final_range_struc-column = myfilters_struct-column.
   filter_conditions_table = myfilters_struct-r_filter->get().
   LOOP AT filter_conditions_table INTO filter_conditions.
   ve_temp-sign = filter_conditions->get_sign().
   ve_temp-option = filter_conditions->get_option().
   ve_temp-low = filter_conditions->get_low().
   ve_temp-high = filter_conditions->get_high().
   INSERT ve_temp INTO TABLE final_range_struc-range.
   ENDOLOOP.
   INSERT final_range_struc INTO TABLE final_range_table.
   endloop.
   ```
4. We run a loop at the myfilters_tab method and get the filter conditions object for each column. The get_sign, get_option, get_low, and get_high methods of the class cl_SALV_SELOPT is used for getting the sign, option, low, and high values of the filter condition respectively. These are added to the range table of the final_range_struc. Finally, the final_range_struc contents are inserted into the internal table final_range_table. The purpose of this step is to form a final range table named final_range_table, which will provide us with the name of each column specified in the filter definition, along with the filter values in the form of range table.

![Table](image)

5. As you can see the user had specified two fields **ENDDA** and **UNAME** in the filter criteria. For the **UNAME** field, two filter values are specified, that is, **UNAME = HOLDERM** and **UNAME = STUDENT060**.

![Table](image)

6. We will keep the third step simple, and will run a loop at the final range table which will delete from the main IT_PA0008 internal table those records that violate any of the filter criteria.

```sql
loop at final_range_table into final_range_struc.
case final_range_struc-column.
  when 'PERM'.
    delete it_pa0008 where not perms in final_range_struc-range.
  when 'SUBTY'.
    delete it_pa0008 where not subty in final_range_struc-range.
  when 'BEGDA'.
    delete it_pa0008 where not begda in final_range_struc-range.
  when 'ENDDA'.
    delete it_pa0008 where not endda in final_range_struc-range.
  when 'AEDTM'.
    delete it_pa0008 where not aedtm in final_range_struc-range.
  when 'UNAME'.
    delete it_pa0008 where not uname in final_range_struc-range.
endcase.
endloop.
```
Once this additional code is added, the internal table IT_PA0008 will take into account any applied filter. Thus, the correct values will be shown by the View Summary button.

The code shown may be written more efficiently and elegantly using field symbols. Since the table contains fewer entries and for the sake of simplicity, field symbols were not used.

**See also**


## Adding checkboxes to columns

In this recipe, we will see how we can display checkboxes in a column in the ALV output. The user may select a checkbox and switch it on or off. Then, based on his or her selection, a button may be pressed and function executed. The primary emphasis of this recipe will be the display of checkboxes within a column and the coding to set it as on or off.

### Getting ready

For this recipe, we will make a copy of the simple ALV program that was created in the beginning of the chapter. We will then add the checkbox-related coding to this copy.

### How to do it...

For adding a checkbox column to your ALV program, follow these steps:

1. Add a new field CHECKBOX to the type TY_PA0008 defined in your program. The position of the field will determine the position of this column in the ALV display. We will place it at the end.
2. Then, use the `get_column` method to get access to the CHECKBOX column. We will set the long, medium, and short texts of this column as Checkbox. The most important step is to set the cell type of this column to a checkbox using the method `set_cell_type`. The constant static attribute `checkbox_hotspot` of the interface `if_salv_c_cell_type` is passed.

```plaintext
data : mycolumn type ref to cl_salv_column_table.
try,
  mycolumn => mycolumn->get_column( 'CHECKBOX' ),
  mycolumn->set_long_text( 'Checkbox' ),
  mycolumn->set_medium_text( 'Checkbox' ),
  mycolumn->set_short_text( 'Checkbox' ),
  mycolumn->set_cell_type( if_salv_c_cell_type->checkbox_hotspot ),
endtry.
```

3. A new class `mycheckbox` is defined, the definition of which contains a static method `on_click_checkbox` defined for the `link_click` event for the ALV events. This method imports the row and column of the user selection.

```plaintext
class mycheckbox definition.
  public section.
  class-methods on_click_checkbox FOR EVENT link_click
    OF cl_salv_events_table
    IMPORTING row column.
endclass.
```

4. Next, the implementation of the `mycheckbox` method is created. As already mentioned, this method is triggered when the user clicks on a particular checkbox for any row of the displayed ALV table. The `read` statement is used to determine which particular row's checkbox has been clicked. The `IF` statement checks whether the checkbox field of the row in consideration is already on or off (meaning equal to 'X' or space). Depending on the current value, the value of the checkbox field is changed. A `MODIFY` statement is used to change the internal table `IT_PA0008`. Finally, the `refresh` method of the ALV object is called.

```plaintext
class mycheckbox implementation.
  method on_click_checkbox.
    clear wa_pa0008.
    read table it_pa0008 INDEX row INTO wa_pa0008.
    IF wa_pa0008-checkbox is initial.
      wa_pa0008-checkbox = 'X'.
    ELSE.
      clear wa_pa0008-checkbox.
    ENDIF.
    modify it_pa0008 from wa_pa0008 INDEX sy-tabix.
    myalv->refresh().
  endmethod.
endclass.
```
5. The SET HANDLER statement is used to register the static method on_click_checkbox method of the mycheckbox class for the ALV events.

```plaintext
DATA: myevents TYPE REF TO cl_salv_events_table.
myevents = myalv->get_event ( ).
SET HANDLER mycheckbox=>on_click_checkbox FOR myevents.
```

**How it works...**

When the program is run, the set_cell_type method results in the CHECKBOX column to be displayed with editable checkboxes. The set_short_text, set_medium_text, and set_long_text methods display the heading of this column as Checkbox.

<table>
<thead>
<tr>
<th>Person</th>
<th>SType</th>
<th>Start Date</th>
<th>End Date</th>
<th>Changed on</th>
<th>Changed by</th>
<th>Amount</th>
<th>Currency</th>
<th>Checkbox</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>0</td>
<td>09/12/2011</td>
<td>10/11/2011</td>
<td>09/12/2011</td>
<td>STUDENT001</td>
<td>0.00</td>
<td>EUR</td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>0</td>
<td>10/12/2011</td>
<td>12/31/2011</td>
<td>10/12/2011</td>
<td>STUDENT003</td>
<td>1,500.00</td>
<td>EUR</td>
<td>✔️</td>
</tr>
<tr>
<td>2</td>
<td>0</td>
<td>01/01/2012</td>
<td>12/31/9999</td>
<td>10/14/2011</td>
<td>STUDENT003</td>
<td>1,000.00</td>
<td>EUR</td>
<td></td>
</tr>
<tr>
<td>29</td>
<td>0</td>
<td>09/13/2011</td>
<td>12/31/9999</td>
<td>09/13/2011</td>
<td>STUDENT001</td>
<td>0.00</td>
<td>EUR</td>
<td></td>
</tr>
</tbody>
</table>

When the user clicks a particular checkbox, the on_click_checkbox method is executed. The READ statement gets the selected row using the parameter row. If the value of the CHECKBOX field of the selected row is found to be initial (meaning, checkbox off), it is assigned ‘X’ (that is, switched on). Otherwise, if it is already on, the CHECKBOX field is cleared (that is, switched off).

The table IT_PA0008 that is linked to ALV display is modified in order to reflect the user's selection. Finally, the refresh method is called to display the new state of the checkboxes on the user screen.
There's more...

Apart from the CHECKBOX display, there are other possibilities of a particular column. For the set_cell_type method, the various possible values supplied for the value parameter and the relevant output is shown as follows:

<table>
<thead>
<tr>
<th>Value Parameter of set_cell_type</th>
<th>Output</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>TEXT</td>
</tr>
<tr>
<td>1</td>
<td>CHECKBOX</td>
</tr>
<tr>
<td>2</td>
<td>Button</td>
</tr>
<tr>
<td>3</td>
<td>DROPDOWN</td>
</tr>
<tr>
<td>4</td>
<td>Link</td>
</tr>
<tr>
<td>5</td>
<td>Hotspot</td>
</tr>
</tbody>
</table>

See also

- http://sites.google.com/site/ruslimchang/handle-checkbox-in-alv-object-model
In this chapter, we will see recipes related to regular expressions as used in ABAP. We will look at:

- Using regex as an IF statement
- Removal of characters from a string
- Converting date into internal date type
- Validation of format (telephone number)
- Removing repeated words from text string
- Inserting commas in an amount string
- Removing comments from program code
- Interpreting HTML stream

**Introduction**

As of release 7.0, ABAP supports regular expressions based on POSIX standard 1003.2. Regular expressions may be specified after the addition REGEX within the FIND and REPLACE statements.

An entire description of the topic constitutes a book by itself. However, the most important and commonly used regular expressions requirements will be discussed.

In the introduction, we will cover important operators used in regular expression processing within ABAP. These will be used in the various recipes mentioned in this chapter. We will then see recipes for writing programs that uses regular expressions for pattern matching, validation as well as conversion and extraction of data from a given text stream. Throughout the chapter, the terms "Regular Expression" and "Regex" will be used interchangeably.
Regular Expressions

In addition to FIND and REPLACE statements, SAP provides classes CL_ABAP_REGEX and CL_ABAP_MATCHER for regex processing. However, the coding in the recipes will comprise regular expressions used within FIND and REPLACE statements.

For this chapter, I assume that the reader has basic knowledge of the regular expressions, and is familiar with basic FIND and REPLACE statements. We will use the DEMO_REGEX standard program screenshots for illustration, where required.

For more information on regex, see the following link:


Regular expressions

A regular expression comprises literals and operators. The operators are special characters used for a particular purpose and have special meanings when we need to search for any pattern within a text stream. Before the recipes, we will have a look at some useful operators available in ABAP for regular expressions.

<table>
<thead>
<tr>
<th>Operator</th>
<th>Purpose</th>
</tr>
</thead>
<tbody>
<tr>
<td>.</td>
<td>Dot matches a single character.</td>
</tr>
<tr>
<td>?</td>
<td>Denotes either no or a single occurrence of a character or set of characters.</td>
</tr>
<tr>
<td>*</td>
<td>Denotes any number of occurrences (0, 1, or more) of a character or a set of characters.</td>
</tr>
<tr>
<td>+</td>
<td>Matches one or more occurrence of a character or set of characters.</td>
</tr>
<tr>
<td>&lt;</td>
<td>Matches start of a word.</td>
</tr>
<tr>
<td>&gt;</td>
<td>Matches end of a word.</td>
</tr>
<tr>
<td>^</td>
<td>Used for denoting negation when used with box brackets, as well as the start of line marker.</td>
</tr>
<tr>
<td>?=</td>
<td>Used as a preview condition.</td>
</tr>
<tr>
<td>?!</td>
<td>Used as a negated preview condition.</td>
</tr>
<tr>
<td>\1, \2</td>
<td>Used for placeholders for subgroup registers (also called the back-referencing operator). For replacement, $1 and $2 represent the subgroup registers in the replacement string (this will be discussed in a recipe ahead).</td>
</tr>
<tr>
<td>$</td>
<td>Denotes end of a line.</td>
</tr>
<tr>
<td>\d</td>
<td>Denotes a digit (0-9).</td>
</tr>
<tr>
<td>\w</td>
<td>Denotes an alphanumeric character.</td>
</tr>
<tr>
<td>\u</td>
<td>Matches a single alphabet.</td>
</tr>
</tbody>
</table>
All the three operators ( *, +, and ?) must be used after a character or a character sequence specification. The box brackets denote the possible characters that may occur in a string. On the other hand, the round brackets denote a specific set of characters in a given sequence to be matched. For example, the regex [01]? will match 0 or 1. The expression [01]* will match 01, 11 0101, and so on. On the other hand, (01)* will match 01, 0101, or blank. (Also, \w+ denotes one or more alphanumeric characters.)

The special characters that are used in regex may also need to be searched in a given text. For searching them, we must precede them with a backslash (Escape Character for special characters). Some of the examples are shown in the following table:

<table>
<thead>
<tr>
<th>Searching for special characters</th>
</tr>
</thead>
<tbody>
<tr>
<td>.</td>
</tr>
<tr>
<td>+</td>
</tr>
<tr>
<td>*</td>
</tr>
<tr>
<td>?</td>
</tr>
<tr>
<td>$</td>
</tr>
<tr>
<td>^</td>
</tr>
<tr>
<td>(</td>
</tr>
<tr>
<td>)</td>
</tr>
<tr>
<td>[</td>
</tr>
<tr>
<td>]</td>
</tr>
</tbody>
</table>

These are then treated as literals rather than operators.

The ?= is a preview condition. For example, if we write regex in the form a(?=s), the expression behaves like an IF statement condition. The pattern a will be matched only if the following substring matches the condition specified by s.

There is a difference between ^ when used within box brackets [] and round brackets (). When the ^ operator is used in box brackets, it represents the characters not included in the text to be matched. For example, [^ab] will match all strings that do not include a and b, such as cd, ch, hh, and so on. Whereas, ^ when used with round brackets (or without it) specifies the beginning of a string. For example, ^{ab} or ^{ab} will match all strings starting with ab, such as abc, abd, abbbbbb, and so on.
Regular Expressions

For simplicity's sake, our examples will contain the regex specified within the FIND or REPLACE statements. In this case, any error in the regex is identified by the syntax checker, as shown in the following screenshot along with the exact position on which the error has occurred (so in this chapter, no error handling will be shown).

For error handling, however, the CX_SY_REGEX class within the TRY and CATCH statements may be used, if required.

For replace statement, when the replace has been done successfully, the return code SY-SUBRC value is equal to 0. This may be used for checking the success of the replace statement.

Using regex as an IF statement

In this recipe, we will write a simple program that will function as an if statement. A simple find regex statement will be used.

Getting ready

We will first write an if statement that will check if the value of a parameter variable field1 has the value equal to ABC, DEF, or CDE. In case the value is equal to any of the three, the message Field Value is Valid is displayed. We will then see the equivalent regex.
Chapter 4

How to do it...

For replacing the if statement with find regex statement, proceed as follows:

1. Instead of the if statement, we will write a find regex statement along with the regex '^[ABC|CDE|DEF]$'.
2. After the statement, the sy-subrc is checked, and the appropriate messages are written.

```
parameters field1 type c length 3 lower case.

if field1 eq 'ABC' or
    field1 eq 'CDE' or
    field1 eq 'DEF'.
    write :/ 'Field Value is Valid'.
else.
    write :/ 'Wrong Field Value'.
endif.
```

How it works...

We have used an OR (|) operator within the find statement. A match is found if the value of the three-character field1 is equal to any of the three values specified. In this case, sy-subrc is equal to zero, and the success message is then displayed.

There's more...

Suppose we need to ignore the case. Say the input is to be compared such that there is no difference between ABC, abc, and Abc. In such a case, we may simply add ignoring case to the statement, as shown in the following screenshot:

```
find regex '^[ABC|CDE|DEF]$' in field1 ignoring case.
```
Removal of characters from a string

In this recipe, we will see how special characters and blanks may be removed from a text string comprising of a telephone number. We will create a program that will take as input the number containing blank spaces and special characters such as +, (, and ).

The replace statement along with suitable regular expressions will be used. Various regular expressions may work in this case. We will see two such expressions in this recipe.

How to do it...

For meeting the mentioned requirement, proceed as follows:

1. Declare a parameter by the name number, consisting of 20 characters.
2. The replace all occurrences is added having the regular expression [^\d].

```plaintext
parameters : number type = length 20.
start-of-selection.
replace all occurrences of regex '([^\d]'
in number with '' .
write :/ number.
```

How it works...

The solution is based on searching all non-digit characters in the string and replacing them with blank. The negated operator (^) is used within the box brackets and the \d denotes the digits. We have used all occurrences, as this will replace all non-digits.

Suppose the user enters the number having + and parentheses and blank spaces.

```
NUMBER  +67 (345) 8888888888
```

This will remove all special characters, as well as spaces, and will only display numbers.

```
47345888888888
```
There's more...

Alternately, you may also use \[0-9\] in place of \d. The regex will then be written as '^[0-9]'. In addition, it is important to include regex in the replace statement. Otherwise, instead of searching the pattern within the text, the system searches for \[^d\] or \[^0-9\] in the text, and the desired results will not be achieved.

Converting date into internal date type

As already mentioned, regular expressions are useful for converting data into the required format. One good example is the conversion of a date stored in internal format into display format, and vice versa. For example, a date may be available as 20120101 and we need to format it in the form 01/01/2012, and so on. In this recipe, we will see how a single statement of replace may be used to carry out this task. For this recipe, we assum that input date is in the correct internal format.

How to do it...

For carrying out the previously mentioned conversion, proceed as follows:

1. First, declare a variable mydate having a length of 10 characters. A date having the internal format date is then assigned to this variable. The same variable will be used for storing the converted date.
2. The replace statement having the regex '(\d{4})(\d{2})(\d{2})' is used, along with the replacement '$3/$2/$1'.
3. The converted date is then outputted on the screen.

```plaintext
data : mydate(10).
start-of-selection.

mydate = '20120101'.
replace first occurrence of regex '(\d{4})(\d{2})(\d{2})' in mydate with '$3/$2/$1'.
write :/ 'Converted date is', mydate.
```

How it works...

We have used three subgroups in the formation of the regular expression. The \d refers to digits and the number given in curly brackets specifies the length of the various date components (4 for year, 2 for month and the date). The three subgroups are specified using parentheses.
Within the `replace` statement, the subgroup placeholders are used. It specifies the format in which the date is to be outputted (the year followed by a forward slash, then the month, then another forward slash, and finally the date). For the input date, `20120101`, following are the values in each of the subgroup registers:

- Subgroup register 1 denoted by $1: 2012$
- Subgroup register 2 denoted by $2: 01$
- Subgroup register 3 denoted by $3: 01$

In this case, the date after the `replace` statement and the `write` statement is shown in the following screenshot:

```
Converted date is 01/01/2012
```

**Validation of format (telephone number)**

In this recipe, we will see how to use the back-referencing operator in order to validate telephone numbers. Suppose telephone numbers in a certain city follow the rule: a number must be of exactly eight digits, and the first and second digit must be the same.

For example, the valid numbers of the city may be `44005600`, `88008700`, and so on. If the number entered starts with a zero or has length less than eight, an error should be displayed. We will see how a short validation program may be written.

**How to do it...**

For creating the program that checks the validity of a telephone number according to the given criteria, proceed as follows:

1. Declare a parameter having the name `tel_no` with eight characters.
2. We then use the `find regex` statement to search for the pattern `((\d)\1\d\d\d\d\d\d)` in the telephone number entered by the user.
3. The `if` statement is then used for checking the return code. For `sy-subrc`, having the value 0, the message `Number is Valid` is displayed.
There are two parts of the regular expression that we created, that is, the regex for the first two digits and then for the remaining six digits. Let us look at this in detail.

The requirement is that the first and second number cannot be a zero. So, we have specified the range \[1-9\] and not \[0-9\] for the first number. We want the first number to be part of the first subgroup and hence the parenthesis is used. The first digit of the phone number that matches the \[1-9\] part of the regex is stored in the first subgroup register. This value may be addressed using the back-referencing operator \1. (Since, in this case, we have one subgroup, the corresponding placeholder for the value stored in the first register is \1). Since the first and the second number must match, we use \1 in place of the second digit.

The next part is comparatively simple. For the remaining six digits of the telephone may include zeros as well, we use the \[0-9\] range along with the length of 6 specified in curly brackets.

The find regex statement tries to find the given regex in the eight-character telephone number. In case, a match is found, the return code sy-subrc equals 0, so we input the message Number is Valid.

Removing repeated words from text string

In this recipe, we will use the start and end of word operators along with the subgroup register placeholders in order to write a program that will remove adjacent duplicate words from a text string. For example, from the text 'this this is is a repeated text text 11 11', the duplication of words will be removed and the new text 'this is a repeated text 11' is given as the output.

How to do it...

In order to create a repeated word removal program, proceed as follows:

1. Declare the textstream string. Then assign some text to it that has repeated words in it.
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2. A replace all occurrences statement is then written with the regular expression \((\<\w+\>) \1\). The replacement key is ‘$1’.

3. The if statement is then used for checking the return code. For sy-subrc having the value 0, the message Number is Valid is displayed.

```
data : textstream type string.
start-of-selection.

textstream = 'this this is a repeated text text 11 11'.

replace all occurrences of regex '\((\<\w+\>) \1\)' in textstream with '$1' ignoring case.

write :/ textstream.
```

How it works...

The regex used in this recipe is different from that used in the previous one. Since we require searching of duplicate words rather than single characters, we will use the start and end word operators. We used \w+ so that all words comprising of alphanumeric characters will be found searched and then replaced. In order to find out repeated adjacent words (set of characters surrounded by blank space) we used parenthesis for the first subgroup and then the back-referencing operator \1 to find out repetition. It is also necessary to include a space between the subgroup in brackets and the \1 (since we are dealing with words).

The replace statement uses the placeholder $1, referring to the first subgroup register. In other words, via the replace statement, we are actually telling the system to first find the occurrence of two adjacent words, and then replace this found duplicate with a single word that is the one stored in the first subgroup register (thus removing duplicates).

For the example shown in the code, the string outputted after removal of adjacent duplicates is shown in the following screenshot:

```
this is a repeated text 11
```

Inserting commas in an amount string

In this recipe, we will see how a small program may be written to take as input an amount string, and insert commas in it after every thousand (that is, every three digits from right). This is interesting because the normal search of a pattern within a text is from the left.
We will use the preview condition and the negated preview condition, along with subgroups in order to find a solution. Please note that one such example appears on the help.sap.com site under business warehouse routines that has been slightly modified for this recipe.

**How to do it...**

For creating a program for comma insertion within an amount string, follow the following steps:

1. Declare a parameter `amount` of type character and length 10. We can increase the length for a larger amount, keeping provision for the commas.
2. The `REPLACE` statement with the addition `ALL OCCURRENCES` and `REGEX '([^)]\d+(?!\d))'` and replace substring `$1,'`.
3. A `write` statement is then used to output the convert amount.

```java
parameters: amount type c length 10.
start-of-selection.

REPLACE ALL OCCURRENCES OF
REGEX '([^)]\d+(?!\d))' IN amount WITH '$1,'.

write: 'Amount with added commas is', amount.
```

**How it works...**

We have used subgroups in conjunction with the preview condition. The first subgroup denoted by `([^)]\d+(?!\d))` is matched for digits within the number which subsequent numbers meet the condition specified by `([^)]\d+(?!\d))`. (We may also write `[0-9]` in place of `\d`.

The preview condition finds all numbers that are followed by one or more sequence of three digits after it starting from the left. (For this reason, the `([^)]\d+(?!\d))` has been used.) For example, we look for digits that are followed by three, six, or nine digits. (The negated preview condition ensures that only those numbers are matched, which have multiples of exactly three digit numbers after them.)
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In case any such digit is matched, it is replaced using the register subgroup placeholder $1 followed by a comma. Suppose we choose 10000 as the input number, the first zero is the matched digit (and in this case) the only match. This is replaced by the zero itself followed by a comma. The match is shown in red in the following screenshot (output taken from DEMO_REGEX_TOY program):

<table>
<thead>
<tr>
<th>Matches</th>
</tr>
</thead>
<tbody>
<tr>
<td>10000</td>
</tr>
</tbody>
</table>

The output of the program is shown in the following screenshot:

Amount with added commas is 10,000

If 100 is entered, the condition does not meet, so no matches are found. That is why no commas are inserted in the amount 100 at any position. Since a big amount may require more than one comma, we use the REPLACE ALL OCCURRENCES addition.

Removing comments from program code

In this recipe, we will see how we can use the replace statement in conjunction with a suitable regex in order to remove comments from a program. For the sake of this recipe, we assume that the program whose comments are to be removed is syntactically correct. Similar to program created for the Dynamic program generation recipe in Chapter 2, Dynamic Programming, the program for this recipe will remove all statements beginning with a asterisk (*) or all parts following a line after an inverted comma (").

Getting ready

For this recipe, we will make a copy of the program created in Chapter 2, Dynamic Programming, that reads the source code of a program specified by user input. In the previous program, we used two internal tables and used a loop at the first table itab to delete comments. For this recipe, we will replace the loop with one replace statement and use only one table that is the first internal table itab. The code of the original program is read in the table from which comments are removed.
How to do it...

For adjusting the program, proceed as follows:

1. The main part of the new portion is a replace statement. This replace statement contains \((\^\*\.*\)\|\((^[\"]\)*\)\(\^\*\.*\)) as the regular expression. The replace statement is with the addition in table and with the substring \$2.

2. A delete statement is then used for deleting all blank rows from the internal table.

```
replace all occurrences of regex '\(\^\*\.*\)\|\((^[\"]\)*\)\(\^\*\.*\)' in table itab with '\$2' ignoring case.
delete itab where table_line is initial.
```

How it works...

There are three subgroups used in this recipe. An OR condition is used for separating the first subgroup from the other two. Let us consider the two subgroups.

- \((\^\*\.*\)): This part tries to match lines having the first character an asterisk (\*) that is, an entire line commented. The match found is stored in subgroup register 1.

- \((^[\"]\)*\(\^\*\.*\)): This pattern tries to divide a given program line into two parts, the first with set of characters without a double quote (\") followed by the part that begins with a inverted comma (\"). The first part before the inverted comma is stored in subgroup register 2 and is denoted by \$2.

Since we do not require lines beginning with an asterisk and the part followed by the inverted comma, the placeholders \$1 and \$3 are not used in the replace statement. Only the second subgroup register has been used in the replace statement. This trims the comments from the code.

If a line starting with an asterisk (\*) is reached, the second register is empty, so the entire code line is replaced by blank space. If a line having some code and then comments starting with inverted comma is reached, we only pick up the code part.

We finally call the delete statement in order to remove any blank lines from the program's internal table.

(For simplicity's sake, we have specified three subgroups with parenthesis, the third parentheses subgroup may be omitted also, without affecting the functioning of the code).
Interpreting HTML stream

In this recipe, we will see how an HTML code may be read and interpreted using regular expressions. We will create a program that will read an HTML stream in a string and will display the tag names along with the content of the tags. The FIND and replace statements are used together with a do loop. (This recipe will focus on reading tags beginning with <tag> and ending with </tag>.)

How to do it...

For creating a program for interpreting HTML code, follow the steps shown in the following steps:

1. Declare three strings by the name htmlstream, tagcontents, and tagname.
2. We then assign a suitable HTML code to the htmlstream variable.
3. Within a do loop, a FIND REGEX statement is added that finds tag names and their contents. The regex used in this case for matching an HTML tag is '<\1[^>]*(.*)</\1>'.
4. Once a tag is processed, a replace all occurrences statement is used for replacing the tag with ' $$$ '.
5. The tag name and tag contents are printed.
6. Once all the tags are processed, the exit statement is executed.

```
data : htmlstream type string.
data : tagcontents type string.
data : tagname type string.

htmlstream  =
' <html> <h1> this is heading 1 </h1> <h2> this is heading 2 </h2> </html> ' .
do .
   FIND REGEX '\1[^>]*(.*)</\1>' in htmlstream IGNORING CASE
   SUBMATCHES tagname tagcontents.
   replace all occurrences of tagname in htmlstream with ' $$$ '.
   if sy-subro ne 0 .
      exit .
   endif .
   write :/ tagname , ' -->' , tagcontents .
endo .```
How it works...

We have used ignoring case since the tag names may start with upper or lowercase such as H1 or h1. The regular expression searches for tags starting with a <, then followed by a single alphabet (denoted in regex by \u), followed by zero or more alphanumeric characters. After this, an optional substring (comprising of all characters except for a > may be found, followed by a > character. This will match HTML tag names such as H1, H2, HTML, or html. The tag name without the special characters < and > is assigned to a subgroup that is then available in the submatch variable `tagname`. The start and end of the tag is checked using the back-referencing operator \1. Note that in this case, the forward slash / is part of the HTML code denoting the end of the tag. The content of a particular tag is read into the submatch variable `tagcontents`.

The `find` statement finds all the tags. Once a tag is processed, we replace the tag name as $$$ in order to avoid it to be found by the `find` statement another time. On the next `do` loop pass, the next tag is matched and contents are read.

Using a `WRITE` statement, all the tag names and tag contents are printed on screen.

The output is shown in the following screenshot:

```
html -> <h1> this is heading 1 </h1> <h2> this is heading 2 </h2>
h1  ->  this is heading 1
h2  ->  this is heading 2
```

Once all the tags are processed, the `sy-subrc` condition of being not equal to zero is met and the loop is exited.

See also

- http://www.sdn.sap.com/irj/scn/go/portal/prtroot/docs/library/uuid/03a52be5-0901-0010-9da4-e9d5f8c5ce1c?QuickLink=index&overwriteidelayout=true
- http://www.sdn.sap.com/irj/scn/go/portal/prtroot/docs/library/uuid/866072ca-0b01-0010-54b1-9c02a45ba8aa?QuickLink=index&overwriteidelayout=true
In this chapter, we will see recipes related to program optimization. We will look at:

- Using transaction SAT to find problem areas
- Creation of secondary indexes in database tables
- Adding hints in SELECT clause
- Secondary indexes for internal tables
- Hashed table for single read access
- Replacing for all entries construct with Ranges

Introduction

An entire description of the topic constitutes a book by itself. However, we will see some useful and important techniques, as well as some new tools and concepts that are important for developers for program optimization. There are two main techniques—optimizing database statements, particularly SELECT statements and the optimizing ABAP code particularly internal table's access. We will see useful recipes related to both the optimization of database statements as well as internal tables.

We will start with some general rules necessary for optimization. We will start with a recipe showing the usage of transaction SAT for measuring performance of report programs. Then, we will see in detail the steps required in creating secondary indexes for database tables in order to boost performance of queries used in the concerned program. We will then see how hints may be used in programs within SELECT statements, so that a particular index may be used by the system. Finally, we will see how the FOR ALL ENTRIES construct may be replaced with ranges table. The usage of hashed internal tables as well as the new concept of secondary indexes for internal tables will be discussed in separate recipes.
For this chapter, I assume that the reader has basic knowledge of `SELECT` statements and database concepts and internal tables, as well as basic optimization techniques. For the better understanding of the information in this chapter, the reader should know which database would be used in his or her project and know some tricks specific to the database.

Before starting with the recipes, let us see some rules for program optimization:

- Do not use asterisk (*) in `SELECT` statements. It means not to select unnecessary columns from database.
- Do not use nested `SELECT` statements. Rather use subqueries or inner joins.
- Create views when multiple tables’ data is required.
- Appropriate and complete `WHERE` clause conditions should be written.
- Using `FOR ALL ENTRIES` within `SELECT` statements when multiple tables are involved. Also check that the `FOR ALL ENTRIES` tables are not empty. Otherwise, all records in the underlying table will be accessed that will drastically affect the performance.
- Using aggregate functions within `SELECT` clause such as `AVG`, `MIN`, `MAX`, `COUNT(DISTINCT col)`, and `COUNT(*)` rather than calculating them yourselves in programs.
- Avoiding `SELECT` or `SELECT SINGLE` within a loop.
- Usage of hashed tables where a single record within the table is to be searched.
- Usage of secondary index for internal tables.

For more examples of the previously discussed items, see the Tips and Tricks screen of transaction SAT. For doing so, you need to call transaction SAT. Then press the button on the toolbar.

**Using transaction SAT to find problem areas**

In this recipe, we will see the steps required to analyze the execution of any report, transaction, or function module using the transaction SAT.

**Getting ready**

For this recipe, we will analyze the runtime of a standard program RIBELF00 (Display Document Flow Program). The program selection screen contains a number of fields. We will execute the program on the order number (`aufnr`) and see the behavior.
How to do it...

For carrying out runtime analysis using transaction SAT, proceed as follows:

1. Call transaction SAT. The screen appears as shown:

2. Enter a suitable name for the variant (in our case, YPERF_VARIANT) and click the Create button below it. This will take you to the Variant creation screen.

3. On the Duration and Type tab, switch on Aggregation by choosing the Per Call Position radio-button.
4. Then, click on the **Statements** tab. On the **Statements** tab, make sure **Internal Tables**, the **Read Operations** checkbox and the **Change Operations** checkbox, and the **Open SQL** checkbox under **Database Access** are checked.

5. Save your variant. Come back to the main screen of SAT.

6. Make sure that within **Data Formatting** on the initial screen of SAT, the checkbox for **Determine Names of Internal Tables** is selected.

7. Next, enter the name of the program that is to be traced in the field provided (in our case, it is **RIBELFO0**). Then click the **button.

8. The screen of the program appears as shown. We will enter an order number range and execute the program.

9. Once the program output is generated, click on the **Back** key to come back to program selection screen.

10. Click on the **Back** key once again to generate the evaluation results.

---

**How it works...**

We carried out the execution of the program through the transaction SAT and the evaluation results were generated. On the left are the **Trace Results** (in tree form) listing the statements/events with the most runtime. These are like a summary report of the entire measurement of the program. They are listed in descending order of the **Net** time in microseconds and the percentage of the total time. For example, in our case, the **OPEN CURSOR** event takes 68 percent of the total runtime of the program.
Selecting the **Hit List** tab will show the top time consumer components of the program. In this example, the access of database tables **AFRU** and **VBAK** takes most of the time.

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>3,043</td>
<td>9,999,801</td>
<td>9,999,801</td>
<td>26.37</td>
<td>26.39</td>
<td>Open Cursor AFRU</td>
</tr>
<tr>
<td>3,043</td>
<td>9,505,798</td>
<td>9,505,798</td>
<td>25.53</td>
<td>25.56</td>
<td>Open Cursor VBAK</td>
</tr>
<tr>
<td>3,692</td>
<td>2,357,589</td>
<td>2,357,589</td>
<td>6.27</td>
<td>6.28</td>
<td>Open Cursor JSTO</td>
</tr>
<tr>
<td>3,692</td>
<td>2,269,879</td>
<td>2,269,879</td>
<td>6.04</td>
<td>6.03</td>
<td>Select Single JSTO</td>
</tr>
<tr>
<td>3,043</td>
<td>1,574,522</td>
<td>1,574,522</td>
<td>4.19</td>
<td>4.19</td>
<td>Open Cursor AUFM</td>
</tr>
<tr>
<td>3,043</td>
<td>1,291,445</td>
<td>1,291,445</td>
<td>3.44</td>
<td>3.45</td>
<td>Open Cursor VBEF</td>
</tr>
<tr>
<td>649</td>
<td>1,205,983</td>
<td>1,205,983</td>
<td>3.21</td>
<td>3.21</td>
<td>Select Single VQMEL</td>
</tr>
<tr>
<td>3,692</td>
<td>1,130,753</td>
<td>1,130,753</td>
<td>3.01</td>
<td>3.01</td>
<td>Fetch JST</td>
</tr>
<tr>
<td>3,043</td>
<td>995,902</td>
<td>995,902</td>
<td>2.65</td>
<td>2.65</td>
<td>Fetch AUFM</td>
</tr>
<tr>
<td>3,043</td>
<td>928,195</td>
<td>928,195</td>
<td>2.47</td>
<td>2.47</td>
<td>Fetch VBEF</td>
</tr>
<tr>
<td>3,043</td>
<td>882,760</td>
<td>882,760</td>
<td>2.35</td>
<td>2.35</td>
<td>Fetch AFRU</td>
</tr>
<tr>
<td>3,043</td>
<td>860,107</td>
<td>860,107</td>
<td>2.29</td>
<td>2.29</td>
<td>Fetch VBAK</td>
</tr>
<tr>
<td>1</td>
<td>680,984</td>
<td>680,984</td>
<td>1.81</td>
<td>1.81</td>
<td>Open Cursor VIAUFRKST</td>
</tr>
<tr>
<td>19,609</td>
<td>305,907</td>
<td>305,907</td>
<td>0.81</td>
<td>0.81</td>
<td>Select Single T02T</td>
</tr>
<tr>
<td>45</td>
<td>257,639</td>
<td>257,639</td>
<td>0.69</td>
<td>0.69</td>
<td>Call C_DD_READ_FIELD</td>
</tr>
</tbody>
</table>
Double-clicking any item in the **Trace Results** window on the left-hand side will display (in the **Hit List** area on the right-hand pane) details of contained items along with execution time of each item. From the **Hit List** window, double-clicking a particular item will take us to the relevant line in the program code. For example, when we double-click the **Open Cursor VBAK** line, it will take us to the corresponding program code.

```
1657: *  1658: IF 1659: ENDTable 1660: USING  f_AUPNR.
1661: 1662: SELECT * FROM VBAK
1663: INTO CORRESPONDING FIELDS OF TABLE P_SALES_ORDER_TAB
1664: WHERE VBEIN IN S_VBEIN5
1665: AND VBTYP = 'L'
1666: AND AUPNR = f_AUPNR
1667: AND RUNNR IN S_RUNNR
1668: AND BSTNK IN S_BSTNK5
1669: AND EROAT IN S_EROAT5
1700: AND EREDM IN S_EREDM.
```

We have carried out analysis with **Aggregation** switched on. The switching on of **Aggregation** shows one single entry for a multiple calls of a particular line of code. Because of this, the results are less detailed and easier to read, since the hit list and the call hierarchy in the results are much more simplified.

Also within the results, by default, the names of the internal table used are not shown. In order for the internal table names to appear in the evaluation result, the **Determine Names** checkbox of **Internal tables** indicator is checked.

As a general recommendation, the runtime analysis should be carried out several times for best results. The reason being that the DB-measurement time could be dependent on a variety of factors, such as system load, network performance, and so on.

## Creation of secondary indexes in database tables

Very often, the cause of a long running report is full-scan of a database table specified within the code, mainly because no suitable index exists. In this recipe, we will see the steps required in creating a new secondary index in database table for performance improvement. Creating indexes lets you optimize standard reports as well as your own reports. In this recipe, we will create a secondary index on a test table **ZST9_VBAK** (that is simply a copy of **VBAK**).
How to do it...

For creating a secondary index, proceed as follows:

1. Call transaction SE11. Enter the name of the table in the field provided, in our case, ZST9_VBAK. Then click the Display button. This will take you to the Display Table screen.

2. Next, choose the menu path Goto | Indexes. This will display all indexes that currently exist for the table.

3. Click the Create button and then choose the option Create Extension Index.

4. The dialog box appears. Enter a three-digit name for the index. Then, press Enter.

5. This will take you to the extension index maintenance screen. On the top part, enter the short description in the Short Description field provided.

6. We will create a non-unique index so the Non-unique index radio button is selected (on the middle part of the screen).
7. On the lower part of the screen, specify the field names to be used in the index. In our case, we use MANDT and AUFNR.

![Index Ads](image)

7. On the lower part of the screen, specify the field names to be used in the index. In our case, we use MANDT and AUFNR.

8. Then, activate your index using keys Ctrl + F3. The index will be created in the database with appropriate message of creation shown below Status.

![Status](image)

### How it works...

This will create the index on the database. Since we created an extension index, the index will not be overwritten by SAP during an upgrade. Now any report that accesses ZST9_VBAK table specifying MANDT and AUFNR in the WHERE clause, will take advantage of index scan using our new secondary index.

### There's more...

It is recommended by SAP that the index be first created in development system and then transport to quality, and to the production system. Secondary indexes are not automatically generated on target systems after being transported. We should check the status on the Activation Log in the target systems, and use the Database Utility to manually activate the index in question.

A secondary index, preferably, must have fields that are not common (or as much as uncommon as possible) with other indexes. Too many redundant secondary indexes (that is, too many common fields across several indexes) on a table has a negative impact on performance. For instance, a table with 10 secondary indexes is sharing more than three fields. In addition, tables that are rarely modified (and very often read) are the ideal candidates for secondary indexes.

### See also

- [http://help.sap.com/saphelp_erp2005/helpdata/EN/85/685a41c6bf8047e10000000a1550b0/content.htm](http://help.sap.com/saphelp_erp2005/helpdata/EN/85/685a41c6bf8047e10000000a1550b0/content.htm)
Adding hints in SELECT clause

If there are many indexes that contain common fields (or for any other reason), the database optimizer cannot decide the right index to be used for a particular query, and then use a wrong index that may not be of optimal performance. From SAP Release 4.5, hints can be provided using the %_HINTS parameter. In this recipe, we will see the syntax for specifying HINTS within your SELECT clause in order for a particular index to be used by the database optimizer. We will see how the hints may be specified when the underlying database is MS SQL Server.

Getting ready

In this recipe, we will have a small program that runs a SELECT statement on the table ZST9_VBAK. We will use the index (Z12) that we created in the previous Creating Secondary Indexes in Database Tables recipe.

How to do it...

For creating the program containing the SELECT clause with the HINT parameter, proceed as follows:

1. A parameter P_AUFNR is declared for taking as input an order number.
2. Next, a data variable myvbeln is defined.
3. A SELECT statement is then written. The addition %_HINTS followed by the database name, the table, and table index name is made to the SELECT clause.

```plaintext
parameters: p_aufnr type ZST9_VBAK-aufnr.
data : myvbeln type ZST9_VBAK-VBELN.

SELECT  VBELN into myvbeln
FROM  ZST9_VBAK
WHERE  ausrnr = p_aufnr
%_HINTS MSSQLNF 'TABLE ZST9_VBAK ABINDEX(212)',
write /: MYVBELEN.
endsel.
```
How it works...

It is a very simple addition. There is a special syntax used for specifying the name of the database index to be used for the particular `SELECT` statement. The name of the index we used can be taken from the index name as defined in the ABAP Dictionary. The table name and the index name are specified within TABLE `<tablename> ABINDEX(<suffix>)`. The syntax should be proper because other than the database name check, the syntax checker does not check the index name. Therefore, if a wrong index is used, the corresponding query will not give a syntax error but the desired results will not be achieved.

<table>
<thead>
<tr>
<th>Index Name</th>
<th>ZST9_VBAK</th>
<th>Z12</th>
</tr>
</thead>
<tbody>
<tr>
<td>Short Description</td>
<td>Test Index</td>
<td></td>
</tr>
<tr>
<td>Last changed</td>
<td>STUDENT099</td>
<td>02/16/2012</td>
</tr>
<tr>
<td>Status</td>
<td>Active</td>
<td>Saved</td>
</tr>
</tbody>
</table>

There's more...

In our case, we use MSSQLNT as the database name. However, you may use other database names such as ADABAS, AS400, DB2, DB6, INFORMIX, MSSQLNT, and ORACLE (depending on what is applicable to your underlying database). The code pertaining to the `HINT` parameter of one database may differ from that of another.

For example, if we have an ORACLE database, the same Z12 index may be specified in the `SELECT` statement in the following manner:

```sql
SELECT
  VBEILN into myvbeiln
FROM ZST9_VBRAK
WHERE
  aufrnr eq p_aufrnr
  &_HINTS ORACLE 'INDEX("ZST9_VBRAK" "ZST9_VBRAK-Z12")'.
write :/ MVBEILN.
endselect.
```

Note the database name added along with the changed format for index specification.

See also

Chapter 5

Secondary indexes for internal tables

In this recipe, we will see the new concept of secondary keys/index within internal tables. This lets you optimize your programs when accessing data residing within an internal table.

Getting ready

In this recipe, we will create a program that will store all data of table VBAK into an internal table. Then we will use the secondary key in order to fetch a record pertaining to a given order number, aufnr. The primary emphasis of this recipe is on the definition and usage of a secondary key for internal tables.

How to do it...

For creating a program using secondary index in internal tables, follow the steps below:

1. We first declare a type ty_vbak based on the database table vbak. We create two keys for this table type. The first is a non-unique primary key having vbeln as the key field. We also create a non-unique sorted secondary key sec_key having one field aufnr. An internal table it_vbak is defined based on the type ty_vbak. In addition, a work area wa_vbak is declared for the table it_vbak. It is always better in terms of performance to use field symbols rather than work areas. In this example, for simplicity's sake and since the performance gain is minimal, work areas have been used.

   ```
   types ty_vbak type standard table of vbak
   with non-unique key primary_key components vbeln
   with non-unique sorted key sec_key components aufnr.

   data : it_vbak type ty_vbak.
   data : wa_vbak type line of ty_vbak.
   ```

2. Next, all records from table vbak are read into table it_vbak.

3. Then, the read table statement is used to read the row of internal table it_vbak pertaining to aufnr 503002 using the secondary key sec_key.

   ```
   select ∗ from vbak into table it_vbak.
   read table it_vbak into wa_vbak
   with key sec_key components aufnr = '000000503002'.
   write :/ wa_vbak-vbeln.
   ```
How it works...

In the table type definition, we specified a non-unique sorted secondary key (based on aufnr) along with the primary key. For the read statement, we also specify that the secondary key sec_key is to be used when searching in internal table it_vbak the row corresponding to aufnr 503002. Since the secondary key is used, the aufnr field is first searched in the secondary index sec_key. A faster binary search is used since it is a sorted index. The row number of the actual internal table it_vbak containing the aufnr 503002 field is then determined. Once this number is known, the relevant row is read and values assigned to the structure wa_vbak. The vbeln field is then printed. Had no secondary index been specified, a sequential search through the internal table it_vbak would have been used, which was very time consuming.

Hashed table for single read access

In this recipe, we will create a program that will use a hashed table and a standard table for accessing and displaying employee data from two tables PA0003 and PA0006. There may be many solutions to this requirement. We will use SELECT clause and hashed tables.

Getting ready

In this recipe, we create a program that will take as input personnel number and then print the last payroll run date of the employee (from PA0003) and the permanent residence address (subtype 1) stored in the STRAS field of the table PA0006. For simplicity's sake, only one data field of each table has been shown.

How to do it...

For creating the program, proceed as follows:

1. We define select-options for taking input of personnel number.

```plaintext
tables : pernr.
select-options : s_pernr for pernr-pernr.
```
2. Next, we define a type `ty_payroll` based on payroll infotype fields `pernr` and `abrdt`. A structure and a hashed table based on this type are also defined. The hashed table has a unique key `pernr`.

\[
\begin{align*}
\text{types: begin of ty_payroll,} \\
\text{\hspace{1em}} \text{pernr type pa0003-pernr,} \\
\text{\hspace{1em}} \text{abrdt type pa0003-abrdt,} \\
\text{\hspace{1em}} \text{end of ty_payroll.} \\
\text{data: wa_payroll type ty_payroll,} \\
\text{\hspace{1em}} \text{it_payroll type \text{hashed table of ty_payroll with unique key pernr.}}
\end{align*}
\]

3. Similarly, an address type `ty_address` is defined, along with a structure and internal table.

\[
\begin{align*}
\text{types: begin of ty_address,} \\
\text{\hspace{1em}} \text{pernr type pa0006-pernr,} \\
\text{\hspace{1em}} \text{stras type pa0006-stras,} \\
\text{\hspace{1em}} \text{end of ty_address.} \\
\text{data: wa_address type ty_address,} \\
\text{\hspace{1em}} \text{it_address type \text{standard table of ty_address}}
\end{align*}
\]

4. We then write two `select` statements. The first reads `PA0003` for all personnel numbers specified and the date of last payroll run (`abrdt`). The second `select` statement is used to read all the `stras` addresses corresponding to permanent address type (`subty = 1`) valid at the system date.

\[
\begin{align*}
\text{select pernr abrdt from pa0003} \\
\text{\hspace{1em} into table it_payroll where pernr in s_pernr.} \\
\text{select pernr stras into table it_address from pa0006} \\
\text{\hspace{1em} where pernr in s_pernr} \\
\text{\hspace{1em} and subty eq '1'} \\
\text{\hspace{1em} and begda le sy-datum} \\
\text{\hspace{1em} and endda ge sy-datum.}
\end{align*}
\]
Finally, a loop is run on the addresses internal table *it_address*. Within the loop, the *read table* statement is used for reading the payroll table *it_payroll* (the hashed table) for each of the personnel number processed. Within the loop, the personnel number, *abrdt* date, and the address field *stras* are displayed. We have used field symbols instead of work areas, in conjunction with *loop* and *read* statements for better performance.

```
field-symbols : <fs_address> type ty_address,
               <fs_payroll> type ty_payroll.

loop at it_address assigning <fs_address>.
  read table it_payroll with table key
  pernr = <fs_address>-pernr assigning <fs_payroll>.
  write: / <fs_payroll>-pernr,<fs_payroll>-abrdt,
           <fs_address>-stras.
endloop.
write / sy-dbcnt.
```

### How it works...

Two internal tables *it_address* and *it_payroll* are defined. *it_payroll* is a hashed table. We read data from both the database tables PA0003 and PA0006 into the internal tables *it_payroll* and *it_address* respectively. We need to print each employee number and the corresponding data from each of the two tables.

Therefore, a loop is carried out on the internal table *it_address* and within the loop, a *read table* is used to read the hashed table, the row corresponding to the employee number in question. Since it is a single entry access from the internal table *it_payroll* which is a hashed table with the value corresponding to the hash key (*pernr*) being passed, the *read* statement is very quick. All the values that we need are there within the loop after the *read* statement. These values are then outputted using a *write* statement.

### See also

- [http://help.sap.com/saphelp_nw70/helpdata/en/fc/eb35de358411d1829f0000e829fbfe/content.htm](http://help.sap.com/saphelp_nw70/helpdata/en/fc/eb35de358411d1829f0000e829fbfe/content.htm)

### Replacing for all entries construct with Ranges

In this recipe, we will see how we can replace *for all entries* within a *select* statement with ranges in the *where* clause. The ranges maybe used to improve performance. This two-table example is just for illustrative purpose and comparison. You may apply the concepts to other tables and fields. You may or may not further refine this based on your requirement.
Chapter 5

Getting ready...

We will create a simple program that uses the for all entries addition in the select statement for the two tables cobk and coep. We declare two internal tables t_header and t_line_items. The t_header table contains one field for the belnr document number, whereas the items table t_line_items has three fields belnr, period (period), and amount wtbtr (amount).

We first select up to 35,000 numbers from table cobk into the internal table t_header based on the code kokrs equal to 1000. Next, the table coep is read for kokrs 1000 and for all document numbers contained in table t_header using the for all entries addition. The data is read and stored in table t_line_items. We also make sure that the for all entries table is not empty.

```plaintext
data : t_header type standard table of co_belnr.
types : begin of ty_line_items,
  belnr type co_belnr,
  perio type co_perio,
  wtbtr type WTBXXX,
  end of ty_line_items.
data : t_line_items type standard table of ty_line_items.

start-of-selection.

  select belnr from cobk into table t_header
    up to 35000 rows where kokrs eq '1000'.

  select distinct belnr perio wtbtr from coep
    into corresponding fields of table t_line_items
    for all entries in t_header
    where kokrs eq '1000' and
    belnr eq t_header-table_line.
```

How to do it...

In this recipe, we will see how we can improve the performance of the code by replacing the for all entries construct with a range of document numbers. For this, we need to add some additional code before the second select statement.
For forming ranges of document numbers, we will use the function module WLF_CREATE_RANGE_FOR_WBELN. You may copy or write your own code as well but since we have both the number used having same length and type (character 10), the function module WLF_CREATE_RANGE_FOR_WBELN may be used. The steps for writing the additional code for forming ranges are shown as follows:

1. We declare one range table r_header based on the type WBELN_RAN_ITAB. The structure of WBELN_RAN_ITAB is shown as follows:

<table>
<thead>
<tr>
<th>Component</th>
<th>Typing Method</th>
<th>Component Type</th>
<th>Data Type</th>
<th>Length</th>
</tr>
</thead>
<tbody>
<tr>
<td>SIGN</td>
<td>Types</td>
<td>VBARB_SGRN</td>
<td>CHAR</td>
<td>1</td>
</tr>
<tr>
<td>OPTION</td>
<td>Types</td>
<td>VBARB_DGTI</td>
<td>CHAR</td>
<td>2</td>
</tr>
<tr>
<td>LOW</td>
<td>Types</td>
<td>WBELN_LF</td>
<td>CHAR</td>
<td>10</td>
</tr>
<tr>
<td>HIGH</td>
<td>Types</td>
<td>WBELN_LF</td>
<td>CHAR</td>
<td>10</td>
</tr>
</tbody>
</table>

2. In addition, a temp_header variable is declared based on the type WBRK_KEY_ITAB (our function module will accept this type).

3. We then sort the table t_header and assign the t_header table to our temp_header internal table.

4. The function module WLF_CREATE_RANGE_FOR_WBELN is then called. We pass the temp_header variable to the function module for exporting parameter it_wbeln. The function module creates the ranges from the values in the temp_header table and returns the range in the table r_header.

5. Finally, the select statement is written with the for all entries part replaced with the ranges r_header.

```
data : r_header TYPE WBELN_RAN_ITAB.
data : temp_header TYPE WBRK_KEY_ITAB.

sort t_header.
temp_header = t_header.

CALL FUNCTION 'WLF_CREATE_RANGE_FOR_WBELN'
EXPORTING
  IT_WBELN = temp_header
CHANGING
  CT_WBELN_RAN = r_header.

refresh r_line_items.
select distinct belnr peri wgtbr from comp
  into corresponding fields of table r_line_items
  where koks eq '1000' and
  belnr in r_header.
```

How it works...

Let us now see how the additional code works. The document numbers are passed to the function module. The various numbers (in our case 35000) are used for creating ranges and returned in the table r_header.
The \textit{r\_header} table is then used in the select statement for reading data from table \textit{coep}. This technique works best when the document numbers passed to the function modules are close together, so that less rows exists in the ranges table.

The efficiency of the \textit{Ranges} code may be easily demonstrated. We use the \texttt{GET RUNTIME} statement to find out the relative runtime of other various program segments (such as original select statement part, the function module call, and the select statement using the \textit{Ranges} table). The following are the runtimes (in microseconds) displayed on the screen:

The \textit{t\_header} table contains 35,000 rows. It can be clearly seen that the time taken by the select statement with for all entries in clause is 1.3 seconds. The function module consumes 0.23 seconds, whereas the select statement having the \textit{Range} table takes 0.3 seconds. Hence, the combined time for our replacement code is 0.53 seconds (0.23 + 0.30) seconds. This is faster than the 1.3 seconds taken by the original select statement using the for all entries clause.

\textbf{See also}

- http://help.sap.com/saphelp_nw04/helpdata/en/9f/db994235c111d1829f0000e829fbfe/content.htm
In this chapter, we will see recipes related to enhancing report selection screens. We will look at:

- Adding tabstrips and listboxes to the report selection screens
- Adding toolbar buttons on the selection screen
- Changing screen fields on radio button selection
- Taking desktop folder and filename as input
- Coding search help exits for creating better F4 helps

Introduction

There are three types of screens within the SAP R/3 system, namely dialog screens, list, and the selection screen. Selection screens are used for taking input from the user. They are formed by using ABAP statements without the screen painter. A selection screen may comprise of input fields, checkboxes, radio buttons, tabstrips, and list boxes.

This chapter explores useful recipes that will help you in building better selection screens for your programs as well as allow the addition of certain features for improving the user experience. We will start with the first recipe that will show how to add toolbar buttons to your program's selection screen. Then, we will see how tabstrips and list boxes may be added on screens. Next, a recipe that will show how radio button inputs may be used to hide or unhide other screen fields.

We will also see how standard function modules may be used to provide a browsing facility to the user and take as input names of folder and files residing on his or her desktop. Finally, we will have a recipe detailing the steps required to create search help exits.
We assume that the reader has knowledge of basic selection screen concepts and the usage of selection screen blocks. Also, the familiarity with the screen table is recommended.

**See also**

- For more information about the screen table, refer to the link http://help.sap.com/abapdocu_70/en/ABAPLOOP_AT_SCREEN.htm

## Adding tabstrips and listboxes to report selection screens

Within selection screens, tabstrips and listboxes may be displayed without the need of knowing or using the screen painter. This may be done using a few ABAP statements. In this recipe, we will see how tabstrips and listboxes may be added to selection screens. We will create a program that will contain a tabstrip containing two tabs, each containing a listbox representing country names. By default, we will have USA displayed on the first tab and Canada on the second.

### How to do it...

For creating tabstrips and listboxes, follow the following steps:

1. We create two Text Symbols, 001 and 002, that are to be used in the subsequent steps.

   ![Text Symbols](image)

2. First, we define a selection screen 100 as the subscreen. Within the subscreen we define a block that contains a listbox. On the subscreen, we will create a listbox for country that will, by default, show US (USA) as the country. The subscreen will be shown in the first tab of the tabstrip that we will be defined in a later step.
3. Similarly, we define another subscreen 101, within which we create another parameter input displayed as a listbox having length 20. The default value we have for this listbox is CA, that is Canada. The user command code, COU2, is defined for this listbox.

4. Finally, the tabstrip (tabbed block containing two tabs) is defined. The two tabs are assigned to the subscreens 100 and 101 defined earlier.

5. For the two tabs, the system creates character fields with the same names, that is, tab1 and tab2. Within the initialization event, the tab1 and tab2 fields are assigned the texts, Tab1 and Tab2, using the text-001 and text-002 text symbols defined earlier.
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How it works...

The coding creates a tabstrip having two tabs with the text **Tab1** and **Tab2** respectively. Each tab page is assigned a subscreen that contains a listbox having country as the input field. When the user clicks on a particular tab title, the elements in that subscreen become active and are displayed. The **COUNTRY** field is defined using the **GBLND** field of the **PA0002** table. We specified US as the default value for the listbox on the first tab. The text for US, that is **United States**, is displayed in the first tab.

For the second tab, the country Canada is displayed by default. The user may choose the country of his choice.

See also

- [http://help.sap.com/saphelp_nw04/helpdata/en/00/deb23789e95378e10000009b38f8cf/content.htm](http://help.sap.com/saphelp_nw04/helpdata/en/00/deb23789e95378e10000009b38f8cf/content.htm)

Adding toolbar buttons on selection screen

In this recipe, we will see how toolbar buttons (and their relevant click code) may be added to selection screens. In this recipe, we will create a program that will display a selection screen having three toolbar buttons, each of which when clicked, takes us to a different transaction.

How to do it...

For adding buttons on your selection screen toolbar, proceed as follows:

1. First, declare the dictionary structure, `sscrfields`.
2. Here we define buttons with function keys 1, 2, and 3 using the `selection-screen` statement.
3. Also, an integer \(abc\) is defined.

\[
\text{tables : sscrfields.}
\]
\[
\text{selection-screen function key 1.}
\]
\[
\text{selection-screen function key 2.}
\]
\[
\text{selection-screen function key 3.}
\]
\[
\text{parameters : abc type 1.}
\]

4. Within the initialization event, the respective texts for the buttons are assigned to the functxt_01, functxt_02, and functxt_03 fields of the structure sscrfields.

\[
\text{initialization.}
\]
\[
\text{sscrfields-functxt_01 = 'ABAP Editor'.}
\]
\[
\text{sscrfields-functxt_02 = 'Object Navigator'.}
\]
\[
\text{sscrfields-functxt_03 = 'Business Workplace'.}
\]

5. Next, within the at selection-screen event, we check the value of the field sscrfields-ucomm. The FC01, FC02, and FC03 values represent the button-click event of the first, second, and third buttons respectively. We call the respective transactions, SE38, SE80, and SBWP, for each button-click.

\[
\text{at selection-screen.}
\]
\[
\text{case sscrfields-ucomm.}
\]
\[
\text{when 'FC01'.}
\]
\[
\text{call transaction 'SE38'.}
\]
\[
\text{when 'FC02'.}
\]
\[
\text{call transaction 'SE80'.}
\]
\[
\text{when 'FC03'.}
\]
\[
\text{call transaction 'SBWP'.}
\]
\[
\text{endcase.}
\]

**How it works...**

We will now see how the coding works in displaying the toolbar buttons along with the necessary button text, and how the respective transactions are called after button-click events.
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The selection-screen statements' coding and the initialization creates the three toolbar buttons and the relevant texts, **ABAP Editor**, **Object Navigator**, and **Business Workplace**. The function code FC01, FC02, and FC03 are assigned to the three buttons. When any of the buttons are pressed, the `at selection-screen` event is called. The value of the field `sscrfields-ucomm` is checked. Depending on which button, the **UCOMM** field is automatically populated with FC01, FC02, or FC03. After checking the value, the relevant transaction code is called via the `call transaction` statement and the user is taken to the appropriate transaction.

![Adding Toolbar Buttons](image)

<table>
<thead>
<tr>
<th>ABAP Editor</th>
<th>Object Navigator</th>
<th>Business Workplace</th>
</tr>
</thead>
<tbody>
<tr>
<td>ABC</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**See also**


**Changing screen fields on radio button selection**

In this recipe, we will see how input fields may be hidden and shown, based on the input of the radio buttons. We will create a program having a selection screen containing a group of two radio buttons and an integer field. We will then add the code that will hide or display the integer field based on which a radio button is selected.

**How to do it...**

For creating the program, proceed as follows:

1. First, three radio buttons `show`, `no_show`, and `no_input`, are defined. These are assigned to the radio button group `g1`. The user command, `INT1`, is assigned.
2. Next, an integer is defined with the addition, `modif id INT`.

```plaintext
parameters: show radiobutton group g1 user-command INT1, 
            no_show radiobutton group g1, """" FC00B INT1 
            no_input radiobutton group g1.

parameters : integer type i modif id INT.
```
3. The AT SELECTION-SCREEN output event is then defined. A loop is run at the screen table. Within the loop, the group1 of each screen element is checked for INT. In addition, if show is equal to X, the active field is set as 1 (active). If no_show is equal to X, the active field is set as 0 (inactive). In case no_input equals to X, the input field is set as 0 (non-editable). Finally, the modify screen statement is used to set the values in the screen table. (Though screen is an internal table, we can't use loop at screen with the WHERE <XXX> variant).

```
AT SELECTION-SCREEN output.

   loop at screen.
      if screen-group1 eq 'INT' and show eq 'X'.
         screen-active = 1.
         modify screen.
      elseif screen-group1 eq 'INT' and no_show eq 'X'.
         screen-active = 0.
         modify screen.
      elseif screen-group1 eq 'INT' and no_input eq 'X'.
         screen-input = 0.
         modify screen.
      endif.
   endloop.
```

How it works...

The code that we wrote displays three radio buttons and an integer field on the screen.
By default, the **Show Integer Field** radio button is selected. When the **Hide Integer Field** radio button is selected, the integer field disappears. The **Hide Integer Field** radio button or **Make Integer Field Uneditable** radio button selection triggers the **at selection screen output** event. A loop is then run on each screen element, but we are only interested in the one that has the **group1** field assigned the value **INT** (as we assigned **INT** for the integer field using the **modify id** addition). We will also check which radio button (**Show Integer Field**, **Hide Integer Field**, or **Make Integer Field Uneditable**) is set. If the **Hide Integer Field** radio button is on, the integer field is set as inactive (and thus made invisible).

If the **Make Integer Field Uneditable** radio button is set, the input field is set as 0, that is, the input is not allowed, thus making the field uneditable for the user.

When the user selects the **Show Integer Field** radio button, the integer field is set as active and displayed again to the user.

### Taking desktop folder and filename as input

In this recipe, we will create a small program that will take as input a folder name and filename(s) from the user. Both standard function modules, as well as classes, may be used for this purpose.

In the main part of this recipe, we will use the function modules, `TMP_GUI_BROWSE_FOR_FOLDER` and `TMP_GUI_FILE_OPEN_DIALOG`. In addition to the browsing capability, the user may also create a new folder while entering a folder. The file's function module lets you select multiple files from your local directory.

The **There's more...** section of this recipe will show an equivalent based on the object oriented approach. The methods, `directory_browse` and `file_open_dialog`, of the class `cl_gui_frontend_services` will be used.

### How to do it...

For taking input of folder and files, proceed as follows:

1. First, two parameter input fields are declared for the **folder** and **filename**, having a length of 80 and 50 characters respectively.
2. Then, we will write the code within the at selection-screen on value-request event for the folder. We call the function module TMP_GUI_BROWSE_FOR_FOLDER. The window title parameter is passed to the relevant text, Choose the folder of your choice.

```plaintext
parameters : folder type c length 80.
parameters : filename type c length 80 .

at selection-screen on value-request for folder.

call function 'TMP_GUI_BROWSE_FOR_FOLDER'
exporting
    window_title = 'Choose the folder of your choice'
    initial_folder = folder
importing
    selected_folder = folder
exceptions
    cnt1_error = 1
    others = 2.

```

3. Similarly, we will call the function module TMP_GUI_FILE_OPEN_DIALOG for at selection-screen on value-request for the filename field. We will pass a suitable window title to the function module. The importing parameter, rc, returns the number of files selected by the user. The parameter multiselection is used for controlling whether multiple files may be specified by the user. We will keep this as ('') meaning only one file may be specified. The filename and the complete path is returned in the table parameter file_table of the function module. As the user will provide one filename, we use a read table statement in order to read the first record, that is the filename and path specified by the user.

```plaintext
data : number_of_files type 1.
data : file_names_tab type STANDARD TABLE OF SDOKPATH .
data : wa_names_tab type SDOKPATH .

call function 'TMP_GUI_FILE_OPEN_DIALOG'
exporting
    window_title = 'Enter the File names'
    multiselection = '
importing
    rc = number_of_files
tables
    file_table = file_names_tab
exceptions
    cnt1_error = 1
    others = 2.

read table file_names_tab into wa_names_tab index 1.
filename = wa_names_tab.
```
How it works...

When the program is run, two input value fields for folder and filename are displayed. When the folder input help is selected, the folder dialog box is displayed. The user specified a folder name from his or her desktop. Alternatively, a new folder may be created and specified. The folder complete path is returned in the variable folder, which may be later used in the program.

Likewise, when the filename input help is called, the relevant function module is called and the dialog box is displayed. The user selects the file of his or her choice. Only one file may be selected. After the function module call, the first row of file_names_tab is called and the filename input field is filled with the filename and path stored in the first row of file_names_tab.

There's more...

The function module's call for the files may be slightly altered in order to take input multiple filenames from the desktop of the user. Then the multiselection parameter of the function may be passed the value X in order to allow multiple files to be selected. In this case, additional coding is required to loop through the file_names_tab in order to read all the filenames specified.

As already mentioned, for the same requirement, the methods directory_browse and file_open_dialog of the class cl_gui_frontend_services may also be used.

The relevant coding is shown in the following screenshot:

```plaintext
AT SELECTION-SCREEN ON VALUE-REQUEST FOR folder.
  DATA: temp_string TYPE STRING.
  CALL METHOD cl_gui_frontend_services->directory_browse
    EXPORTING
    window_title = 'Folder Directory',
    initial_folder = 'C:'
  CHANGING
    selected_folder = temp_string.
  CALL METHOD cl_gui_cfw->flush.
  folder = temp_string.

AT SELECTION-SCREEN ON VALUE-REQUEST FOR filename.
  DATA: number_of_files TYPE I,
    file_names_tab TYPE TABLE OF file_data.
    wa_names_tab TYPE file_data.
  CLEAR file_names_tab.
  CALL METHOD cl_gui_frontend_services->file_open_dialog
    EXPORTING
    window_title = 'Enter the File Name',
    multiselection = 'X'
  CHANGING
    file_table = file_names_tab,
    rc = number_of_files,
    read_table file_names_tab into wa_names_tab index 1.
    filename = wa_names_tab.
```
For the `directory_browse` method, a temporary variable having string type is declared. The call of the `cl_gui_cfw=>flush` method is necessary after the `directory_browse` method.

For the `file_open_dialog` method, necessary data objects are defined prior to the method call.

**Coding search help exits for creating better F4 helps**

In this recipe, we will see how search help (and help exits) will help you meet the user requirements when providing the input values of a particular selection screen's input field. We will create a search help in this recipe and will assign it to an input field.

The requirement is to provide a personnel number field with input help that shows all the employees whose birthdays fall in the current month. This means, if the program is run in March, all the employees whose birthdays are in March will be shown in the input help.

**Getting ready**

We will create a search help for personnel number. The name of the search help is `ZST9_SEARCH_HELP` and it uses the database table, `pa0002`. The fields `PERNR`, `NACHN`, `VORNA`, and `GBDAT` are selected and displayed in the hit list.
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Next, we will create a program in which we will declare a parameter `pernr`, based on `PERNR` of the table `PA0002`. We use the `matchcode object` addition to assign the search help `ZST9_SEARCH_HELP` to it.

```plaintext
REPORT ZST9_SEARCH_HELP_Demo.

parameters: pernr type PA0002-pernr matchcode object ZST9_SEARCH_HELP.
```

How to do it...

For defining search help exit function module, proceed as follows:

1. Copy `F4IF_SHLP_EXIT_EXAMPLE`. We will give it the name `ZST9_SEARCH_HELP_EXIT`.
2. Within the function module, we will add the following code under the step `DISP`. This is the part where the filtering of employee data for birthdays falling in the current month takes place. The function module is then activated.

```plaintext
if callcontrol-step = 'DISP',
   delete record_tab where string+490(2) ne my-datum+4(2),
   exit.
endif.
```

3. We will now assign the newly created function module in the `Search help exit` field of the search help. The search help is then activated.
How it works...

The logic we used in this example is that we first fetched all records of the employees from PA0002, irrespective of their dates of birth, using the search help. Then, within the Search help exit, we removed all the employees whose dates of birth does not fall in the month the program is run.

When the user takes the F4 help, the search help is called. The search help fetches the data from the table PA0002 and the relevant fields—PersNo, First name, Last name, and Birth date. Next, the search help exit is called.

The table RECORD_TAB within the function module contains the content of the hit list. The RECORD_TAB table contains a large string field that is comprised of all the fields PERNR, NACHN, VORNA, and the GBDAT combined. (Prior to writing the code, we used the debugger to find out the exact positions of the date of birth GBDAT field).

The step DISP is called just before the hit list is about to be displayed. We will use this to remove any records we do not want. The delete statement removes all the records where the month does not match the month of the system date (sy-datum). The ones that remain are the ones having birthdays in the current month. For example, when the report is run in March, the input help is shown as in the following screenshot:
See also

- ABAP Keyword Documentation for AT SELECTION SCREEN OUTPUT statement
- http://www.sapdev.co.uk/dictionary/shelp/shelp_exit.htm
In this chapter, we will see recipes related to Smart Forms such as:

- Toggle on/off the Microsoft Word text editor
- Using background pictures and print preview
- Using folder options for page protection
- Printing several forms in one spool request
- Converting Smart Form to PDF output
- Applying sorting and subtotaling to table fields

**Introduction**

This chapter explores useful recipes related to Smart Forms. We will start with a simple recipe that will allow you to change the text editor of the Smart Form to Microsoft Word. Then we will see how page protection for a number of text lines may be applied using folders in order to ensure that certain lines are printed together on one page.

We will also see how to set an image as background of a form page for only preview and also for print. The procedure for generating multiple form outputs in a single spool request will be discussed in an upcoming recipe. We will also see how the preview and the print dialog may be suppressed, and the output directly converted to PDF. Finally we will see the recipe for calculating subtotals using sorting criterion at the Smart Form level.

We assume that the reader has basic Smart Forms knowledge. In addition, the familiarity with the structure of the form-calling program is needed.
Toggle on/off the Microsoft Word text editor

In this recipe, we will see how we can change the Smart Forms text editor to Microsoft Word.

How to do it...

Follow these steps:

1. Call transaction SE38 and enter RSCPSETEDITOR in the program field. Then execute the program. The selection screen of the program is shown as follows:

2. Make sure the Smart Forms checkbox is checked. Then, click the Activate button.

3. For switching off the Microsoft Word editor for Smart Forms, uncheck the Smart Forms indicator and then click the Activate button on the toolbar.

How it works...

Depending on the settings saved for Smart Form, the editor changes. If the Smart Form checkbox was on, the text editor appears as Microsoft Word. Otherwise, the normal Smart Form text editor appears.

See also

Using background pictures and print preview

In this recipe, we will see how a picture may be set as the background image of forms. We will see how we can set the graphic to appear both on the print preview and/or hard copy of the Smart Form.

Getting ready

We will first create a background image and upload the image on the SAP Document Server using the transaction SE78. The name of the image we upload is ZST9_BACKGROUND and is in color (the supported formats are .tiff and .bmp).

How to do it...

We will now set the graphic as the form background. Follow these steps:

1. Call the transaction SMARTFORMS. Double-click the relevant node in the left-hand pane of the page for which the background image is to be set.
2. In the right-hand pane, three tabs will appear for the page. The third is Background Picture. On this tab, enter the name of the uploaded graphic. Select the Color Bitmap Image (BCOL) radio button. Within the Output Mode list, select Print Preview from the listbox.
3. The main window is placed on top of the background graphic.

![Main Window on Page]

4. Next, we define a text within the **MAIN Main Window** on the page.

![Pages and Windows]

5. A suitable line **TEST TEXT FOR BACKGROUND** is created within the created text, as shown in the following screenshot:

![Text Element]

---
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How it works...

When the Smart Form is called (using a calling program), the background graphic is displayed along with the line of text in the Print Preview mode. However, when the form is printed, no background image appears (only the line of text created appears). This setting is very useful when a pre-printed paper having the appropriate background graphic is used for printing, and should not be printed in the form output (since the paper already has the graphic in it). The user, however, needs to see the background graphic when the form preview is taken on the screen.

There's more...

If the background graphic appears blurred or the pixel artefacts are visible, we may need to use a high-resolution graphic. One option may be that we use a high quality (high-resolution graphic). Also, we may try to control this using the resolution setting through the Resolution field in the Output Attributes screen. Instead of keeping it blank, we may enter a value of 200. The higher the resolution, the clearer will be the graphic (however, the size of the graphic may decrease as the resolution increases).

We may also slightly change the image's output mode in order to make the image work as a watermark when printed on paper. Instead of the Print preview and no print option for the Output Mode, we can choose the Print preview and print option.

This will print the image on both the Print option (and the Print Preview option) and when printed on paper, it will make the image appear as a watermark on top of which text and data will appear.
Using folder options for page protection

In this recipe, we will see how we can create a folder comprising a number of lines (block of text) so that they are all printed on the same page. If the space within a page is not enough for printing all the lines, the entire text block is printed on the subsequent page, that is, page protected.

**How to do it...**

For defining a folder with page protection, follow these steps:

1. Right-click on the **MAIN** window. Then, from the context menu that appears, choose the option **Create** and then select **Folder**, as shown in the following screenshot:

![Folder Creation Screenshot](image)

2. Next, enter a suitable folder name. In the right-hand pane, on the **Output Options** tab of the created folder, check the **Page Protection** indicator.
3. Then add a text under the given folder.

![Folder Example]

4. Add three lines to the text.

![Text Example]

5. Save and activate your Smart Form.

**How it works...**

When the form output is generated, irrespective of the number of lines printed above our three-line text, a page protection is applied. If the space on the page is not enough so that all three lines may be printed, a page break is automatically triggered and the lines are printed on a fresh new page. Otherwise, the same page is utilized. In no case will the three lines be broken into two pages.
Printing several forms in one spool request

In this recipe, we will see how printed multiple forms may be included in a single spool request. We will create a number of form pages comprising employees data. Each page will contain one employee’s salary information. The recipe will focus on the important parts of the program related to Smart Form processing. We assume that an internal table EMPLOYEE_LIST exists that contain the employee numbers of all personnel to be processed.

How to do it...

Follow these steps:

1. First, we call the function module SSF_FUNCTION_MODULE_NAME in order to get the name of the Smart Form function module. The form name is passed to the function module. The myfunction variable is based on the type RS38l_FNAM (not shown in the following screenshot):

```plaintext
call function 'SSF_FUNCTION_MODULE_NAME'
    exporting
        formname = '2ST9_GRAPHICS_BACKGROUND'
    importing
        fn_name = myfunction
    exceptions
        no_form = 1
        others = 2.
```

2. Then appropriate variables are defined for the Smart Form control structure and output options based on dictionary structures.

```plaintext
data : cont_parameters type ssfctrlop,
        output_options type ssfcompop.
```

3. The function module SSF_OPEN is then called.

```plaintext
call function 'SSF_OPEN'.
```

4. A loop is run on the internal table employee_list for all employees. For each employee, the form get_employee_data is called, which fetches the necessary information of the employee in question and fills the internal table employee_data. The no_open and no_close fields of the control parameters structure are assigned the value 'X'. In addition, the tdnewid field of the output options structure is assigned 'X'.

```plaintext
```
5. The function module of the Smart Form is then called and necessary data of the employee provided along with control parameters and output option structures.

```
loop at employee_list.
  perform get_employee_data.
  cont_parameters-no_open = 'X'.
  cont_parameters-no_close = 'X'.
  output_options-tdnewid = 'X'.

  call function myfunction
    exporting
      control_parameters = cont_parameters
      output_options   = output_options
    tables
      employee_table = employee_data
  exceptions
    formatting_error = 1
    internal_error  = 2
    send_error      = 3
    user_cancelled  = 4
    others          = 5.

endloop.
```

6. Finally, the `SSF_CLOSE` function module is called.

```
call function 'SSF_CLOSE'.
```

**How it works...**

After executing the program, multiple pages of the forms are generated. For each employee, a separate page appears along with the necessary information.
Smart Forms – Tips and Tricks

The call of the function module SSF_OPEN opens the spool job for form printing. The \texttt{tdnewid} assigned to 'X' creates a new spool request. Within the loop, the \texttt{no_open} and \texttt{no_close} fields are set to 'X', which ensures the spool request is not opened or closed within the loop. The function module of the Smart Form is called in the loop and generates the necessary output of each employee. When all employees are processed, the \texttt{SSF_CLOSE} function module is called and the spool request is closed.

There's more...

We can also avoid the usage of the \texttt{SSF_OPEN} and \texttt{SSF_CLOSE} function modules. In this case, when we program that on the first employee, the spool job is opened and when we program that on the last employee, the spool job is closed.

See also

- \url{http://help.sap.com/saphelp_nw70/helpdata/en/64/bf2f12ed1711d4b655006094192fe3/frameset.htm}

Converting Smart Forms to PDF output

In this recipe, we will see how the form output may be suppressed and returned as internal table to our calling program and then how a PDF is generated within the program. We will set values to some fields in the control structure of the Smart Form and use it with the \texttt{CONVERT_OTF_2_PDF} function module.

How to do it...

For generating PDF output without showing the Smart Form on the screen, follow these steps:

1. First, we define two structures \texttt{cont\_parameters} and \texttt{myoutput} based on the dictionary structures \texttt{ssfctrlop} and \texttt{ssfcrescl} respectively.

   ```
   data : cont\_parameters type ssfctrlop.
   data : myoutput type ssfcrescl.
   ```

2. Then, we assign 'X' to the \texttt{setotf} and \texttt{no\_dialog} fields of the control structure.

   ```
   cont\_parameters\_getotf = 'X'.
   cont\_parameters\_no\_dialog = 'X'.
   ```
3. The dynamic call of the Smart Form function module is then carried out.

```plaintext
CALL FUNCTION 'myFunction'
EXPORTING
  control_parameters = cont_parameters
IMPORTING
  job_output_info = myoutput
  tables
     employee_table = employees
EXCEPTIONS
  formatting_error = 1
  internal_error = 2
  send_error = 3
  user_canceled = 4
  others = 5.
```

4. Appropriate variables are then defined. The most important is the internal table `pdf_content` used for storing the converted PDF output of the form. The `filesize` and `doc_archive` tables are necessary for calling the function module `CONVERT_OTF_2_PDF`.

```plaintext
data : pdf_content type standard table of tline.
data : filesize type i.
data : doc_archive type standard table of docs.
```

5. The function module `CONVERT_OTF_2_PDF` is then called. The `OTF` parameter passes the value of the field `otfdata` of the `myoutput` structure.

```plaintext
CALL FUNCTION 'CONVERT_OTF_2_PDF'
IMPORTING
  bin_filesize = filesize
  tables
     otf = myoutput-otfdata
     lines = pdf_content
doctab_archive = doc_archive.
```
How it works...

The control structure fields no_dialog and the getotf are assigned the value 'X'. This ensures that the form output is suppressed but the form generated is returned to the program in otf format. The call to the Smart Form function module (stored in the variable myfunction) returns to the program the otf format in the otfdata field of the myoutput structure.

We then pass this otfdata to the function module CONVERT_OTF_2_PDF. The function module converts the smart form otf to a PDF and stores it in the internal table pdf_content passed to the function module for table lines. The PDF file may then be saved on the desktop using the method CL_GUI_FRONTEND_SERVICES=>GUI_DOWNLOAD, or e-mailed to another user.

See also


Applying sorting and subtotaling to table fields

In this recipe, we will see how we can sort a given table within the Smart Form and calculate totals based on a particular field as the sort criterion. In this recipe, we will use an example of employees and their allowances and amounts.

Getting ready

For this recipe, we define a structure in the database ZST9_EMPLOYEES comprising three fields PERNR, ALLOWANCE, and AMOUNT. We define a table type also based on this structure, as shown in the following screenshot:
A table `EMPLOYEE_TABLE` (based on the defined dictionary table type) is included in the `TABLES` tab of the Smart Form interface, and a corresponding work area `WA_EMPLOYEE` in the global definition.

A table is then created on the Smart Form layout. The loop of the table is shown as follows:

![Table Loop](image)

Appropriate texts are created within the cells in order to print the employee number, allowance, and amount values passed. A program is then created and the Smart Form is called. A tabular output is generated.

<table>
<thead>
<tr>
<th>Emp.No</th>
<th>Allowance</th>
<th>Amount</th>
</tr>
</thead>
<tbody>
<tr>
<td>00000012</td>
<td>Basic Pay</td>
<td>11,000.00</td>
</tr>
<tr>
<td>00000012</td>
<td>HR Allowance</td>
<td>1,000.00</td>
</tr>
<tr>
<td>00000012</td>
<td>Transport</td>
<td>1,300.00</td>
</tr>
<tr>
<td>00000017</td>
<td>Basic Pay</td>
<td>13,000.00</td>
</tr>
</tbody>
</table>

In this recipe, we will see how sorting along with totaling may be so that the total of each employee's allowance is printed at the end of each employee's details.

**How to do it...**

For subtotaling and sorting, proceed as follows:

1. Double-click the defined table node in the left-hand pane. In the right-hand pane, on the `Data` tab, within `Sort Criteria`, select the `Event on Sort End` checkbox. Also, enter `PERNR` as the field name.

![Sort Criteria](image)
2. This will add a **PERNR Event on Sort End** node.

![Smart Forms - Tips and Tricks](image)

3. We define a subtotal variable in the global definition. This is a temporary storage variable for totals of each employee's allowances.

![Smart Forms - Tips and Tricks](image)

4. On the **Calculations** tab of the table, we enter the values shown in the following screenshot:

![Smart Forms - Tips and Tricks](image)

5. Right-click the **PERNR Event on Sort End** node to create a table line. Use the same line type used for the rows of the table (containing three cells).

6. For the second and third cell, we define texts outputting **SUBTOTAL** and **VARIABLE** and **SUBTOTAL** respectively.
7. Also, a line of code is added after the text that clears the SUBTOTAL variable.

8. The final state will look like the one shown in following screenshot:
How it works...

The settings we did in the Smart Form will output the subtotal of the allowances of each employee as shown. At the end of each employee, the total allowances are calculated and printed.

<table>
<thead>
<tr>
<th>Emp.No</th>
<th>Allowance</th>
<th>Amount</th>
</tr>
</thead>
<tbody>
<tr>
<td>00000012</td>
<td>Basic Pay</td>
<td>11,000.00</td>
</tr>
<tr>
<td>00000012</td>
<td>HR Allowance</td>
<td>1,000.00</td>
</tr>
<tr>
<td>00000012</td>
<td>Transport</td>
<td>1,000.00</td>
</tr>
<tr>
<td></td>
<td>Subtotal</td>
<td>13,000.00</td>
</tr>
<tr>
<td>00000017</td>
<td>Basic Pay</td>
<td>13,000.00</td>
</tr>
<tr>
<td></td>
<td>Subtotal</td>
<td>13,000.00</td>
</tr>
</tbody>
</table>

The entries made on the Calculation tab of the table totals all the amounts of a particular PERNR field (the SORT criterion) and stores in the SUBTOTAL variable. The output will then be generated at the EVENT on SORT end. After that, we clear the old value of SUBTOTAL so that the value of the next employee may be calculated.

See also

Working with SQL Trace

In this chapter, we will see recipes related to SQL trace such as:

- Carrying out SQL trace
- Generating and interpreting the trace result
- Carrying out restricted trace
- Filtering unwanted trace result entries
- Summarizing an SQL list and viewing table-related information
- Quickly finding the data source of a screen field
- Finding the data source of a field's hit list

Introduction

In Chapter 5, Optimizing Programs, we discussed the performance optimization and the tool Runtime Analyzer transaction SAT. This chapter explores useful recipes related to SQL trace. We will see in this chapter how the SQL trace may be used in order to optimize a program by pinpointing the exact "problem areas" in database-related code. Also, we will use the SQL trace to find out the underlying data source (table name and field name) of a particular screen field. We assume that the reader has basic selects and optimization knowledge.

We will start with a brief explanation of the steps required in carrying out an SQL trace. In the subsequent recipe, we will see how the performance trace results may be interpreted. Also, we will see how we can access the various menu and toolbar functions of the list display. Our other recipes will be tips and tricks for finding out quickly the data source of screen fields and their F4 helps.
Carrying out SQL trace

In this recipe, we will see how we can carry out an SQL trace. We will run the trace on the program RIBELF00 (Display Document Flow).

How to do it...

We will now carry out the following steps:

1. In one SAP session, open the transaction that is to be traced. In our case, we have to trace the program RIBELF00. We enter on transaction SE38 the program name in the field provided, and execute the program in order to display the selection screen. We will not execute the program, yet we will enter the input values on the selection screen.

2. Then, open another session and call transaction ST05. The screen appears, as shown in the following screenshot:

   ![Performance Analysis](image)

   Make sure the SQL trace checkbox is on. Click the **Activate Trace** button on the toolbar. Make sure that before doing this, the message in the lower part of the screen reads, **All Traces are Switched Off**....

3. Now return to the first SAP session and execute the report with the relevant input values, as shown in the following screenshot:
5. Once the output is displayed, go back to the SQL trace session and click on the **Deactivate Trace** button.

6. Then, click on the **Display Trace** button to generate the results.

### How it works...

The **Activate Trace** button switches on the database trace. Then, any database-related activity related to **SELECT** and **UPDATE** statements are recorded. This may be displayed using the **Display Trace** button.

For carrying out a trace, you may even stop a program in the debugger in one session and then switch on the trace in another session. In addition, you may enter data on a SAP entry screen and just before pressing the **Save** button, switch on the SQL trace, and then switch off the trace after **Save** is pressed and the success message appears. In this case, all database statements are executed between the time the **Save** button is pressed and the message display are recorded.

It is recommended that you run only the concerned program transaction and stop any other activity. Otherwise, many irrelevant entries will also be included in the trace result, making it very large and difficult to read.

The next recipe will cover how the trace results may be displayed.

### Generating and interpreting the trace result

In this recipe, we will generate the results of the trace carried in the previous recipe, **Carrying out SQL trace**. The mentioned recipe should be completed in order to proceed with this one. We will then interpret the results in order to get a better idea of the various tables and their access times involved.

---

[Table]

<table>
<thead>
<tr>
<th>Order</th>
<th>to</th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Order</td>
<td></td>
<td>to</td>
<td></td>
</tr>
<tr>
<td>Equipment</td>
<td></td>
<td>to</td>
<td></td>
</tr>
<tr>
<td>Functional Location</td>
<td></td>
<td>to</td>
<td></td>
</tr>
<tr>
<td>Customer</td>
<td></td>
<td>to</td>
<td></td>
</tr>
<tr>
<td>Created on</td>
<td></td>
<td>to</td>
<td></td>
</tr>
<tr>
<td>Entered by</td>
<td></td>
<td>to</td>
<td></td>
</tr>
</tbody>
</table>

[Image]
How to do it...

We will now carry out the following steps:

1. From the main screen of the transaction ST05, click on the **Display Trace** button. This will take you to the screen, as shown in the following screenshot:

```
Display Performance Trace

Trace Type
- [ ] SQL Trace
- [x] RFC Trace
- [ ] HTTP Trace
- [ ] Enqueue Trace
- [ ] Buffer Trace

Trace Period
- Date: 03/21/2012 to 03/21/2012
- Time: 13:14:56 to 13:15:02

Restrictions
- User name: STUDENT009
- Object Name
- Execution Time
- Executed Operation
```

2. The **User name** field and the **Date** and **Time** fields appear by default. You may change the **Date** and **Time** fields, and also enter data in the other fields if desired.

3. Then press **F8**. This will display the **Performance Trace**.
How it works...

When the **Display Trace** option is chosen, the performance trace is displayed. All the database activities (database access and database update statements) that were recorded during the time between the trace on and off duration are displayed, as shown in the following screenshot:

In this example, since we had a report that only reads data from the database, no database update statements are involved.

Each statement that is contained in the ABAP program is subdivided into various operations such as PREPARE, OPEN, and FETCH. There are various useful columns in the displayed performance trace. The trace results contain the table name (Object name) that refers to the table from which data is read. The duration of the statement/operation is also shown in milliseconds, along with the name of the program that contained the ABAP statement in question. Most importantly, the number of records fetched from the database as a result of the FETCH operation is also shown.
The various operations are as follows:

- **PREPARE**: After the PREPARE operation, the Open SQL statement is translated into native SQL of the underlying database. The statement is not assigned the parameter values for which the data is to be read (that is, the WHERE clause specification). Double-clicking the particular PREPARE operation line will show this detail. The data access method (execution plan) is determined at this point.

```
SELECT "MANDI" AS c,"OTYPE" AS c,"OBJID" AS c,"PLVAR" AS c,"RSIGN" AS c,
"RELA" AS c,"ISTAT" AS c,"PRICY" AS c,"BEGDA" AS c,"ENDDA" AS c,
"VARYF" AS c,"SEQNR" AS c,"INFTY" AS c,"OIJID" AS c,"SUBY" AS c,
"AEDIT" AS c,"UNAME" AS c,"REASN" AS c,"HISTO" AS c,"ITKNR" AS c,
"SCLAS" AS c,"SUBID" AS c,"PROZT" AS c,"ADATANR" AS c
FROM "HRP1001"
WHERE "MANDI" = ? AND "PLVAR" = ? AND "OIJID" = ? AND "SUBY" = ? AND "ISTAT" = ?
AND "BEGDA" <= ? AND "ENDDA" >= ? /* R3:SAP1RHD:2992 T:HRP1001 */
```

- **OPEN**: The OPEN operation opens a cursor declared earlier using the DECLARE operation, and assigns the relevant comparison values to the WHERE clause fields. The records fulfilling the selection criteria are read from the database table using the relevant execution plan (involving either a sequential or an index search). Until here, the records are at the database level.
Note the difference between the SQL statement pertaining to the OPEN and the PREPARE statement.

- **FETCH**: Finally, the FETCH operation transfers the record(s) matching the criteria specified to the application server. The various records read are shown in the **Records** column.

**There's more...**

If a FOR ALL ENTRIES construct is involved, the data records are not read by a single set of operations. Rather, multiple sets of **PREPARE-OPEN-FETCH** operations are involved. You may see them in the following screenshot:

If database update statements are involved, the EXEC operation appears in the Trace List. In addition, in this case, the **Records** column will show the number of records updated in the database table rather than the records read.

At the end of the list is the total of the number of fetched records and the total execution time.

<table>
<thead>
<tr>
<th>COEP</th>
<th>OPEN</th>
<th>9233</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>3</th>
</tr>
</thead>
<tbody>
<tr>
<td>COEP</td>
<td>FETCH</td>
<td>9233</td>
<td>512</td>
<td>54</td>
<td>0</td>
<td>R/3</td>
</tr>
<tr>
<td>COEP</td>
<td>PREPARE</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>R/3</td>
</tr>
<tr>
<td>COEP</td>
<td>OPEN</td>
<td>9233</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>R/3</td>
</tr>
<tr>
<td>COEP</td>
<td>FETCH</td>
<td>9233</td>
<td>512</td>
<td>53</td>
<td>0</td>
<td>R/3</td>
</tr>
<tr>
<td>COEP</td>
<td>PREPARE</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>R/3</td>
</tr>
<tr>
<td>COEP</td>
<td>OPEN</td>
<td>9233</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>R/3</td>
</tr>
<tr>
<td>COEP</td>
<td>FETCH</td>
<td>9233</td>
<td>512</td>
<td>54</td>
<td>0</td>
<td>R/3</td>
</tr>
<tr>
<td>COEP</td>
<td>PREPARE</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>R/3</td>
</tr>
<tr>
<td>COEP</td>
<td>OPEN</td>
<td>9233</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>R/3</td>
</tr>
<tr>
<td>COEP</td>
<td>FETCH</td>
<td>9233</td>
<td>512</td>
<td>56</td>
<td>0</td>
<td>R/3</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Trace List</th>
</tr>
</thead>
<tbody>
<tr>
<td>COEP: OPEN 9233 0 0 0 R/3 SELECT WHERE T_00.&quot;MANDT&quot; = '800' AND T_00.&quot;KONRS&quot; = '1000'</td>
</tr>
<tr>
<td>COEP: FETCH 9233 512 54 0 R/3</td>
</tr>
<tr>
<td>COEP: PREPARE 0 0 0 0 R/3 SELECT WHERE T_00.&quot;MANDT&quot; = '800' AND T_00.&quot;KONRS&quot; = '1000'</td>
</tr>
<tr>
<td>COEP: OPEN 9233 0 0 0 R/3 SELECT WHERE T_00.&quot;MANDT&quot; = '800' AND T_00.&quot;KONRS&quot; = '1000'</td>
</tr>
<tr>
<td>COEP: FETCH 9233 512 53 0 R/3</td>
</tr>
<tr>
<td>COEP: PREPARE 0 0 0 0 R/3 SELECT WHERE T_00.&quot;MANDT&quot; = '800' AND T_00.&quot;KONRS&quot; = '1000'</td>
</tr>
<tr>
<td>COEP: OPEN 9233 0 0 0 R/3 SELECT WHERE T_00.&quot;MANDT&quot; = '800' AND T_00.&quot;KONRS&quot; = '1000'</td>
</tr>
<tr>
<td>COEP: FETCH 9233 512 56 0 R/3</td>
</tr>
</tbody>
</table>

**= 4,561,481 = 5,648**
Also, we can go to the ABAP code and display the execution plan from the performance Trace List. For finding out the exact location, in the ABAP program, of the corresponding statement shown in the Trace List, keep the cursor on a line showing an OPEN operation, and then click the (?) icon from the toolbar. This will take you to the exact line in the program that generated the entry in the trace list.

In addition, for viewing the execution plan of a particular statement, select the FETCH operation line and click the toolbar button Explain. The details about the index used (or whether the search within the table was sequential) are shown. After clicking the Explain button, the screen looks like the one shown in the following screenshot (for a MS SQL server database). Click on the EXPLAIN TREE tab to view whether an index has been used for the statement in question.

See also


Carrying out restricted trace

Until now, we have seen how we are able carry out the trace on our user, as well as without any restrictions. In this recipe, we will see how a trace may be carried out on other users along with additional imposed restrictions.

Problem areas may be difficult to find at first. One approach is to run an unrestricted trace in order to find out the problematic program/transaction or a user. We may then run a "restricted" trace focusing only on the particular program or user.
In addition, one more use of a restricted trace is when we run multiple programs/transactions in various sessions. We may run a time-consuming report of Finance (FI) module in one session, and at the same time, want to trace an HR transaction code, say PA30, in another session. We can then specify the transaction code of HR in the restriction criteria of a restricted trace. In this way, the trace records of the FI report that is running or any other activity in any session will not be included in our trace results.

**How to do it...**

1. For carrying out a trace that is restricted, call transaction ST05.

2. On the main screen, click the **Activate Trace with Filter** button. The **Set Restrictions for Writing Trace** dialog appears.

3. Enter the **User Name** in the field provided. We enter the value JON_2. In the **Transaction Name** field, we enter the transaction code PA30. In the **Include Table Names** area, we enter HRP* and PA00*. In addition, if we know the **Process Number** of the process, we can simply enter the three digit **Process Number** in the field provided. This will only trace the process number in question.

4. Press **Enter** when all entries are done. The trace is on. When we like to switch off the trace, the same **Deactivate Trace** button is used.
Working with SQL Trace

How it works...

In this recipe, we have switched on the trace for the user JON_2 and focused only on the transaction PA30 and also the tables whose names start with either HRP or PA. The trace file will therefore look like the following screenshot:

<table>
<thead>
<tr>
<th>Summarized SQL Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>Select WHERE &quot;NAME&quot; - ? AND &quot;PERRN&quot; - ? /* RSAPMPS6A:944 TPAP038 <em>/ /</em> unc. id. */</td>
</tr>
<tr>
<td>Update &quot;PAD_EQ LOG&quot; SET &quot;TSTAMP&quot; = ?, &quot;NAME&quot; = ? WHERE &quot;NAME&quot; - ? AND &quot;TYP&quot;</td>
</tr>
<tr>
<td>Select WHERE &quot;NAME&quot; - ? AND &quot;PERRN&quot; - ? AND &quot;REGDA&quot; &lt;= ? AND &quot;ENDDA&quot; &gt;= ? ORDER BY</td>
</tr>
<tr>
<td>140</td>
</tr>
<tr>
<td>12,133</td>
</tr>
<tr>
<td>9,444</td>
</tr>
<tr>
<td>3,946</td>
</tr>
<tr>
<td>60,080</td>
</tr>
<tr>
<td>57,302</td>
</tr>
<tr>
<td>2,020</td>
</tr>
<tr>
<td>43,966</td>
</tr>
<tr>
<td>40,444</td>
</tr>
<tr>
<td>40,235</td>
</tr>
<tr>
<td>39,804</td>
</tr>
<tr>
<td>28,168</td>
</tr>
<tr>
<td>26,747</td>
</tr>
</tbody>
</table>

There's more...

It is recommended that for performance optimization, we first run a trace without restrictions. We can then filter the results according to the various criteria of the selection fields or the Display Trace screen. We will see how this is done in the next recipe.

Filtering unwanted trace result entries

SQL performance trace files may be very huge and searching for tables may be a time-consuming task. In this recipe, we will see how we can filter irrelevant values from the SQL trace list. We assume that an unrestricted trace like the one shown in the first recipe, Carrying out SQL Trace has already been done.

How to do it...

1. After a trace has been carried out from the transaction ST05 screen, press the Display Trace button. The portion of the screen that appears is shown in the following screenshot:
2. The **User name** appears as default. You may enter a particular table name in the **Object Name** field, or a set of letters followed by asterisk (*), such as `VB*` or `PA*` may be entered.

3. You may enter one or more operations in the **Executed Operation** field.

4. Also, we can enter a value for execution time with a greater-than (GT) operator.

**How it works...**

Instead of the huge trace list, only the values that pertain to the values entered on the **Display Trace** screen are shown. For example, if we enter `VB*`, all tables with names beginning with `VB` such as `VBAK`, `VBRP`, and so on will be shown. Also, if we enter the EXEC operation, only this operation's entries will be displayed. Similarly, the **Execution Time** is taken into account. For finding the slowest statements, the **Execution Time** field is very important. We can enter a value greater than the particular time duration. This will list all costly statements that we need to optimize.

**Summarizing a SQL list and viewing table-related information**

For each SQL statement in the program, the trace list shows a number of lines corresponding to the various operations, thus making the list very huge in size. We can see a summarized (view), and also apply table-related functions on the list values. In this recipe, we will see how to apply these functions.

**How to do it...**

For displaying summarized information, carry out the following steps:

1. From the SQL list, choose the menu option **Trace List** | **Summarize Trace by SQL Statement**. Alternately, you may use the keys `Shift + F8`.
2. In order to see a list of all identical selects within the trace, choose the menu option **Display Identical Selects**.

3. For generating a combined view for various table accesses and without the details of the SQL statement, use the menu option **Trace List | Combined Table Accesses** or use keys Ctrl + F8. You may also see an Aggregate table view from the Combined Table Accesses list, by using the menu path **Table List | Aggregate**.

![List Viewer](image)

**How it works...**

The summarized table view generates a shorter list, as shown in the following screenshot. The details of the operations such as OPEN, FETCH, and so on are omitted, and only one line exists for each SELECT or UPDATE statement used in the program. In addition, no detail of the SQL statement or parameters passed from the program for the **WHERE** clause is shown. If there are multiple accesses to a particular table, each access is shown in the list along (in the following screenshot) with the time at which the access was made:

<table>
<thead>
<tr>
<th>Work Proc. No</th>
<th>Type</th>
<th>Client</th>
<th>HH:MM:SS:MS</th>
<th>Transaction</th>
<th>Table Name</th>
<th>Statement</th>
<th>Records</th>
<th>Access Time</th>
<th>DB Connection</th>
</tr>
</thead>
<tbody>
<tr>
<td>DIA 800 14:47:15.527 PA30</td>
<td>HRP1001</td>
<td>SELECT</td>
<td>1</td>
<td>52,908</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:15.609 PA30</td>
<td>HRP1001</td>
<td>SELECT</td>
<td>1</td>
<td>39,342</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:15.974 PA30</td>
<td>PA0003</td>
<td>SELECT</td>
<td>1</td>
<td>64,680</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:16.147 PA30</td>
<td>PA0001</td>
<td>SELECT</td>
<td>6</td>
<td>72,917</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:16.221 PA30</td>
<td>PA0003</td>
<td>SELECT</td>
<td>1</td>
<td>1,764</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:16.267 PA30</td>
<td>PA0001</td>
<td>SELECT</td>
<td>6</td>
<td>578</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:16.345 PA30</td>
<td>PA0000</td>
<td>SELECT</td>
<td>11</td>
<td>21,898</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:16.379 PA30</td>
<td>PA0016</td>
<td>SELECT</td>
<td>0</td>
<td>14,634</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:16.405 PA30</td>
<td>PA0041</td>
<td>SELECT</td>
<td>2</td>
<td>17,810</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:16.467 PA30</td>
<td>PA0000</td>
<td>SELECT</td>
<td>1</td>
<td>40,235</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:16.627 PA30</td>
<td>PA0709</td>
<td>SELECT</td>
<td>1</td>
<td>43,066</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:16.678 PA30</td>
<td>PA0105</td>
<td>SELECT</td>
<td>0</td>
<td>16,919</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:16.804 PA30</td>
<td>PA0003</td>
<td>SELECT</td>
<td>1</td>
<td>2,447</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:17.002 PA30</td>
<td>PA0322</td>
<td>SELECT</td>
<td>0</td>
<td>6,912</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:17.058 PA30</td>
<td>PAD_ENQ_LOG</td>
<td>UPDATE</td>
<td>1</td>
<td>56,702</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:17.114 PA30</td>
<td>PAD_ENQ_LOG</td>
<td>UPDATE</td>
<td>1</td>
<td>9,444</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:17.160 PA30</td>
<td>PA0001</td>
<td>SELECT</td>
<td>6</td>
<td>833</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:17.164 PA30</td>
<td>PA0003</td>
<td>SELECT</td>
<td>1</td>
<td>2,432</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DIA 800 14:47:17.250 PA30</td>
<td>PA0130</td>
<td>SELECT</td>
<td>0</td>
<td>40,444</td>
<td>R3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
If we further want to refine and want an **Aggregate Table Accesses** list showing the total time taken for accessing a particular table along with the number of records read and the number of times the respective table was accessed throughout the trace period, we will go for the **Aggregate Table Accesses** view. For each table accesses, there is a single line shown in this list, as shown in the following screenshot:

![Aggregated Table Accesses](image)

We also have a percentage column that will show the table whose access takes the most percentage of the runtime.

If the appropriate path is chosen, a list of identical selects may also be generated.

![List Identical Select Statements](image)
Here, the number of times the `SELECT` statement was executed is shown, along with the number of records read and the duration of the execution. Reducing/eliminating the number of identical selects (particularly the more expensive ones in terms of execution time) will greatly help in performance optimization. They are just repeated `SELECT` statements that only consume runtime and resources.

Quickly finding the data source of a screen field

In this recipe, we will see a quick method that will enable us to find the database table and field in which the data of a particular SAP screen field is stored. We will use the SQL trace and the EXEC operation for this purpose.

Getting ready

We will use **PA30** and its Infotype **0002** in this example transaction. We assume that we are not sure which table name and field stores the first name of an employee.

How to do it...

Proceed as follows:

1. Call transaction **PA30**. Enter an employee number in the field provided. Also enter **0002** (personal data) in the **Infotype** field, and then click on the **Change** button.
2. Once you are in the Change Screen, change the **First Name** of the employee in the relevant field. Do not press the **Save** button.
3. In another session, switch on the SQL trace.
4. Go back to the transaction PA30 and save the data.
5. Once the save message appears, go back to the SQL trace transaction and click the Display Trace button.
6. On the Display Trace selection screen, enter EXEC* in the Operation field and take the Trace List.

How it works...

We used a small trick to find out the data source of a screen field. In order to avoid searching through a lot of table names by using display of data, we only focused on the relevant field and used a change operation. Since we changed a record, the corresponding field must be updated in the database. Also the operation name must begin with EXEC. So, we generated a list and searched for only EXEC operations. From this, we found out the name of the table PA0002 shown in the list. When we look at this closely, we see that the value we entered in the first name field was passed for update in the field VORNA.

Finding the data source of a field’s hit list

In this recipe, we will use the SQL trace in order to find out the data source of the F4 help of a screen field. The aim of this recipe is to devise a strategy that will make the procedure for finding the data source quicker and easier.

Getting ready

We will use the transaction SE24 as an example. We assume that we are not sure of the various tables in which the class names and descriptions reside. We may take the Class Field input help for names starting with any letter. For our example, we view a list of all classes with names starting from y.
How to do it...

Proceed as follows:

1. In one session, call transaction SE24. Enter y* in the Object type field.

2. In another session, call transaction ST05 and switch on the trace using the Activate Trace button.

3. Now go back to the transaction SE24 and press F4 while keeping the cursor on the Object type field. The list of values will appear.

4. Now go back to the ST05 screen, switch off the trace, and take the display of the trace.

How it works...

When we pressed F4, the classes whose names start with Y appear as shown in the following screenshot:
The number of entries fetched (number of the entries in the hit list) is also shown. In our system, we get 39 hits. This figure is very important and will be used later.

Then, we take the Combined Table Accesses to see which table access shows 39 records fetched. We find two tables SEOCLASS and TADIR from which 39 records are read. After looking at the two tables, we find that SEOCLASS contains the class names. For description we can go the class text table SEOCLASSTX.

Another method for arriving at the text table can be used. For the list shown in our system for classes beginning with Y, we have only four descriptions shown with the rest being blanks. If we further look at the trace list, we find that the table SEOCLASSTX is accessed and four records are shown as accessed (for blank texts, no corresponding records are fetched).
In this chapter, we will see recipes related to the Code Inspector tool. We will look at:

- Carrying out quick code inspection
- Carrying out a full-fledged inspection
- Carrying out database-specific performance checks
- Suppressing messages using pseudo comments
- Searching for ABAP statement patterns and tokens within code
- Creating your own Code Inspector checks

**Introduction**

The Code Inspector allows you to check your program for consistency, performance, and quality. It also allows you to search for patterns of ABAP statements or tokens within a program. The variable-naming convention adherence may also be verified. Unlike SQL trace and SAT tool, the Code Inspector does not execute the program. It only checks the syntax, and some times, depending on the checks selected, refers to the dictionary attributes of the table(s) involved.

Some of the categories of checks are shown as follows:

- **Performance**
- **Security**
- **General**
- **Syntax**
- **Robust Programming**
- **Search Function**
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For programs, the simplest way of running the Code Inspector is to use the Menu option and go to Program | Check | Code Inspector. However, you do not have control over the checks carried out through this Menu option. The default variant DEFAULT is executed and the set of checks contained within it are run. Moreover, only one program at a time may be inspected through the Menu option.

This chapter explores useful recipes related to the Code Inspector. We will start with the simplest method for running inspections on one program or a small number of programs. Then, a full-fledged inspection with further options such as inspection saving and background execution will be discussed. Next, we will focus on the performance checks and the various cases they generate messages in the inspection results. Search functions and the procedure for suppressing messages in exceptional cases will also be discussed. Finally, we will see how we can create our own checks and add it in the list of standard checks.

For simplicity sake, I will use the term programs throughout the chapter when inspection is involved. However, other repository objects may be included in the inspection for checking purpose.

Carrying out quick code inspection

In this recipe, we will see how we can do a quick code inspection on a single program or an object set. This is also termed as an Ad Hoc Inspection, since the inspection results are not saved and are not available for future.

How to do it...

We will now carry out these steps:

1. Call the SAP transaction SCI. Alternatively, you may go to transaction SCI and on the main screen, leave the Inspection field blank and press the Create button below the Inspection Input field. The screen appears as follows:
2. Select the **Single** radio-button option. From the list box, select the **Program** option and then enter the name of the program in the field provided. We enter the name of a previously created program `ZST9_TEST_FOR_ALL_ENTRIES_2`.

![Code Inspector: Inspection](image)

![Object Selection](image)
3. From the area in the lower part of the screen, we will select the option **Temporary Definition**. Then we select from the available checks that we want to be carried out. Selecting or deselecting a particular category will include or exclude all checks within the category in the inspection. For resetting to default values at any time, select the menu path by going to **Utilities | Set Initial**. Alternatively, use the toolbar button or press F7.

![Check Variant](image)

4. Finally, press F8 to carry out the inspection.

**How it works...**

The code of the program mentioned is scanned and checked based on the selected checks. The results are then displayed. The results comprise of tree structure (hierarchy) within nodes corresponding to the checkbox selected. There are three columns shown for messages within the different categories and then the checkboxes pertaining to the category in question. These are **Errors**, **Warnings**, and **Information** messages. You may open the various categories to see the detail of the messages found in each category. For example, we have two information messages found under **Use of Indexes in SELECT statement**.

![Code Inspector: Results](image)
You may double-click on a particular message to reach the actual line of the code in the program that generated the message in question.

**There's more...**

While selecting the checks to be run from a particular category, a check may have further attributes. This is denoted by the 🚩 icon before it. You may click on the icon to view a list of the attributes and choose the ones relevant for your requirement. If you find an icon, it means that there is at least one value that must be set for the attributes contained within the check. Otherwise, selecting the check will produce an error and the inspection will not run.

![Performance Checks]

For running another inspection from the results screen, use the toolbar button 📈.

For viewing the results in a compact display format, use the toolbar button 📊.

You have also the option of checking objects using object sets or the object contained within a request. However, the transaction has a limitation that you may not check over 50 objects and that the inspection may not be saved for reuse. In this case, the inspection is not stored and does not have a name (that is, it is anonymous). The next recipe will cover the ones that will overcome these limitations.

**Carrying out a full-fledged inspection**

For checking over 50 programs, you may use a reusable inspection. In this recipe, we will see how we can carry out such an inspection. Existing standard and custom variants may be used for this recipe. However, we will create variant and object sets from scratch. We will create a global inspection that will check all programs that begins with ZST9_*, and as well as create global variant and global object set.

As the name indicates, an object set is a collection of objects that may be comprising of ABAP programs, class, function groups, and classes. All repository objects may be assigned to an object set. An object set may also have a number of versions such as 001, 002, and so on.
**How to do it...**

Follow these steps:

1. Call the SAP transaction SCI. The screen appears as follows:

   ![Code Inspector: Initial Screen](image1)

   1. **Person Responsible**<br>
      - **Student009**
   2. **Inspection**
   3. **Object Set**
      - **Name**: ZST9
      - **Check Variant**

2. We will first create an object set (that is, the set of programs on which we need to run the inspection) of type global. For doing so, we will toggle the local icon so that the global icon appears. Then, enter a name (in our case, ZST9_OBJ_SET) in the field and then click the **Create** button.

   ![Object Set](image2)

3. The screen having the block appears as follows:

   ![Object Selection](image3)
4. Enter ZST9* in the Program field within the Object Selection block. Then save your object set and come back to the initial screen of the transaction SCI (you will see 001 entered automatically in the Version field).

5. Next, we will define the variant. Enter a suitable name in the variant field. Then click the Create button below the variant input field.

6. On the screen that appears, check the various checks that you need to include. You may include from various categories as discussed in the previous recipe.

7. We then create an inspection. Enter a suitable name in the Name field.

8. Finally, we run the inspection by pressing the Execute button.

How it works...

Once the inspection is run, it takes some time for executing. The time taken depends on the number of programs included in the object set and the number of checks selected on the variant. Initially the inspection has the status Not Yet Executed.
This will carry out the inspection on programs having names that begin with ZST9_ based on the checks of the two categories that we selected, **Performance** and **Robust Programming**.

Once execution is completed, you may then click on the **Results** icon to view the results. The new status will then be denoted by a green **Executed** icon.

After making corrections in the program(s) involved, rerun the inspection by generating a new version of the inspection. This may be done by the **Create New Version** icon.

<table>
<thead>
<tr>
<th>Performance Checks</th>
<th>1288</th>
<th>1298</th>
<th>263</th>
</tr>
</thead>
<tbody>
<tr>
<td>Analysis of WHERE Condition for SELECT</td>
<td>47</td>
<td>236</td>
<td>0</td>
</tr>
<tr>
<td>Analysis of WHERE Condition in UPDATE and DELETE</td>
<td>32</td>
<td>95</td>
<td>0</td>
</tr>
<tr>
<td>Errors</td>
<td>32</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Message Code</th>
<th>8501</th>
</tr>
</thead>
<tbody>
<tr>
<td>Function YCMM01_SUM_UPDATE_SUNRES1 Row 99 Column 4</td>
<td>1</td>
</tr>
<tr>
<td>Large Table YCMM01_SUNRES1: No WHERE condition</td>
<td>1</td>
</tr>
<tr>
<td>Large Table YCMM01_SUNRES1: Row 118 Column 8</td>
<td>1</td>
</tr>
<tr>
<td>Large Table YCMM01_SUNRES1: No WHERE condition</td>
<td>1</td>
</tr>
<tr>
<td>Function Group YCMM01_SUM_UPDATE_SUNRES1 Include LYC...</td>
<td>1</td>
</tr>
<tr>
<td>Large Table YCMM01_SUNRES1: No WHERE condition</td>
<td>1</td>
</tr>
<tr>
<td>Large Table YCMM01_SUNRES1: Include LYC...</td>
<td>1</td>
</tr>
</tbody>
</table>

There's more...

You can also execute to schedule the inspection using as a background job. For this, click on the **Toolbar** button in the inspection screen. The dialog box appears as follows:

Enter a suitable name of the screen group and select the **In Background (Periodically also)** option. Then, you may then click **Maintain Server group** and enter further details.

You may schedule the inspection to be scheduled every week, or month, and so on.
Carrying out database-specific performance checks

In this recipe, we will see a few examples of problems of the SELECT statements that the code inspector may highlight. This may help in improving performance of the program at the development stage. The performance checks are available in both the transactions SCI and SCII. We will emphasize on the selection of the database-specific performance checks during variant creation, and some of the typical statements/constructs that may be caught using code inspector.

How to do it...

1. Within the checks, expand the Performance Checks category.
2. From the list of checks that appear, select the checks shown in the following screenshot:

How it works...

The inspection checks the various program and highlights as warning statements that are performance statements. During this, the code inspector checks the syntax of the program and refers to the attributes and technical settings of the tables involved.

- CHECK or EXIT statements used within a SELECT statement instead of highlighting a WHERE clause.
Code Inspector

- SELECT statements included in a loop such as a DO loop or within a loop at ITAB.
- Any SELECT statements that use the BYPASSING BUFFER addition.
- SELECT statements that are without a WHERE clause will be included in the warning. The following is one such example:

```sql
SELECT * FROM ZMYTAB INTO IT_TAB
```

- In addition to this, any table that is buffered but is included in a subquery will also result in a warning. This is because the buffering may not be used in this case, since the result of the subquery will be used at the database level in order to determine the selection set of the main SELECT statement.

```sql
SELECT FIELD1 INTO TABLE IT_FIELDS FROM ZTAB1 WHERE FIELD2 EQ 'ABC' AND FIELD3 IN ( SELECT FIELD1 FROM ZTAB2 WHERE FIELD2 EQ 'Z1' AND FIELD3 EQ 'A'.)
```

- If the ZTAB2 table is buffered, a warning message will appear in the result.
- Also, if the coding includes a SELECT statement on any table that is single-record buffered and a SELECT * ENDSELECT statement is used in the program, the corresponding statement will be highlighted in the results.

- Any query that may cause problems as far as the index selection is concerned will result in a message. In case, the WHERE clause of the query does not correspond to any index in the database for the table in question, a message appears in the inspection results. This hints that there is a possibility that a full sequential scan will be run for the query that could be very time-consuming.

- Also for indexes, if a particular field is not included in the WHERE clause—for example, if the index in the database comprise of fields A1, B1, and C1, and the WHERE clause of the query includes B1 and C1 but not A1, a warning is generated.

There's more...

Though the Code Inspector aid in writing better code, they have certain limitations. It is possible that a program generates no messages during the inspection, but may be slow when actually executed in QAS or production system.

The code is only analyzed and scanned along with the information pertaining to attributes of the dictionary tables used. The code is not executed (with actual data). The true performance test and analysis must be based on the actual execution tools such as transaction SAT and SQL trace. The checks of code inspector do not replace these tools.
See also


### Suppressing messages using pseudo comments

In this recipe, we will see how we can suppress messages (generated from checks) of a particular category so that they do not appear in the results tree. It is not possible to hide all messages. However, there are some that may be hidden. These are known as exception.

In this recipe, we will see the different ways of finding out whether a particular message may be hidden and the code for hiding such messages using pseudo-comments.

### How to do it...

Carry out these steps:

1. From the message results, navigate to the specific message that you like to suppress.
2. Expand the message to display its details.
3. Then, check if the icon is displayed before the message as shown in the following screenshot:

![Message Results Screenshot](http://example.com/screenshot.png)
4. Click the icon. This will display the dialog box, as shown in the following screenshot:

![Dialog Box Screenshot]

5. Note the comment. This may be included in the coding with the statement that generated the message as shown as follows:

```sql
SELECT * FROM ZTAB.                "EC# CI_NOWHERE
```

**How it works...**

We used the results to find out whether the message may be suppressed or not. The presence of the icon confirmed the possibility of hiding the NO_WHERE message. We then wrote the pseudo comment along with the `SELECT` statement. When we rerun the inspection, the `SELECT` statement with the pseudo comment will not be shown in the messages.

Suppose we need to suppress message for multiple `SELECT` statements, we need to write the corresponding pseudo comment correctly with each statement.

**There's more...**

We can also find out the pseudo comment of a check (if applicable) directly from the categories and checks display. For this, expand the relevant category folder in order to display the relevant check. Click the icon next to the check title. This will display the documentation of the check in a separate window. The pseudo comment will then be displayed at the end of the window as shown in the following screenshot:
Searching for ABAP statement patterns and tokens within code

In addition to the quality, performance checks, you may use the Search Function node provided to formulate your own criteria in order to search for tokens and ABAP statement patterns within the program(s) in question. In this recipe, we will see how this may be done.

How to do it...

Follow these steps:

1. In the variant specification, expand the Search Function node. This checks appear as shown in the following screenshot:

   ![Search Function Node Screenshot]

2. Click the icon to enter values for the Search of ABAP Tokens function.
3. Then, enter the search string in the **Search String** dialog box that appears.

![Search String dialog box]

4. Enter one token in the field. For search of multiple tokens within the code, select the $ icon.

![Multiple tokens]

5. For searching for ABAP statement patterns, click the $ icon for the check.

6. Then enter the single value in the field provided as shown in the following screenshot:

![Select Single Values]

7. Finally run the inspection.

**How it works...**

The search for token function will search all the programs for the token `FROM` and `T512T` and will highlight when found in the results. Suppose the word `FROM` occurs twice and `T512T` appears once in the display, then total three messages will be displayed, that is, one for each found token.

For the pattern search, the programs are scanned for all `SELECT` statements that read data from tables having names beginning from `PA00` followed by two characters such as `PA0023`, `PA0008`, and so on, followed by `CLIENT SPECIFIED`. The asterisk (*) after `SELECT` does not mean the code for fetching all fields of the database table but is a search function operator that means any set of tokens after the token `SELECT` such as `*`, `PERNR INTO WA_PERNR`, and so on.
Creating your own Code Inspector checks

In this recipe, we will see how we can create our own company specific checks and categories and display them with the standard check categories. For simplicity's sake, we will create a check by the name My Check under a new category My Check category. When this check will run, it will search for the token T512T in the program and will display the number of occurrences and the corresponding line numbers.

How to do it...

Follow these steps:

1. Call the SAP transaction SE24. Enter the class name CL_CI_CATEGORY_TEMPLATE in the class field and click the Copy button. The screenshot appears as follows:

2. Open the new class in the Change mode and the CONSTRUCTOR method in the Edit mode. Add the code given in the following screenshot:

```
METHOD CONSTRUCTOR.
super->constructor().

description = 'My Check Category'.

#EC NOTEXT

category = 'CL_CI_CATEGORY.TOP'.
#EC NOTEXT

e.g., 'CL_CI_CATEGORY.TOP'

position = '999'.

ENDMETHOD.
```
3. Next, we will create a copy of the CL_CI_TEST_SCAN_TEMPLATE class having the name ZST9_CL_CI_CHECK. In the CONSTRUCTOR method, add the code given in the following screenshot:

4. Add the code in the run method of the Check class, which is given in the following screenshot:

5. Add the code for the GET_MESSAGE_TEXT method of the class given in the following screenshot:
6. Activate the two classes. Make sure all components are also active.

7. Next we will do the necessary setting for displaying the newly created check and category along with standard checks in transactions SCI and SCII. Follow the menu path from the transaction SCI.

8. The two newly created classes will appear in the list that is displayed.

9. First, select the category class and click Save. A confirmation dialog box appears. Click Yes.

10. Repeat the last step for the check class.

**How it works...**

First we create the category class. We assign the necessary text (*My Check Category*) to be displayed in the CONSTRUCTOR method. The folder of the category will have this text displayed. Next the check class is defined and the text *My Check*. The linkage between the check class and the category class is done in the CONSTRUCTOR method of the check class.
The run method is executed when the check is executed. The REF_SCAN object supplied with the TOKENS table within the method is used for checking all the tokens of the program code that is to be included in the inspection. A loop is run on the TOKENS table and if the token T512T is found, the method INFORM is called with the necessary information supplied. We want the information message to be displayed along with the row and column of the token. The P_CODE value 0001 is also supplied, for which an appropriate text message is added in the GET_MESSAGE_TEXT method.

Then, both classes were activated.

Finally, the activation setting will display the new check and the category along with standard categories and checks for transactions SCI and SCII, as shown in the following screenshot:

We ran the inspection for a program having two occurrences of the token T512T. The output of the results is shown in the following screenshot:

See also

Simple Transformations

In this chapter, we will see the following recipes for simple transformations:

- Creating simple transformations
- Creating transformations for structures and calling them in programs
- Creating transformations for internal tables
- Generating transformations for dictionary table types
- Downloading into Excel made easy using simple transformations

Introduction

This chapter explores useful recipes related to simple transformations. We will start with a brief overview of simple transformations and their structure. We will also discuss the process of the conversion of ABAP data into an XML stream (serialization) and the reverse process (deserialization).

We will start with a simple recipe in which we create a simple transformation that contains no root element but only XML literal elements and text. We will then see how to create transformations to interpret ABAP structures and internal tables. Next, we will see how we can quickly generate a transformation for a dictionary-defined table type using the transaction XSLT_TOOL.

There are two types of transformations possible via the transformation editor transaction XSLT_TOOL. They are the XSLT transformation and simple transformation. XSLT transformations are defined using the XSLT programming language (and additional SAP-related statements). In addition to XSLT elements, ABAP calls are also allowed in XSLT transformations. They may be used, for example, to read data from the database. On the other hand, simple transformations are created using the simple transformation language.
Simple Transformations

Simple transformations allow XML-to-ABAP and ABAP-to-XML conversion, whereas for XSLT transformation, XML-to-XML and ABAP-to-ABAP transformations are also possible.

A recipe for calling transformations from ABAP programs will also be discussed. Finally, we will see a recipe that uses transformations to generate Excel output for internal table contents from within an ABAP program.

An entire discussion of Simple transformation commands is not possible in one chapter. However, we will see the most important and commonly used features. The primary emphasis will be on simple transformations for structure (simple and nested) as well internal tables.

Simple transformation is a meta language that allows the conversion of ABAP data into XML form and vice versa. The conversion of data into XML is known as Serialization. On the other hand, the processing of an XML stream in order to populate ABAP data objects is termed Deserialization. Simple transformations may be called from ABAP programs using the CALL TRANSFORMATION statement. Simple transformation programs are created using the transaction XSLT_TOOL.

A "simple" simple transformation is as follows:

```
<?xml version="1.0" encoding="UTF-8"?>
<tt:template xmlns="http://www.sap.com/transformation-templates">
  <X1>my transformation first line</X1>
  <X2><tt:text>second line</tt:text></X2>
</tt:template>
</tt:transform>
```

The first line signifies the type of the transformation. It is automatically inserted by the system while creating a new transformation.

All objects contained within `<` and `>` are termed XML elements. The XML elements may be divided into two categories, ST commands or literal elements.
ST commands serve a special purpose and have been defined in the namespace
http://www.sap.com/transformation-templates. tt:transform, tt:root, and tt:template are XML elements that are ST commands (the prefix tt is used in the
namespace for ST commands).

The literal XML elements are not contained in the namespace. X₀, X₁, and X₂ are the
XML literal attributes. These are neither literal XML elements nor ST commands. my
transformation first line in the figure is literal text. Within the literal XML element
X₂, there is the literal text second line defined with the identification using <tt:text>
. The literal text between <tt:text> and </tt:text> is included in the serialization even if it
comprises of only blank spaces. If the text is without identification (that is, if <tt:text> and
</tt:text> are not used) the elements comprising of only blank spaces are ignored at the
time of serialization.

Data roots are those that serve as the interfaces between the XML and the ABAP.
Transformations that do not have a data root do not use any ABAP data during serialization
and deserialization. At the minimum, one root element must be present for ABAP data to be
used by the transformation.

The command tt:value is used for serialization of elementary data objects and fields of
structures, whereas the command tt:loop is used for the serialization of internal tables.
<tt:template> defines the block used to create the XML document from ABAP data during
serialization (or the block used to extract ABAP data objects from an XML document when
deserialization is carried out).

See also

- http://help.sap.com/saphelp_nw70ehp2/Helpdata/EN/7f/
b7463c32a3fe13e100000000a14084/frameset.htmA

Creating simple transformations

In this recipe, we will see how we can create a simple transformation comprising of literal texts
and no data root. We will use the transaction XSLT_TOOL.
Simple Transformations

How to do it...

We will carry out the following steps:

1. Call the transaction XSLT_TOOL. Enter a suitable transformation name in the field provided (we give the name zst6_first). Then, press the Create button.

2. This will display a dialog box asking you for the description and the type of the transformation. Enter a short description in the field provided. From the Transformation Type list box, make sure to choose the option Simple Transformation. Then, press Enter.

3. From the screen that appears, choose the SourceCde tab. You will find the source code editor filled with the basic code.
4. We will now write the code for our "simple" simple transformation. We will delete the root element. Within the template, we will add literal elements along with the necessary literal texts with and without identification. We create a literal element $X_0$ that contains the literal elements $X_1$ and $X_2$. After the addition of the lines, the code appears as shown in following screenshot:

![Screenshot of the transformation code]

**How it works...**

We created a simple transformation. It contains no root element, meaning that it can be passed any ABAP data object when called from an ABAP program.

When the transformation is serialized, the resulting XML code looks like the following code:

```xml
<?xml version='1.0' encoding='utf-8'?>
<tt:template>
  <X0>
    <X1> my transformation first line </X1>
    <X2><tt:text> second line </tt:text></X2>
  </X0>
</tt:template>
</tt:transform>
```

The literal element $X_1$ contains literal text without identification, whereas $X_2$ contains text with identification defined within `<tt:text>` and `</tt:text>`.
Simple Transformations

There's more...

To better understand the literal text with the identification feature, consider the following example:

```
  <?xml.transform simple?>
    <tt:root name="ROOT"/>
    <tt:template>
      <X0>
        <X1>  my transformation first line </X1>
        <X2>  </X2>
      </X3> <tt:text>  </tt:text>  </X3>
      </X0>
    </tt:template>
  </tt:transform>
```

We create an element \( X_2 \) without identification and an element \( X_3 \) with identification. Both contain blank spaces. The resulting XML string (as seen in the debugger) will be as follows:

```
<table>
<thead>
<tr>
<th>Variable</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>XML_STRING+41 (14)</td>
<td>&lt;X0&gt;</td>
</tr>
<tr>
<td>XML_STRING+45 (40)</td>
<td>&lt;X1&gt;  my transformation first line &lt;/X1&gt;</td>
</tr>
<tr>
<td>XML_STRING+85 (5)</td>
<td>&lt;X2&gt;</td>
</tr>
<tr>
<td>XML_STRING+90 (14)</td>
<td>&lt;X3&gt;  &lt;/X3&gt;</td>
</tr>
<tr>
<td>XML_STRING+104 (5)</td>
<td>&lt;/X2&gt;</td>
</tr>
</tbody>
</table>
```

For element \( X_3 \), the white spaces are preserved, whereas for \( X_2 \) they are not.

Creating transformations for structures and calling them in programs

In this recipe, we will see how we can create transformations that correspond to a nested structure defined within an ABAP program. We will create a transformation, then call the transformation from a program using the CALL TRANSFORMATION statement and pass it to a populated ABAP structure corresponding to the root element of the transformation. We will then see how serialization will generate the XML stream.
How to do it...

We will now see the steps needed to create a transformation corresponding to a structure:

1. Call the transaction XSLT_TOOL. Then, enter a suitable name for your transformation. We gave it the name ZST6_FOR_STRUCTURE.

2. Click on the Create button. Then, on the Create Transformation dialog box that appears, choose the option Simple Transformation and proceed further.

3. Enter the following code within the transformation editor:

```xml
<?xml version="1.0" encoding="UTF-8"?>
  <tt:root name="STRUC"/>
  <tt:template>
    <x0>
      <x1>
        <tt:value ref="STRUC.FIELD1"/>
      </x1>
    </x0>
    <x2>
      <x3>
        <tt:value ref="STRUC.NEST1.FIELD1"/>
      </x3>
    </x2>
    <x4>
      <tt:value ref="STRUC.NEST1.FIELD2"/>
    </x4>
  </tt:template>
</tt:transform>
```

4. When done, click on the Activate button.

5. Next, we will create the program that will call the transformation and pass it to an ABAP structure.

6. In the program, we will first define the nested structure, as shown in the following screenshot. The name of the structure is struc. It has a field field1 and contains another structure nest1, comprising of the fields field1 and field2.

```abap
DATA : BEGIN OF struc,
  field1 TYPE C LENGTH 10,
  BEGIN OF nest1,
    field1 TYPE C LENGTH 10,
    field2 TYPE C LENGTH 10,
  END OF nest1,
  END OF struc.
```
Then, populate the structure fields with suitable values.

```
struc-field1 = '123'.
struc-nest1-field1 = '678900'.
struc-nest1-field2 = '765678'.
```

Finally, in the ABAP program we will define a string named `xml_string` and call the transformation using the `CALL TRANSFORMATION` statement. The result of the `CALL TRANSFORMATION` statement corresponding to the passed structure is returned in `xml_string`.

```
DATA: xml_string TYPE string.
CALL TRANSFORMATION zet6_for_structure
  SOURCE struc = struc
  RESULT XML xml_string .
```

**How it works...**

The transformation created is comprised of a structure that will be passed during serialization via the root variable `struc`. Within the XML literal elements `X1`, `X3`, and `X4`, the current node is set using the reference of the data root `struc`. For `X1`, we include the field `field1` of `struc`. For `X3`, we address the `field1` field of the `nest1` structure contained within `struc`.

The ABAP program calls the transformation using the `CALL TRANSFORMATION` statement. Since it is serialization, we passed a populated ABAP structure `struc` as the `SOURCE` structure. The result is read into `xml_string`. The contents of the string `xml_string` may be viewed in the ABAP debugger, as shown in the following screenshot:

```
<?xml version="1.0" encoding="utf-16"?>
  <X0>
    <X1>123</X1>
  </X0>
  <X2>
    <X3>678900</X3>
    <X4>765678</X4>
  </X2>
</X0>
```
Creating transformations for internal tables

In this recipe, we will see how we can create transformations for internal tables. We will use the transformation editor to define the transformation for the internal table, ITAB, comprising of two fields, FIELD1 and FIELD2.

How to do it...

We will now see the steps for creating a transformation corresponding to internal tables:

1. Create a simple transformation using the steps shown in the previous recipe. We will give it the name `zst6_internal_table`.

2. Enter the following code in the transformation editor:

```xml
  <ct:root name="ITAB"/>
  <ct:template>
    <ct:loop ref="ITAB">
      <ct:line>
        <ct:field1>
          <ct:value ref="FIELD1"/>
        </ct:field1>
        <ct:field2>
          <ct:value ref="FIELD2"/>
        </ct:field2>
      </ct:line>
    </ct:loop>
  </ct:template>
</ct:transform>
```

3. Next, we will write the code of the ABAP program that calls the transformation and supplies it with an ABAP internal table.
4. We create an internal table with the name `itab` with fields `field1` and `field2` and fill it with the necessary data.

```plaintext
data : begin of itab occurs 0,
  field1 type c length 10,
  field2 type c length 10,
end of itab.

itab-field1 = 'ABC'.
itab-field2 = 'ABC text'.
append itab.

itab-field1 = 'XYZ'.
itab-field2 = 'XYZ text'.
append itab.

itab-field1 = 'AIC'.
itab-field2 = 'AIC text'.
append itab.
```

5. Finally, the `CALL TRANSFORMATION` statement is called, the internal table is passed, and the result is stored in `xml_string`.

```plaintext
DATA : xml_string TYPE string.

CALL TRANSFORMATION zste_internal_table
  SOURCE itab = itab[]
  RESULT XML xml_string.
```

**How it works...**

The transformation contains a root element representing the internal table by the name of `ITAB`. Within the template, the XML literal element, `itab`, is defined to show the contents of the internal table. The `tt:loop` command is included. This command addresses each line of the table `itab` (since `ref=".ITAB"` is used as the current node). For each record of the table, the content of the XML element `line` is included in the XML file. Within the XML elements `FIELD1` and `FIELD2`, the contents of the `FIELD1` and `FIELD2` fields of the relevant line of the table `itab` is written. Since the current node is the row of the internal table in question, including `FIELD1` and `FIELD2` it will print the right contents.
We create the program and pass the necessary data for \texttt{tab}. After the serialization, the resulting XML file appears as shown in the following screenshot:

\begin{verbatim}
<br:tab>
  <br:line>
    <br:field>ABC</br:field>
    <br:field>ABC text</br:field>
  </br:line>
  <br:line>
    <br:field>XYZ</br:field>
    <br:field>XYZ text</br:field>
  </br:line>
  <br:line>
    <br:field>ATC</br:field>
    <br:field>ATC text</br:field>
  </br:line>
<br:tab>
\end{verbatim}

\section*{Generating transformations for dictionary table types}

In this recipe, we will see how we can create transformations for dictionary table types. We will first create a table type using \texttt{SE11} and then generate its transformation using the graphical tool editor of the transaction \texttt{XSLT_TOOL}.

We will create a table type, \texttt{ZST6\_TT\_PER}, that will comprise of employee number, \texttt{PERNR}, employee name, \texttt{NAME}, and grade field, \texttt{GRADE}.

\section*{How to do it...}

We will now carry out the following steps:

1. Call transaction \texttt{SE11}. We will first create a line type by the name of \texttt{ZST6\_ST\_PER}. Enter the name in the \texttt{Data Type} field. Then, click on the \texttt{Create} button and choose the \texttt{Structure} option in the dialog box that appears.
2. Next, we specify the fields of the line type. These are: **PERNR, GRADE, and NAME**. These are based upon the component types, **PERSNO, TRFGR, and EMNAM**, respectively.

3. We then create a table type using the transaction **SE11**. We give it the name **ZST_TT_PER**. We make sure that the line type defined earlier is used as the line type for the table type.

4. Then, call the transaction **XSLT_TOOL**. Create a simple transformation.

5. From the transformation change screen, click the **Edit Transformation Graphically** button from the toolbar. This will take you to the screen shown as Transformation Editor.

6. On the left-hand side, select the **ROOT** node and choose the context menu option **Insert new root**.
7. In the dialog box that appears, enter MYTAB and ZST_TT_PER in the **Root-Name** and **Type-Name** fields respectively. (Alternatively, we may enter the line type created earlier, that is, ZST6_ST_PER, in the **Type-Name** field and check the **Line Type?** indicator). Then, press **Enter**.

![Insert new root dialog box](image)

8. This will add the MYTAB table node to the **Data roots** section. Drag-and-drop the MYTAB node to the right-hand side (the **Simple Transformation** pane). This will create MYTAB and its components within the **Simple transformation** pane.

![ST-Programm: ZST6_FOR_TABLE_TYPE Change](image)

9. We need to make adjustments in the nodes. We will delete the **ROOT** node on the left-hand side so that only one **ROOT** element (that is, MYTAB) remains.
Simple Transformations

How it works...

We first declared a line type and then created a table type. We then created a new simple transformation. We then inserted a root element named MYTAB based on the dictionary type ZST6_TT_PER defined earlier. Drag-and-drop added the table MYTAB to Transformation and also included all the components, PERNR, NAME, and GRADE. The generated code of the transformation is shown in the following screenshot:

```xml
<?xml version="1.0" encoding="UTF-8"?>
<tt:transform simple="true">
  <tt:stylesheet xmlns:tt="http://www.sap.com/transformation-templates"
                 xmlns:xs="http://www.w3.org/2001/XMLSchema"
                 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
                 version="1.0">
    <tt:root name="MYTAB" type="dict:ZST6_TT_PER"/>
    <MYTAB>
      <ZST6_ST_PER>
        <PERNR tt:value-ref="PERNR"/>
        <NAME tt:value-ref="NAME"/>
        <GRADE tt:value-ref="GRADE"/>
      </ZST6_ST_PER>
      <tt:loop ref=".MYTAB">
        <ZST6_ST_PER>
          <PERNR tt:value-ref="PERNR"/>
          <NAME tt:value-ref="NAME"/>
          <GRADE tt:value-ref="GRADE"/>
        </ZST6_ST_PER>
      </tt:loop>
    </MYTAB>
  </tt:stylesheet>
</tt:transform>
```

In the template, a loop is run on each line of the table MYTAB. The contents of the fields PERNR, NAME, and GRADE are written within the XML text element ZT6_ST_PER (based on the name of the line type). The completed graphical form of the transformation is shown in the following screenshot:
The transformation may then be called in programs using the statement
CALL TRANSFORMATION.

### Downloading into Excel made easy using simple transformations

In this recipe, we will see how we can use simple transformations in order to download the contents of an internal table into Excel format. The advantage of this method is that the Excel file will contain the desired font size and colors without any programming effort required.

We will first create a sample Excel file in XML format. Then, we will upload it via the transformation editor XSLT_TOOL and generate a transformation accordingly. (The Excel XML and the transformation language may be mixed, thus the Excel XML is converted into a transformation.) The generated transformation will serve as a template representing our Excel file format. We will make slight changes in it and call it in our ABAP program in order to generate the Excel file.

The primary emphasis of this recipe is to generate an XML string containing the content of the Excel data in XML format. The download part of the XML will not be shown.

### How to do it...

We will now see in detail the required steps:

1. We first create an Excel file with the appropriate required column headings and some sample data. We will consider an example of employee number, name, and grade.

<table>
<thead>
<tr>
<th></th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5</td>
<td></td>
<td>190</td>
<td>John</td>
<td>Reed</td>
</tr>
<tr>
<td>6</td>
<td></td>
<td>200</td>
<td>Amy</td>
<td>Jones</td>
</tr>
</tbody>
</table>

We will now see in detail the required steps:
2. Next, we will save the Excel file in the XML Spreadsheet 2003 format.

3. Next, we will create a new simple transformation using transaction XSLT_TOOL.

4. Then, from the Source Code tab, click on the Import (壩) button. On the File dialog box that appears, select the ExcelXML file created earlier. This will create a transformation program within the editor.

5. Next, we need to make some minor changes within the transformation. First, we will remove ss:ExpandedRowCount="6" from the Table element. The data rows pertaining to the sample data uploaded must be removed as well. These are contained within Row and Cell elements. (Our uploaded Excel XML file generated a transformation for our sample data. We need to delete the hard-coded lines pertaining to the sample data within the Row and Cell elements. We then make the necessary changes so that the transformation may be used for dynamic data passed in an internal table from our program.)
6. We will now add a root element table at the beginning of the transformation, before the \texttt{tt:template} command.

\begin{verbatim}
<Worksheet ss:Name="Sheet1">
  <Table ss:ExpandedColumnCount="3" ss:ExpandedRowCount="6" x:FullColumn="1">
    <Row ss:Index="1" ss:DefaultRowHeight="15">
      <Cell ss:StyleID="867"><Data ss:Type="String">Emp. No</Data></Cell>
      <Cell ss:StyleID="867"><Data ss:Type="String">Name</Data></Cell>
      <Cell ss:StyleID="867"><Data ss:Type="String">Grade</Data></Cell>
    </Row>
    <Row>
      <Cell><Data ss:Type="Number">190</Data></Cell>
      <Cell><Data ss:Type="String">John Reed</Data></Cell>
      <Cell><Data ss:Type="Number">16</Data></Cell>
    </Row>
    <Row>
      <Cell><Data ss:Type="Number">200</Data></Cell>
      <Cell><Data ss:Type="String">Amy Jones</Data></Cell>
      <Cell><Data ss:Type="Number">17</Data></Cell>
    </Row>
  </Table>
</Worksheet>
\end{verbatim}

7. \texttt{tt:loop} is then added in place of the removed employee data. The loop addresses each line of the internal table "table". We print the contents of the fields \texttt{PERNR}, \texttt{NAME}, and \texttt{GRADE} as texts within the element \texttt{Cell} for every \texttt{Row}.

\begin{verbatim}
<tt:loop ref=".table">
  <Row>
    <Cell>
      <Data ss:Type="Number"><tt:value ref="PERNR"/></Data>
    </Cell>
    <Cell>
      <Data ss:Type="String"><tt:value ref="NAME"/></Data>
    </Cell>
    <Cell>
      <Data ss:Type="Number"><tt:value ref="GRADE"/></Data>
    </Cell>
  </Row>
</tt:loop>
\end{verbatim}
8. We will save and activate the transformation.

9. We will then make a simple program to populate an internal table based on the root element table. We define an internal table, itab, and work area, wa, based on the table type zst6_tt_per and line type zst6_st_per, respectively. We then populate the table with suitable values.

```
DATA : itab TYPE zst6_tt_per .
DATA : wa TYPE zst6_st_per .

wa-ppnr = '13'.
wa-name = 'John Mann'.
wa-grade = 'A'.
APPEND wa TO itab.

wa-ppnr = '14'.
wa-name = 'Elizabeth Jones'.
wa-grade = 'B'.
APPEND wa TO itab.

wa-ppnr = '15'.
wa-name = 'Harold Mann'.
wa-grade = 'A'.
APPEND wa TO itab.
```

10. Then, the CALL TRANSFORMATION statement is called and the internal table itab is passed. The resulting xml_string string contains the Excel data in XML format.

```
DATA: xml_string TYPE string.

CALL TRANSFORMATION zst6_excel_download2
  SOURCE table = itab
  RESULT XML xml_string .
```
How it works...

We uploaded the transformation using the XSLT_TOOL transaction's Import button. This transformation is based on the file that we uploaded. If we call the same transformation, the result will be the same file that was uploaded. Since we want the Excel output to be based on the content of the internal table of the ABAP program, we made the necessary changes to the transformation in order to incorporate a loop on a root element table. During serialization, the internal table itab was passed in place of the root element table defined within the transformation. The loop was run and the content of the table was included in the XML string. The xml_string may then be written as saved on the desktop or emailed to another user. When opened in Excel, it will show the user the data in Excel format along with the column heading colors and the fonts of the original sample file.

See also

- help.sap.com
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Sending E-mail Using BCS Classes

In this chapter, we will see recipes of e-mail programming using the Business communication services (BCS). We will look at:

- Creating a simple e-mail message
- Sending e-mail to Internet e-mail addresses
- Adding attachments to your message
- Creating HTML e-mail
- Running a program and sending its output as an e-mail

Introduction

This chapter explores useful recipes related to the programming of e-mail sending. We will start with a brief overview of BCS and the various classes available. Then we will see a simple recipe that will generate an e-mail to an SAP user in his or her inbox. Then, we will show how the same program may be changed in order to send the e-mail to Internet e-mail addresses.

We will then add attachments such as an Excel (XML file) to the e-mail. Creating HTML documents will also be discussed. Finally, we will create a program that will execute another ABAP program, convert its output into PDF, and attach the PDF to an e-mail message.

We will see the most important and commonly used classes (and their methods) used for e-mail creation. In addition to e-mail programming classes such as CL_BCS and CL_BCS_DOCUMENT, we will also see classes such as CL_CONVERT_BCS that are used for converting files into appropriate formats suitable for attaching to e-mail documents.
Throughout the chapter, the terms e-mail and SAP Office Document will be used interchangeably.

The BCS classes provide a newer object-oriented means of generating e-mails programmatically. The function modules should no longer be used for sending e-mails. The BCS classes are much simpler to program, particularly when we have attachments involved.

The classes relevant to e-mail programming are discussed as follows:

<table>
<thead>
<tr>
<th>Class name</th>
<th>Use</th>
</tr>
</thead>
<tbody>
<tr>
<td>CL_BCS</td>
<td>This class is for creating sent requests. The document (e-mail body and attachments) is assigned to it and recipients are specified. Finally, the request is sent.</td>
</tr>
<tr>
<td>CL_DOCUMENT_BCS</td>
<td>This is the document class for specifying the content of the e-mail and attachments (if any).</td>
</tr>
<tr>
<td>CL_CAM_ADDRESS_BCS</td>
<td>This class provides a number of useful methods. The notable one uses an Internet e-mail address such as <a href="mailto:abc@yahoo.com">abc@yahoo.com</a> and returns a recipient user object.</td>
</tr>
<tr>
<td>CL_SAPUSER_BCS</td>
<td>This class creates a recipient object based on an SAP user ID to be used.</td>
</tr>
<tr>
<td>CL_BCS_CONVERT</td>
<td>This class converts data from one format to another, such as conversion of text string to binary table or from a hexadecimal string to a binary table, and so on.</td>
</tr>
</tbody>
</table>

Creating a simple e-mail message

In this recipe, we will see how we can create a simple program that will send an e-mail (SAP Office Mail) to an SAP user AJON1. There are no attachments involved in this recipe. However, we will want the SAP user AJON1 to see a pop-up express message when the e-mail document is received in his or her inbox.

How to do it...

We will now perform the steps shown as follows:

1. Declare two reference variables sendrequest and myrecipient to the classes cl_bcs and cl_sapuser_bcs.

   ```
   DATA : sendrequest TYPE REF TO cl_bcs.
   DATA : myrecipient TYPE REF TO cl_sapuser_bcs.
   ```
2. We will then declare a variable for specifying the content of the e-mail email_text. This is based on the type bcsy_text. We also declare an object reference to the class cl_document_bcs with the name document.

```
DATA : email_text TYPE bcsy_text.
DATA : document TYPE REF TO cl_document_bcs.
```

3. We call the static factory method create_persistent of the class cl_bcs.

4. The returned reference is stored in the sendrequest reference variable declared earlier.

```
sendrequest = cl_bcs=>create_persistent( ).
```

5. An SAP user object is then created using the CREATE method. This will be used later for specifying the e-mail recipient. The returned object is stored in myrecipient variable. The corresponding object for the user AJON1 is created.

```
myrecipient = cl_sapuser_bcs=>create( 'AJON1' ).
```

6. Next, we call the add_recipient method of the cl_bcs class for the object reference sendrequest. We supply the recipient through the myrecipient object and we pass the value 'X' for the i_express parameter.

```
CALL METHOD sendrequest->add_recipient
  EXPORTING
    i_recipient = myrecipient
    i_express  = 'X'.
```

7. Next, we create the e-mail text. A simple one-line text My first email content is added to the internal table email_text. In addition, the factory method create_document is called for class cl_document_bcs. The type RAW is specified through the parameter i_type.

```
APPEND 'My first email content' TO email_text.

document = cl_document_bcs=>create_document(    
  i_type      = 'RAW'
  i_text      = email_text
  i_subject   = 'my email subject' ).
```
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8. We then call the \texttt{SET\_DOCUMENT} method and pass the document object as the parameter. The \texttt{send} method of the class \texttt{cl\_bcs} for the object reference \texttt{sendrequest} is also called.

\begin{verbatim}
CALL METHOD sendrequest->set_document( document ).
sendrequest->send( ).
\end{verbatim}

9. Finally, we call the \texttt{COMMIT\_WORK} statement.

\begin{verbatim}
COMMIT WORK.
\end{verbatim}

10. The entire code block is placed within a \texttt{TRY . . ENDTRY} statement and the \texttt{cx\_bcs} exception class will be used for catching exceptions.

\section*{How it works...}

We created object references for the send request and the e-mail document as well for the recipient user object. The static factory method \texttt{create\_persistent} of the \texttt{cl\_bcs} class is called in order to create a send request.

Then, we define appropriate text for the content of the e-mail body and add it to the created send request along with the subject of the e-mail.

A recipient object (based upon the class \texttt{cl\_sapuser\_bcs}) is created for the SAP user \texttt{AJON1}. This recipient is then added to the send request using the method \texttt{add\_recipient} of the \texttt{cl\_bcs} class. For the \texttt{i\_express} parameter of the \texttt{add\_recipient} method, the value \texttt{'X'} is passed so that the user receives an express message when the e-mail is received in his or her inbox. A new document is created using the static \texttt{create\_document} method of the \texttt{cl\_document\_bcs} class. The document is having type \texttt{RAW} and relevant subject and content. The \texttt{add\_document} method is then called in order to add the document to the send request. Finally, the \texttt{COMMIT\_WORK} statement is called and the e-mail is sent.

An express message is generated as shown in the following screenshot:
The message appears in the document (Unread Documents) of the SAP Business Workplace (transaction SBWP). The message header for the corresponding message appears as shown in the following screenshot:

![Unread Documents 1](image)

It contains the red icon that denotes an express message has been generated. The title (Title), author name (Author), and the date received (Date received) are shown as well. The preview of the document body is shown in the following screenshot:

![Display Document: my email subject](image)

The My first email content text is the e-mail text, whereas as the my email subject text is the subject as coded in the program.

**There's more...**

In case the e-mail is to be sent immediately, the SET_SEND_IMMEDIATELY method of the cl_bcs class must be called before the SEND method (and the COMMIT WORK statement), as shown as follows:

```plaintext
SENDREQUEST->SET_SEND_IMMEDIATELY( 'X' ).
```
**Sending e-mail to Internet e-mail addresses**

In this recipe, we will see how we can modify the existing program so that, instead of the SAP user, we can send the same e-mail to an Internet address. We will make a copy of the same program and add additional code. The class that is to be used, in this case, is `cl_bcs_cam_address` (instead of the `cl_sapuser_bcs` class). The method `create_internet_address` will be used for creating Internet user addresses.

### How to do it...

We will now see the changes we need to make to the given program:

1. Instead of the `myrecipient` object reference being based upon the class `cl_sapuser_bcs`, we will use the class `cl_cam_address_bcs`.

   ```plaintext
   DATA : myrecipient TYPE REF TO cl_cam_address_bcs.
   ```

2. Next, we will call the method `create_internet_address` of the `cl_cam_address_bcs` class for creating an e-mail address.

   ```plaintext
   myrecipient = cl_cam_address_bcs->create_internet_address( 'myemail@yahoo.com' ) .
   ```

3. We may remove the `i_express` parameter assignment from the `add_recipient` method call of the `cl_bcs` class (since the e-mail is going to an e-mail address outside the SAP system, pop-up express messages are irrelevant).

   ```plaintext
   CALL METHOD sendrequest->add_recipient 
   EXPORTING 
   i_recipient = myrecipient 
   .
   ```

4. Next we define a reference to the interface `if_sender_bcs` for our e-mail address (that is, sender e-mail address).

   ```plaintext
   DATA : myemailaddress TYPE REF TO if_sender_bcs .
   ```
5. An Internet address is created for our e-mail address using the same `create_internet_address` method of the `cl_cam_address_bcs` class. The created object is stored in the variable `myemailaddress` defined earlier.

```java
myemailaddress = cl_cam_address_bcs->create_internet_address( 'myuser@packtpub.com' );
```

6. Finally, the e-mail address is added as the sender of the send request using the `set_sender` method of the `cl_bcs` class.

```java
sendrequest->set_sender( myemailaddress );
```

7. The rest of the coding remains the same as in the previous recipe.

**How it works...**

We made a copy of the program in the previous recipe. The class `cl_cam_bcs_address` is used for defining the recipient user. Since we have the e-mail address of the recipient, we used the static method `create_internet_address` of the `cl_cam_address_BCS` class. The necessary recipient is returned because of the method call. This is later added to the send request, thus specifying the Internet address.

Once the `COMMIT WORK` statement is executed, the e-mail is sent to the Internet user address. In the receiver's inbox, we will see our e-mail address as the sender (since the `set_sender` method has been used).

E-mail transfers are complicated. It may be possible that the programming done is correct but the e-mails are not sent. From experience, many times the problems arising when testing programmatic e-mail sending are e-mail server configuration/routing problems.
Adding attachments to your message

In this recipe, we will see how we can add attachments to our e-mail message (we will use the program created in the previous recipe). We will also use the code fragment from the XML String (for Excel data) generated in the Downloading into Excel made easy using simple transformations recipe of Chapter 10, Simple Transformations chapter.

We will copy the program of the last recipe and add the transformation code for the conversion into binary file of the XML string. We will then write the code for attaching the XML file to the e-mail message. The recipe shows the additional code required to attach a file to the e-mail.

The necessary steps for defining the send request and the subsequent steps are the same. This recipe code will be inserted after the create_document method call of the cl_document_bcs class and before the set_document method call of the cl_bcs class.

How to do it...

We will now perform the steps shown as follows:

1. After the CALL TRANSFORMATION statement, we will declare internal table attached_xml based on the table type solix_tab. We then call the static method string_to_solix of the cl_bcs_convert class for creating binary content out of the XML string. The solix_tab type is an internal table in binary format. The code page for Unicode UTF-16LE is passed 4103. The result is then stored in converted form in the attached_xml file.

```plaintext
DATA: xml_string TYPE string.
CALL TRANSFORMATION zst6_excel_download2
  SOURCE table = itab
  RESULT XML xml_string .

DATA : attached_xml TYPE solix_tab .
CALL METHOD cl_bcs_convert->string_to_solix
  EXPORTING
    iv_string = xml_string
    iv_codepage = '4103'
  IMPORTING
    et_solix = attached_xml.
```
2. Next, we call the method `add_attachment` of the class `cl_bcs_document`. For the parameter `attachment type` `I_ATTACHMENT_TYPE`, we pass the value `BIN`. For the name of the file (`i_attachment_subject`), we specify the name `XML Excel Data.XLS`. The parameter `i_att_content_hex` is for passing the internal table containing the file to be attached.

```
CALL METHOD document->add_attachment
EXPORTING
  i_attachment_type = 'BIN'
  i_attachment_subject = 'XML Excel Data.XLS'
  i_att_content_hex = attached_xml.
```

**How it works...**

After the `CALL TRANSFORMATION` statement, we have the file content in the form of a large XML string. This string needs to be converted to an Excel format. We convert this into a binary format (an internal table based on dictionary structure `SOLIX`) using the static method `string_to_solix` of the class `cl_bcs_convert`. The structure of `SOLIX` is as follows:

```
Dictionary: Display Structure

<table>
<thead>
<tr>
<th>Structure</th>
<th>SOLIX</th>
<th>Active</th>
</tr>
</thead>
<tbody>
<tr>
<td>Short Description</td>
<td>SAPoffice: Binary data, length 255</td>
<td></td>
</tr>
</tbody>
</table>
```

For converting the XML string into binary data, we use the code page 4103. Excel files expect the data to be in the UTF-16 LE format, that is, 4103.

The code is then added to insert the attachment to the created document using the `add_attachment` method of the `cl_bcs_document` class.
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The attachment subject is the name of the file (in our case XML Excel Data.XLS) as it should appear in the receiver's inbox, the type is BIN meaning binary. For the content of the file, the i_att_content_hex parameter is supplied with the converted Excel file data. The attachment appears as shown in the following screenshot:

![Display Document: my email subject](image)

The file when opened in Excel looks like following screenshot:

![Excel screenshot](image)

There's more...

Similarly, other types of attachments such as PDF or HTML may be added to your documents.

If we need to know the code page of the underlying application server, we go to transaction SNL1. For our server, the code page 4103 is used for the UTF-16 LE encoding.
Creating HTML e-mail

In this recipe, we will see how we can display the body of our e-mail in HTML to our messages body. We will see how text may be displayed in bold, in various colors, for example, red and how to set the background color of the e-mail body. We will copy the program shown in the first recipe and make few changes in it. The detail of HTML coding is beyond the scope of this book. The focus of the recipe will be on how basic HTML code is shown in the e-mail body.

How to do it...

We will now carry out the steps shown as follows;

1. For the email_text internal table, we will append a number of rows. Each row appended will correspond to the lines of the HTML code. We will specify a background color for the e-mail body. Then on the first line, we will write a text Dear Sir in font size = 2. On the next line, we will write text in red color. Finally, on the last line we write text in bold format, as shown in the following screenshot:

```
APPEND '<html> <body style="background-color:#FFAABB;">' ' TO email_text.

APPEND '<p> <font size = 2> Dear Sir </p> </HTML>}' TO email_text.

APPEND '<p> <font size = 2 color = Red > This is an important mail. </p> </HTML>'
TO email_text.

APPEND '<p> </b> Packt Team </b> </p> </HTML>' TO email_text.
```
Sending E-mail Using BCS Classes

2. The e-mail text will then be used to create the document that will later be attached to the send request. While calling the `create_document` method, the type of document specified will be HTML, rather than RAW in the previous recipes.

```java
document = cl_document_bcs=>create_document(
    i_type = 'HTM',
    i_text = email_text,
    i_subject = 'my html email');
```

**How it works...**

We made a few changes in the program. First, we entered the entire HTML code in the form of an internal table. It should be made sure that the entire code is enclosed within `<HTML>` and `</HTML>` tags.

In the next step, the appropriate type (HTML) of the document that is to be created is specified for the method `create_document` and the internal table containing the HTML coding is passed. The rest of the coding remains the same. The e-mail generated from the program appears as shown in the following screenshot:

![E-mail screenshot]

We have used only one font size. However, within the HTML body we may have different font sizes.
Running a program and sending its output as an e-mail

In this recipe, we will see how we can create a small program that will run another ABAP program and will send the second program's output as an e-mail attachment in PDF form. The basic steps for creating the send request and defining the recipient will remain the same as mentioned in the previous recipes. This recipe will emphasize on the additional portion required in order to run the program, capture its output, and convert the output into PDF form. The second program (program to be called) is created first and we have named it ZST_6_CALLED_PROGRAM.

How to do it...

We will now list the steps needed:

1. We will call the SUBMIT statement that will call another program ZST_6_CALLED_PROGRAM (which simply prints Hello World). The EXPORTING LIST TO MEMORY AND RETURN addition is used along with the SUBMIT statement.

   ```
   SUBMIT zst6_program_to_be_called
   EXPORTING LIST TO MEMORY AND RETURN.
   ```

2. Next, we define an internal table based on the dictionary type abaplist. We then call the LIST_FROM_MEMORY function module and use the prog_output object for storing the list fetched from the memory.

   ```
   DATA : prog_output TYPE STANDARD TABLE OF abaplist.
   CALL FUNCTION 'LIST_FROM_MEMORY' TABLES
   listobject = prog_output.
   ```
3. We then define an internal table `binary_tab` of dictionary type `solix`. The function module `TABLE_COMPRESS` is then called that converts the program output into a table of binary format `solix`.

```plaintext
DATA : binary_tab TYPE STANDARD TABLE OF solix.

CALL FUNCTION 'TABLE_COMPRESS'
  TABLES
    in  = prog_output
    out = binary_tab.
```

4. We then call the function module `SX_OBJECT_CONVERT_ALI_PDF`. Before the call of the function module, we define necessary variables and internal tables necessary for the function module call. The various parameters should be provided with appropriate values. The `format_src` parameter should be assigned value `ALI` (meaning ABAP list), the `format_dst` parameter is assigned `PDF`, whereas the `funcpara` parameter is assigned the value `DELETE`. The address type `addr_type` is passed `PRT`, whereas `devtype` is passed `PDF1`.

```plaintext
DATA : w_transfer_bin TYPE sx_boolean VALUE 'X'.
DATA : it_content_txt TYPE soli_tab.
DATA : objhead TYPE soli_tab.
DATA : w_len TYPE so_obj_len.

CALL FUNCTION 'SX_OBJECT_CONVERT_ALI_PRT'
  EXPORTING
    format_src = 'ALI'
    format_dst = 'PDF'
    addr_type = 'PRT'
    devtype   = 'PDF1'
    funcpara  = 'DELETE'
  CHANGING
    transfer_bin = w_transfer_bin
    content_txt  = it_content_txt
    content_bin  = binary_tab
    objhead      = objhead
    len          = w_len.
```
5. We then call the `add attachment` method of the class `cl_bcs_document` for the document object. The type is specified as `PDF` and the `binary_tab` value is passed as the content of the file to be attached.

```plaintext
CALL METHOD document->add attachment
EXPORTING
  i_attachment_type = 'PDF'
  i_attachment_subject = 'Program Output'
  i_att_content_hex = binary_tab .
```

---

**How it works...**

We have used the `SUBMIT` statement in order to run the other program. The output of the program is generated and sent to the memory using the `SUBMIT` statement. The function module `list_from_memory` then fetches the program's output from the memory and stores it in the internal table `prog_output`. We then use the function module `table_compress` in order to convert the ABAP list into an internal table of binary data format based on the dictionary structure `solix`.

The function module `sx_object_convert_ali_pdf` is then called. We supply it with the necessary parameters and the necessary variables and internal table. The ALI corresponds to the ABAP list format (for the source format) whereas the target format is specified as PDF. The function module converts the ABAP list stored in the binary format into PDF. After the function module execution is complete, the PDF generated is stored in the internal table named `binary_tab`. For the parameters of the function module `addr_type` and `device_type`, the values `PRT` (meaning printer name) and `PDF1` are passed, respectively. The `funcpara` parameter is supplied with `DELETE`. This is to delete the spool request created by this function module created during the PDF conversion process.

This PDF content stored in the internal table `binary_tab` is then attached to the e-mail document using the `add attachment` method. We specify the type as `PDF` and pass the `binary_tab` for the method's importing parameter `i_att_content_hex`.

The PDF output generated will be attached to the e-mail document.
There's more...

This is one of the ways of capturing the output of a program. We may also use the `SEND TO SAP-SPOOL` addition for the `SUBMIT` statement. This allows the generated list to be sent to the SAP spool, which can then be turned into a PDF.

Also, we covered a scenario where a simple program is called. The called program may contain a number of selection screen input fields. You may supply appropriate values for these selection screen parameters while calling the program using the `SUBMIT` statement. This may be done, for example, using the `WITH SEL1 EQ VAL1` addition of the `SUBMIT` statement.

See also

In this chapter, we will look at the following recipes related to Web services:

- Creating a Web service from a function module
- Configuring the created Web service
- Consuming a Web service
- Creating a consumer proxy’s logical port
- Calling a Web service from an ABAP program

**Introduction**

The **Service-Oriented Architecture** (SOA) is the current paradigm in which one type of software communicates with another software written in a different language and exchanges information. In a service-oriented design, we have a service provider that provides a particular service. Web service technology is not specific to SAP.

For a Web service, a Web Service Definition Language (WSDL) file exists that contains the necessary information required in calling the Web service in question, such as the input and output parameters (that is, the interface). The information about the necessary input and output parameters for Web service call is specified using the WSDL. The WSDL and the SOAP and HTTP are universal concepts and therefore allow SAP integration with the outside world.

There is a registry called UDDI (acronym for **Universal Description, Discovery, and Integration**) where the service provider may be registered and the necessary information about the service is stored. The caller or potential consumer may refer to the registry for information about the service. We may also have a direct binding between the service provider and the service caller using SOAP and HTTP. The necessary input is sent to the provider, which then returns the relevant results after the Web service execution back to the consumer.
Creating and Consuming Web Services

In a service-oriented architecture (SOA) world, the service consumer and the service provider may use different technologies, and both of them do not need to worry about the technology used by the other. They communicate using SOAP over HTTP. A SAP system can call a Web service provided by a non-SAP system and vice versa. A Web service encapsulates a particular process and accepts input as well as provides output to the caller. The consumer may call the service to send input data into the specified format and receive the results. The technology used inside the service is not to be of concern to the consumer.

SAP allows you to both create, as well as consume Web services from the outside world. This chapter will take an approach from the SAP side—the creation and consumption of services. The wizard that quickly and easily creates Web service providers and consumers will also be discussed. We will start with the creation of a Web service using the Web service creation wizard and then cover the configuration of the Web service in question using the SOAMANAGER transaction. While defining a Web service, an endpoint is specified, which is the ABAP object used as the basis for the creation of the Web service. This could be a function module, a BAPI, an entire function group, or an XI message interface. We will use the existing objects (in our case, a function module) to generate or create a Web service. This approach is known as an Inside-Out approach in the chapter. The primary emphasis of this chapter will be on the Inside-Out approach.

In order to create a consumer program for calling a Web service, a consumer proxy has to be generated. It creates a link to the Web service that is to be consumed. During the generation of the proxy, a class is generated that encapsulates the process of communicating with the Web service provider and the formation of SOAP messages that are to be sent to the provider. Once you have generated a proxy (and then a logical port is created), the ABAP code may be written for calling the Web service and getting the desired results. We will cover recipes related to consumer proxy generation, creation of a logical port, and the coding related to service call.

For the sake of illustration, in this chapter we will create a Web service in our system and will generate a proxy for calling the same service from within the system (though practically the service consumer and provider will not be in the same system). All the recipes in this chapter are based on this service provider and consumer scenario.
A diagram showing the client service relationship of Web service consumer and provider is as follows:

See also

- [http://www.w3schools.com/webservices/ws_intro.asp](http://www.w3schools.com/webservices/ws_intro.asp)
- [http://www.xmethods.net/ve2/index.po](http://www.xmethods.net/ve2/index.po)

**Creating a Web service from a function module**

In this recipe, we will see how we can create a Web service using a Web service creation wizard from a remote-enabled function module. The function module simply takes as input an amount (in figures, for example, 1000) and currency such as USD, and then outputs the corresponding amount in words such as One Thousand US Dollars (similar to the function module `SPELL_AMOUNT`).
Getting ready

Since the SPELL_AMOUNT function module is not remote-enabled, it cannot be used for generating a Web service. One such attempt will result in the following error during creation of the service.

So, we will copy the function module SPELL_AMOUNT and rename it as ZST8_MY_SPELL_AMOUNT and make the copy remote-enabled after making necessary changes in the interface. In this recipe, we will use our remote-enabled function module as the basis for creation of a Web service. The function group containing this function module was created by the name ZST8_SPELL.

How to do it...

We will now follow the steps as shown:

1. Call transaction SE80. From the list of the local objects of your user ID, we select the root node and right-click to access the context menu. We then navigate to Create | Enterprise Service.
2. This will start the wizard for Web service creation. On the first screen of the wizard, a number of radio buttons are presented.

3. Since we are creating a Web service, (we will choose the option Service Provider). The same wizard may be used for creating proxies for a number of object types such as a Service Consumer, or a Service Group. Then click on the Continue button.
4. Next, a number of options are again presented. You may either create a Service Provider using the ESR Service Interface, a Service Variant, or an Existing ABAP Object (Inside Out) option. We will choose the third option Existing ABAP Object (Inside Out) approach. (A Service Variant uses certain parameters of a service that are relevant to a particular business scenario. The ESR object option allows us to create a proxy based on the Outside-In approach. In this case, the service interface exists in the enterprise service repository.) Then, click on the Continue button.

5. On the next screen (step of the wizard), we need to enter the Service Definition name, its description, and the Endpoint type (meaning whether a BAPI, function group, or a function module) is used as the basis for creating the service. Appropriate entries are made and the function module option is selected as the Endpoint type. Then, click on the Continue button.
6. This will take you to the next screen where you are able to enter the name of the function module, based on which the Web service is to be created. Enter the function module name in the field provided.
7. On the next screen, enter the profile PRF_DT_IF_SEC_NO in the **Profile** field. Then click on the **Next** button.

8. On the screen that appears now, you will be asked to enter data in the **Request number** and the **Package** fields. We will choose the checkbox **Local Object**. Then click on the **Next** button.

9. Finally, you will be asked to complete your action. Click on the **Complete** button.

### How it works...

We first created a remote-enabled function module that was used for creation of the Web service. The essential steps that we need to carry out for creation of a Web service are done using the wizard. The approach we follow is the Inside-Out approach. We used a function module as the basis of our Web service—the endpoint. The wizard guides us through the various steps and essentials for creating a service provider. The Web service is created by the name **ZST8_MYSERVICE**, as specified. We did not keep any authentication for the Web service.

This web service has been created but cannot be called yet. Now we need to make this configuration of the Web service created. The runtime configuration needs to be undertaken via transaction **SOAMANAGER**. We will do this in the next recipe.

### There's more...

Instead of the path shown in the recipe, we may use transaction **SE37**, which directly creates creating a Web service. From inside the **Function Builder**, navigate to **Utilities** | **More Utilities** | **Create Web Service**.
An alternate path is to go to transaction SE80 and then navigate to Edit | Other Object. Then choose the tab Enterprise Services. Now, enter a name in the Service Definition field and click on the Create button.

On the Security Settings profile screen, we choose PRF_DT_IF_SEC_NO (meaning without authentication and no transport guarantee). There are three other possibilities:

- PRF_DT_IF_SEC_LOW: Authentication with user ID and password but no transport guarantee
- PRF_DT_IF_SEC_MEDIUM: Authentication with user ID and password as well as transport guarantee
- PRF_DT_IF_SEC_HIGH: Authentication with certificates as well as transport guarantee

### Configuring the created Web service

In this recipe, we will see how we can create the runtime configuration of our Web service.

#### How to do it...

We will now follow the steps as shown:

1. Call transaction SOAMANAGER. This opens a new browser session. Choose the Single Service Configuration link on the Service Administration tab.
2. We now need to locate our newly created service. Make sure the **Search by** listbox has the value **Service** selected. Enter `ZST8*` in the **Search Pattern** field, and click on the **Go** button.

![Web Service Administration](image)

3. This will bring up your service in the results area. Select the service name and click on the **Apply Selection** button.

4. The lower part of the screen will show additional settings related to the service in question. On the **Configurations** tab, you click on the button **Create Endpoint**. The dialog box will appear as shown in the following screenshot:

![SOA Management](image)

5. Enter a suitable name for the binding. Then click on the **Apply Settings** button.
6. This will add a new row to the table in the Configurations tab.

7. Click on the Save button.

How it works...

We created the runtime configuration of the Web service. The service may now be called by a consumer. You may open the WSDL generated for the given service by clicking on the Open WSDL document for selected binding or service.

In this recipe, we have created the configuration for our newly created service. Now any consumer can call the given service using the binding.
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If you go to transaction SICF, you can see your service running, as shown in the following screenshot:

![Screenshot of Virtuelle Hosts / Services]

Consuming a Web service

In this recipe, we will see how we can create a client proxy based on a given Web service (using its WSDL document). As an example, we will use the Web service that we created earlier in this chapter. We will use the Web service wizard from the transaction SE80. This will generate the class and other necessary objects that are needed to call the Web service.

How to do it...

We will now follow the steps as shown:

1. Go to transaction SE80, and select the menu option Edit Other Object.
2. On the dialog box that appears, choose the Enterprise Services tab and in the Client Proxy field enter a suitable name. Then click on the Create button.
3. The wizard will then start. The first step will ask for the **Source** of the Web service. Choose the option **URL/HTTP Destination** and click on **Continue**.

4. For the next step of the wizard, enter the WSDL URL of our Web service binding. This is the same URL as shown in the **Service Definition Overview** tab in the SOAMANAGER transaction.
5. Enter the URL in the **URL** field and then click on **Continue**.

6. You will then be asked to specify the **Package** and **Request** number. Choose the **Local Object** checkbox and enter a suitable **Prefix** of the class to be generated. We will use the prefix **ZST8_**. Then click on **Continue**.

7. Finally, the screen appears where it is specified that clicking the complete button will generate the proxy class. Press the **Confirm** button to complete the action.

**How it works...**

This will create the service consumer proxy as shown in the following screenshot. The proxy by the name **ZST8_CO_ZST8_MYSERVICE** is created. The relevant class corresponding to the proxy is also generated and activated along with the necessary methods.
The method contains the necessary logic for converting the amount based on the function module used while defining. The input structure corresponds to the importing parameters, whereas the output structure corresponds to the exporting parameters of the function module used for generating the Web service. All the necessary objects are generated. In addition, the relevant structures needed for the Web service call (consumer proxy method call) are also generated.

In the next recipe, we will see how to create a logical port for the Web service consumer. After this, the service may be called from a program using the proxy class methods.

**There's more...**

Apart from WSDL URL, you may use other options as the source of your web service. You may use a local file that contains the WSDL document pertaining to the service or the enterprise service repository of a PI instance. In addition, a UDDI registry (maintained on the SAP server that provides access to information about published Web services) may also be specified.

Alternatively, a more sophisticated Service Registry may be used as the source. The service registry is a UDDI v3 complaint registry within an SOA landscape. It may have services published from activated service interfaces from ESR, or from sender agreements from Integration Directory. Also, it may be used on ABAP or Java services definitions from AS, ABAP, or Java, respectively. They provide important information about services along with the reference to WSDL data. After entering the name of the UDDI registry or service registry the name of the relevant service may then be specified on the next screen.
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See also
- http://help.sap.com/saphelp_nwpi711/helpdata/en/fa/82f552b492495d8961df56c0fa2d/de/content.htm
- http://help.sap.com/saphelp_nwpi711/helpdata/en/47/0ae6a14db0e8ae10000000a155369/frameset.htm

Creating a consumer proxy’s logical port

In this recipe, we will see how we can create a logical port for the consumer proxy created in the last recipe.

How to do it...

We will now perform the following steps:

1. Call transaction SOAMANAGER. Follow the same single service administration link we used for creation of the Web service in the previous recipe. On the Search tab, make sure that, instead of Service, the Search by listbox contains Consumer Proxy. In the Search Pattern, we will enter the prefix of our service, ZST8*, and click on the Go button. This will search and show the consumer proxy ZST8_CO_ZST8_MYSERVICE that we created for our service ZST8_MYSERVICE. Select this and click on the Apply Selection button.
2. Select the **Consumer Proxy** and click on the **Apply Selection** button. Note that the **Internal Name** will be the same as the proxy generated in the previous recipe.

3. The lower part of the screen will open the details of the proxy definition. On the **Configuration** tab, click on the button **Create Logical Port**. A dialog box will appear. Enter the relevant details pertaining to your service. Use the same WSDL URL for the binding shown in the SOAMANAGER transaction for your Web service definition. Enter any user ID and password that you need to set. You may set the logical port as default if you like. Then press **Enter**.

4. This will add a new logical port to your proxy definition.
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How it works...

In this recipe, we created the logical port for our consumer proxy. We created one logical port. However, a given proxy can have multiple logical ports, only one of which may be the default port. In the next recipe, we will see how we can call the Web service using the logical port we have created.

Calling a Web service from an ABAP program

In this recipe, we will see how we can programmatically call a web service using the proxy class generated in the previous recipes. We will see the main steps required in coding the program.

Getting ready

For quickly creating the template code within a program, first create a new program in the ABAP editor using SE80 and open the code of the program in the right-hand side pane. Then, in the left-hand side pane navigate to the customer proxy generated under the Service Consumer node. Select the name of our consumer proxy and simply drag-and-drop from the left-hand side to the right-hand side pane (within the ABAP editor). The template code will be generated and added to your program. You may modify the code according to your requirements.
How to do it...

We will now dive into the details of the program:

1. We first declare an object reference to the ZST8_CO_ZST8_MYSERVICE proxy class that is generated. We will name the reference MYPROXY. We then instantiate the object using the CREATE OBJECT statement. We also specify the logical port name, ZST8_LOGICAL_PORT, created in the previous recipe. This is written within a TRY and ENDTRY statement.

   ```
   DATA: MYPROXY TYPE REF TO ZST8_CO_ZST8_MYSERVICE.
   TRY.
   CREATE OBJECT MYPROXY
   EXPORTING
   LOGICAL_PORT_NAME = 'ZST8_LOGICAL_PORT'.
   CATCH CX_AI_SYSTEM_FAULT .
   ENDTRY.
   ```

2. Then we declare our input and output structures based on the structures generated during the proxy class generation. The INPUT structure contains three fields (amount, currency, and language) corresponding to the importing parameters of our function module. Appropriate values are assigned to them.

   ```
   data: OUTPUT type ZST8_ZST8MY_SPELL_AMOUNT_RESPO.
   data: INPUT type ZST8_ZST8MY_SPELL_AMOUNT.
   input-amount = '1200'.
   input-currency = 'USD'.
   input-language = 'EN'.
   ```

3. Finally, we call the method ZST8_MY_SPELL_AMOUNT and pass the input values via the INPUT structure. The result of the execution is the Web service execution and is in the OUTPUT structure. For printing the words, we can print the OUTPUT-IN_WORDS-WORD.

   ```
   TRY.
   CALL METHOD myproxy->ZST8MY_SPELL_AMOUNT
   EXPORTING
   INPUT = input
   IMPORTING
   OUTPUT = output.
   CATCH CX_AI_SYSTEM_FAULT .
   CATCH ZST8_ZST8MY_SPELL_AMOUNT_KX .
   CATCH CX_AI_APPLICATION_FAULT .
   ENDTRY.
   ```
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How it works...

We first declare an object based on our proxy class. Before calling the method for converting the amount into words we fill the INPUT structure with appropriate values. The two structures INPUT and OUTPUT correspond to the importing and exporting parameters of the function module, respectively. The ZST8MY_SPELL_AMOUNT method corresponds to the function module we initially used for creating the Web service. We call the method and pass the INPUT structure containing the relevant input values. The Web service is called and returns the result (amount in words) in the OUTPUT structure.
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SAP Interactive Forms
by Adobe

In this chapter, we will see recipes involving Adobe forms. We will look at:

- Creating nested tables
- Enabling duplex printing in forms
- Using form elements and scripting to create interactive forms
- Working with Adobe offline infrastructure
- Parallel printing of form
- Adding error messages for interactive forms
- PDF object API

Introduction

This chapter explores useful recipes related to SAP interactive forms by Adobe. For an introduction to forms, see http://wiki.sdn.sap.com/wiki/display/ABAP/Adobe+Forms+from+Scratch.

They involve two scenarios, print scenario and interactive scenario. In print scenarios, the user is not allowed to enter data on the form (PDF output) and this type of form has no buttons or interactive elements. This is not true, however, for the interactive scenarios. The interactive scenarios are of two types, namely, online and offline. The online scenario requires a connection with the SAP system while the user makes entries in the form. On the other hand, the offline scenarios, where user may download the blank form to his or her PC or the form may be sent through e-mail. The user may then fill the form and send through e-mail and then the data is extracted and updated in SAP system. There are some special settings needed for interactive forms while creating them in the Adobe LiveCycle Designer. Validation messages (or errors) are an important part of the interactive scenarios.
Scripting may also be used in Adobe forms. These are used for validation and generation of messages, or adding colors to elements on the form, as well as hiding form elements. They may be written in FormCalc or Javascript.

A typical program that calls the form in question (and generate its output) for one or multiple objects in question uses a number of function modules such as `FP_JOB_OPEN`, `FP_FUNCTION_MODULE_NAME`, the actual function module generating form output (determined at runtime and stored in a variable) and the function module `FP_JOB_CLOSE`.

The rendering of forms is done in the Adobe Document Services (ADS) that runs on the Java Stack. You may make the rendering and printing of the forms sequential or in parallel by the ADS. The form function module does the communication with the ADS in order to generate the PDF output. However, PDF Object APIs are also available that allows communication with the ADS. For example, if we have a form received that contains data entered by the user, we can use the PDF Object APIs to create PDF object instance for the given form and then extract the entered data from it.

Some new features are only available if you are using the NetWeaver Release 7.02. These will be covered in this chapter. Throughout the chapter, the terms Adobe forms and forms will be used interchangeably.

### Creating nested tables

In this recipe, we will see how we can create a nested table. A nested table involves two internal tables, an inner and an outer table.

Before we dive into the details of creating our nested table, we will create two tables types in the ABAP dictionary. The first type `ZST8_T_PERNR_ADDRESS` is based on the line type shown as follows:

<table>
<thead>
<tr>
<th>Dictionary: Display Structure</th>
</tr>
</thead>
<tbody>
<tr>
<td>Structure</td>
</tr>
<tr>
<td>Short Description</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Component</th>
<th>Typing Method</th>
<th>Component Type</th>
<th>Data Type</th>
<th>Len.</th>
<th>Dec.</th>
<th>Short Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>PERNR</td>
<td>Types</td>
<td>PERNO</td>
<td>VTMC</td>
<td>0</td>
<td>0</td>
<td>Personal number</td>
</tr>
<tr>
<td>NAME</td>
<td>Types</td>
<td>ENDD</td>
<td>CLEAR</td>
<td>5</td>
<td>0</td>
<td>Field name</td>
</tr>
<tr>
<td>ADDRESS</td>
<td>Types</td>
<td>CLEAR20</td>
<td>CLEAR</td>
<td>20</td>
<td>0</td>
<td>Char 20</td>
</tr>
</tbody>
</table>
The table type `ZST8_T_PERNR_GRADES` is based on the line type shown as follows:

There has to be a connecting field or fields between the two. We keep the `PERNR` employee number as the connecting field between the two tables. We then create the interface based on ABAP dictionary type using transaction `SFP`.

We define two variables in the data definition, the interface `EMPLOYEE_GRADES` and `EMPLOYEE_ADDRESS`, as shown in the following screenshot:
How to do it...

We will now carry out the following steps:

1. We create a new form using the transaction SFP. The name of the form is ZST8_NESTED_TABLES_EXAMPLE based on the interface defined earlier.

![Create Form](image1)

2. Within the context definition of the form, we include the EMPLOYEE_ADDRESS interface from the interface to the context through drag-and-drop. We then drag-and-drop the EMPLOYEE_GRADES node from the interface to the EMPLOYEE_ADDRESS node. This will include the EMPLOYEE_GRADES node under the EMPLOYEE_ADDRESS node.

![Context Definition](image2)

3. We will now link the two tables through the PERNR fields. For this, we need to click the WHERE Conditions tab after selecting the EMPLOYEE_GRADES node. Then we will enter the PERNR field as Operand 1 and the EMPLOYEE_ADDRESS-PERNR node.

4. Now click on the Layout tab within the Adobe LiveCycle designer. Drag-and-drop the EMPLOYEE_ADDRESS table shown under the Data View panel to the Form Layout panel. Initially the nested table is created as shown in following screenshot:

![Form Layout](image3)
5. We adjust the header of the table. We will delete the header line of the inner table EMPLOYEE_GRADES and adjust the text.

<table>
<thead>
<tr>
<th>Employee number</th>
<th>Name</th>
<th>City</th>
<th>Employee Grades Since Joining</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**How it works...**

We created two table types. Then we used them in the interface that is later used in our form. Within the context definition of the form, we included the EMPLOYEE_ADDRESS table from the interface to the context through drag-and-drop. Then we included the EMPLOYEE_GRADES table within the EMPLOYEE_ADDRESS table. After creating the EMPLOYEE_ADDRESS table on the form layout and making necessary changes, testing the form on sample data gave the output as shown in the following screenshot:

<table>
<thead>
<tr>
<th>Employee number</th>
<th>Name</th>
<th>City</th>
<th>Employee Grades</th>
</tr>
</thead>
<tbody>
<tr>
<td>00000001</td>
<td>JOHN</td>
<td>BRUSSELS</td>
<td>GRADE 11, GRADE 14</td>
</tr>
</tbody>
</table>
There's more...

We can modify the header of the table in order to include a one-cell heading. For this we select the top header row and right-click in order to choose the context menu as shown in following screenshot:

![Context Menu](image)

We then choose the option **Row Above**. This will include a new row. Then select the newly created row and right-click. From the context menu that appears, choose the option **Merge Cells**. This will combine the four cells and make a single cell. We then right-click and choose option **Edit Text** and then write the title of the form as **EMPLOYEE DETAILS REPORT**. The output of the report is shown as follows:

<table>
<thead>
<tr>
<th>EMPLOYEE DETAILS REPORT</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Employee number</strong></td>
</tr>
<tr>
<td>00000001</td>
</tr>
<tr>
<td></td>
</tr>
</tbody>
</table>

If the table is to run on multiple pages, you may set the **Page Break Within Content** property for the table to make the table go on multiple pages.

Also, for performance reasons, while definition of the interface, we may also uncheck the checkbox **Pass Value** for the tables **EMPLOYEE_GRADES** and **EMPLOYEE_ADDRESS**.
Enabling duplex printing in forms

In this recipe, we will see how we carry out the settings for enabling duplex (double-sided) form printing for your Adobe form. This will work on printers that have the capability of printing duplex forms.

We assume that we have two master pages, page 1 and page 2, and we need them to be printed in duplex form.

How to do it...

Follow these steps:

1. From the Adobe LiveCycle Designer's left-hand pane, select the Master Page root node. Also, select the root node Page Set under hierarchy tree.
2. Then on the Object palette, go to the Page Set tab.
3. Then, choose the Print on Both Sides option from the list box for the printing field.
4. Click the Yes button to continue. The dialog box appears as shown in following screenshot:
How it works...

The necessary settings have been made in order to enable duplex printing. However, as mentioned earlier, we need a duplex printer for the correct printing to take place. When the form is printed on such a printer, based on the settings, the printing will be done on two-sided format (that is, duplex).

Using form elements and scripting to create interactive forms

In this recipe, we will see how we can create a simple interactive form with form elements and some script written in FormCalc language. We will create an example where we create three fields on the screen and a button that will calculate the total of the value of the first two fields and display within the third field.

Getting ready

From the Adobe LiveCycle Designer, choose the menu option Edit and then select Form Properties. On the Defaults tab, within the Preview block, select Interactive Form within the Preview Type drop-down list and Acrobat 8 (Dynamic) XML Form for the XDP Preview Format drop-down list.
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How to do it...

Follow these steps:

1. We create a new interface. We add three amount fields in the global definition of the interface.

```
<table>
<thead>
<tr>
<th>Variable Name</th>
<th>Type assignment</th>
<th>Type Name</th>
<th>Default Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>AMOUNT1</td>
<td>TYPE</td>
<td>DTRG</td>
<td></td>
</tr>
<tr>
<td>AMOUNT2</td>
<td>TYPE</td>
<td>DTRG</td>
<td></td>
</tr>
<tr>
<td>TOTAL</td>
<td>TYPE</td>
<td>DTRG</td>
<td>0</td>
</tr>
</tbody>
</table>
```

2. We create a new form using the interface and include the three variables defined in the interface. On the layout editor, add three fields for each of the three variables created earlier in the context. This will create three decimal fields on the layout.

3. Then add a button and give it the caption Total.

4. For the Amount 1 and Amount 2 fields, we set the Display Pattern drop-down list as $9,999.99 using the Field tab on the Object palette.
5. For the two fields, we will set the **Type** drop-down list as **User Entered – Required** on the **Value** tab.

![Accessibility dropdown](image)

6. While being in the **Design View** window, click on the button that was created in the previous steps. Make sure the **Scripting** palette is visible. Then, from the list box of **Scripts**, choose the **Click** event. The script editor appears as shown in the following screenshot. Write the following code in the script editor and then activate.

```plaintext
TOTAL = AMOUNT1 + AMOUNT2;
```

**How it works...**

We can see the **PDF Preview** window by clicking on the **Preview PDF** tab in the layout editor. We can only enter a maximum of two decimal places. Any amount entered in the first two fields is shown in the format specified. For example, if we enter **1200.78**, it will be changed to **$1,200.78**. When the **Total** button is pressed, the two values are totaled and shown in the **Total** field. Upon clicking the **Total** button, the script for the button-click event of the button is executed. The totaling is done and then displayed.
There's more...

We may also test the form through the **Test** button of transaction SFP. In this case, the SFP transaction will take us to the function module test screen. For testing the interactive scenario, the **FILLABLE** field for the **/1BCDWB/DOCPARAMS** structure must be passed the value 'X'. This will open the PDF form in the interactive mode, as shown in the following screenshot:

![Structure Editor: Change /1BCDWB/DOCPARAMS](image)

See also


Working with Adobe offline infrastructure

In this recipe, we will see the usage of the Adobe offline infrastructure. The Adobe offline infrastructure allows you to process user-filled PDF forms (received by e-mail), and then extract data from it and update in the SAP database. It allows you to implement offline interactive scenario when you have the user to fill the PDF form offline and then send back to you at a given e-mail address.

The inbound processing of the form sent via e-mail requires a configuration setting in transaction SO50 (Exit Rules for Inbound Processing). In our context, it lets us specify how the received PDF form attachment at a given e-mail address is to be handled. The generic main inbound handler class **CL_FP_INBOUND_HANDLER** should be entered in the **Exit Name** field for the receiving e-mail address.

Once an e-mail is received, the PDF attachment is forwarded for processing to the generic inbound handler, which retrieves the entered data and then calls the application inbound handler relevant to the form in question.

In addition, an (application) inbound class handler based on the interface **IF_FP_OFFLINE** must be created and necessary code written in its methods. This class is used for processing the received form data in XML format (received from the generic handler) and extract the data entered by the user in it by converting them to ABAP variables.
The advantages are that with minimal configuration and coding, the desired requirement may be achieved. This recipe will cover the configuration of transaction SO50 and the inbound handler class (and its method coding).

The standard SAP examples were referred to while creating this recipe. This includes the inbound handler class CL_FP_OFFLINE_FP_TEST_IA_01 and the Adobe form FP_TEST_IA_01.

### Getting ready

As a prerequisite, the basis consultant must do the settings for the activation of the SMTP plug-in in the SAP system. This ensures that e-mail communication takes place and is received without problems.

An ABAP program must be created that will send the PDF form to the respective user. This will then be filled by the user and then sent to the specified e-mail address in SO50 (and our inbound processing will take on from there). The program will use the **Business Communication Service**. An important thing to make sure is that when the function module for the Adobe form is called, the **FILLABLE** field of parameter structure /1BCDWB/DOCPARAMS must be assigned the value F (and not X).

In addition to the earlier, the value F means **Activates Special handling for Offline Interactive Scenarios**.

For the sake of this recipe, we assume that we have created two fields FIELD1 and FIELD2 in the interface and the context respectively. The user has entered the values of the FIELD1 and FIELD2 fields in the form and these values are to be extracted.

### How to do it...

We will now carry out the following steps:

1. The appropriate setting must be done in the transaction SO50. Call the transaction SO50. The screen appear as shown in the following screenshot:
2. Click the button. A new row appears as shown. Enter the class name `CL_FP_INBOUND_HANDLER` in the **Exit Name** field. Select the **Communication Type** as **Internet Mail**. Enter the recipient address at which the user will send the filled form. For example, example@packtpub.com.

3. Next, we will create the inbound handler class.

4. Call transaction SE24 and enter the name of the inbound class that you like to create (in our case `ZST8_OFF_HANDLER`).

5. We will include the interface `IF_FP_OFFLINE`. This will include two methods in our class (namely, `GET_INSTANCE` and `HANDLE_PDF`).

---

**Exit Rules for Inbound Processing (Maintenance Mode)**

- **Communication Type**: Internet Mail
- **Recipient Address**: example@packtpub.com
- **Exit Name**: CL_APPOINTMENT_REPLY
- **Class**: CL_FP_INBOUND_HANDLER

---

**Next, we will create the inbound handler class.**

**Call transaction SE24 and enter the name of the inbound class that you like to create (in our case ZST8_OFF_HANDLER).**

---

**We will include the interface IF_FP_OFFLINE. This will include two methods in our class (namely, GET_INSTANCE and HANDLE_PDF).**
6. A simple one line code needs to be added to the GET_INSTANCE method as shown below:

```
METHOD IF_PP_OFFLINE-GET_INSTANCE.
CREATE OBJECT RO_INSTANCE TYPE ZST8_OFF_HANDLER.
ENDMETHOD.
```

7. The method HANDLE_PDF code is then written. Within the HANDLE_PDF method, we first call the function module FP_FUNCTION_MODULE_NAME. The form name parameter of the function module is supplied with the form name stored in the method parameter IV_FORM_NAME. The inbound function module name is then imported in the variable INBOUND_FM. The code is shown in the following screenshot:

```
DATA : INBOUND_FM TYPE FUCNAME.
TRY.
   CALL FUNCTION 'FP_FUNCTION_MODULE_NAME'
      EXPORTING
         I_NAME = IV_FORM_NAME
      IMPORTING
         IV_FUCNAME_INBOUND = INBOUND_FM.
   CATCH CX_FP_API_REPOSITORY CX_FP_API_USAGE
                 CX_FP_API_INTERNAL.
ENDTRY.
```

8. We then declare variables corresponding to the two data fields defined in the context. The inbound function module is then called that transforms the XML data of the form into the variables MYFIELD1 and MYFIELD2 of our class.

```
DATA : MYFIELD1 TYPE char10.
DATA : MYFIELD2 TYPE char10.

CALL FUNCTION INBOUND_FM
   EXPORTING
      IV_XML_DATA = IV_XML
   IMPORTING
      FIELD1 = MYFIELD1
      FIELD2 = MYFIELD2
   EXCEPTIONS
      USAGE_ERROR = 1
      SYSTEM_ERROR = 2
      INTERNAL_ERROR = 3
      OTHERS = 4.
```
9. The values of the two fields may then be saved into the database (for testing purpose, we save it in a cluster in a table ZST_TAB under cluster ID ZA under key with value in MYFIELD1).

```
export myfield1 from myfield1 myfield2 from myfield2 to database zst_tab(ZA) 1d myfield1.
```

10. Next, we need to connect the inbound class created with the form in question. For this we will go to transaction SFP and enter the name of the class created in the previous steps in the Properties tab of the form under consideration.

**How it works...**

Within the mail-sending program, the assignment of F for the FILLABLE field adds necessary information to the attached PDF relevant to the offline scenario. Once the form is filled and sent back by the user to the e-mail address specified in transaction SO50, it is handled by the Adobe Infrastructure offline, that passes it and the XML data contained in it to the inbound handler class.

The main method HANDLE_PDF is used for transforming the XML data entered in the form into data variables. The form name and the data in XML form are passed to the method through the parameters IV_FORM and IV_XML respectively. We first get the function module corresponding to our form that allows the transformations of the XML data into ABAP variables corresponding to context data. The FP_FUNCTION_MODULE function is passed the name of the form name contained in importing parameter IV_FORM and then the function module corresponding to EV_FUNCNAME_INBOUND parameter is imported and stored in INBOUND_FM. The function module whose name is stored in variable INBOUND_FM is then called and supplied with the XML Data (contained in IV_XML). The function module transforms the XML and the returned ABAP data is stored in FIELD1 and FIELD2 variables.
Parallel printing of form

In normal circumstances, we will have a sequential rendering and printing of PDF forms by the Adobe Document Services. In this recipe, we will see how we can enable parallel printing through a small change in the code.

In the newer release, a special parameter has been added to the function module parameter FP_OPEN. It is recommended to set the PARALLEL parameter value to 'X' when there are more than thousand forms to be printed.

For having print request to be processed in parallel, the Adobe Document Services must be running on a Java Stack 7.2 or higher.

How to do it...

Follow these steps:

1. First, we define a structure that is based on the dictionary structure SFPOUTPUTPARAMS.
2. The PARALLEL field of the structure must be assigned the value of 'X'.
3. Finally, the function module FP_JOB_OPEN is called. For simplicity sake, we have only shown the PARALLEL field assignment. For the changing parameter of the function module FP_JOB_OPEN, the structure MYOUTPUTPARAMS is passed.

```data:
myoutputparams TYPE sfoutputparams.
myoutputparams-parallel = 'X'.

* Opening print job
CALL FUNCTION 'FP_JOB_OPEN'
CHANGING
  lc_outputparams = myoutputparams
  EXCEPTIONS
    OTHERS = 1.
```

See also

How it works...

When values ‘X’ is passed for the field PARALLEL, the ADS performs parallel printing of adobe forms. This involves usage of multiple processors for the rendering and printing of the generated forms. This parallel rendering significantly increase the performance particularly when the total number of forms to be processed are greater than 1000.

See also


Adding error messages for interactive forms

In this recipe, we will see how we can add error messages to interactive forms. We will see how a Date input field may be set to produce error messages when a wrong date is passed.

How to do it...

Follow these steps:

1. On the Object palette of the Date panel, select the Value tab.

2. Select a validation pattern from the list box provided.

3. Select the Error checkbox and in the Validation Pattern Message area and enter the message that you like to be displayed.

4. Activate your form.
How it works...

When the user enters in the required format, no error is displayed. When a wrong date is entered, the error is shown as shown in the following screenshot:

![Error Message](image)

The error that you defined in the **Validation Pattern Message** area is displayed, and it is an error since we have checked the **Error** indicator.

See also


PDF object API

The PDF object API allows communicating with the ADS and carrying out necessary functions from an ABAP program. These include creation of forms and extraction of data, and so on. In this recipe, we will see the code that will allow you to communicate with the ADS in order to generate a PDF form object for a filled PDF form and then extract necessary data from it. We assume that we are not using the Adobe offline infrastructure.

There are a few classes and interfaces involved. The factory class `CL_FP` is used for creating the PDF document object instance that is based on the class `CL_FP_PDF_OBJECT` (using interface `IF_FP_PDF_OBJECT`). The main implementation class for the PDF object is `CL_FP_PDF_OBJECT`.

In this recipe, we will see how a filled form may be programmatically processed using the ADS functions and then the entered data within the form may be extracted. We assume that the form to be processed is stored in the variable `MYFORM` having type `XSTRING`. The recipe takes on from there. Only the part that is relevant to the instantiation of the PDF object and extraction is shown in the recipe.
How to do it...

Follow these steps:

1. We first need to declare variables for the factory class interface `IF_FP` and the interface `IF_FP_PDF_OBJECT`.

   ```
   DATA: MY_FP TYPE REF TO IF_FP VALUE IS INITIAL.
   DATA: MYPDFOBJECT TYPE REF TO IF_FP_PDF_OBJECT VALUE IS INITIAL,
   EXCEPTION TYPE REF TO CX_ROOT.
   ```

2. The static method `GET_REFERENCE` of the `CL_FP` interface is then called and the object returned is stored in `MY_FP`.

   ```
   MY_FP = CL_FP->GET_REFERENCE( ).
   ```

3. Next, the PDF object is then created using the `CREATE_PDF_OBJECT` method of the `CL_FP` class. The value `ADS` is passed for the `CONNECTION` parameter. Then the `SET_DOCUMENT` method is called and the PDF data contained in the `xstring` `MYFORM` is assigned to it.

   ```
   MYPDFOBJECT = MY_FP->CREATE_PDF_OBJECT( CONNECTION = 'ADS' ).
   MYPDFOBJECT->SET_DOCUMENT( PDFDATA = MYFORM ).
   ```

4. The `SET_EXTRACTDATA` method of the class `CL_FP_PDF_OBJECT` is then called followed by the `EXECUTE` method.

   ```
   MYPDFOBJECT->SET_EXTRACTDATA( ).
   MYPDFOBJECT->EXECUTE( ).
   ```

5. The `GET_DATA` method is then called.

   ```
   DATA: MYXMLDATA TYPE XSTRING.
   MYPDFOBJECT->GET_DATA( IMPORTING FORMDATA = MYXMLDATA ).
   ```

6. The entire block of code may be placed within the `TRY` and `ENDTRY` statements and the `Exception` class `CX_FP_RUNTIME_SYSTEM` may be used.

   ```
   CATCH CX_FP_RUNTIME_SYSTEM INTO EXCEPTION.
   ```
How it works...

We initially declare references to the factory class CL_FP and the main implementation class CL_IF_PDF_OBJECT (using appropriate interface names). The static GET_REFERENCE method the CL_FP class is then called and an object is instantiated belonging to class CL_FP. This is pointed to by the reference variable MY_FP.

The CREATE_PDF_OBJECT method of the factory class CL_FP is then called to create the PDF object instance, the reference to which is stored in the variable MYPDFOBJECT.

The SET_DOCUMENT method is called for the variable MYPDFOBJECT in order to link the PDF data stored in the MYFORM xstring. The SET_EXTRACTDATA method is then called in order to specify the extraction of the entered data in the form. The Execute method allows the PDF form to be passed to the ADS and the extraction of data to takes place.

It is only at the EXECUTE method that the ADS comes into action (the Execute method triggers execution of all method beginning with SET_). The data entered in the form is extracted and is made available in XML format. Once the extraction has been done, the GET_DATA method may be called in order to read the form data into the xstring XMLDATA. We can use transformations to place the data in ABAP variables.

See also

- SAP Interactive Forms by Adobe, Andreas Deutesfeld, Stephan Rehmann, Thomas Szücs, Philipp Thun, Jürgen Hauser, SAP press
- http://wiki.sdn.sap.com/wiki/display/ABAP/Reading+PDF+attachment+from+sap+inbox+through+ABAP
- http://www.sdn.sap.com/irj/scn/go/portal/prtroot/docs/library/uuid/406d93c-3eed-2c10-ad9b-d11c4618c4e9?QuickLink=index&overrideLayout=true
In this chapter, we will see recipes involving Web Dynpro for ABAP. We will look at:

- Creating trees
- Creating navigation lists
- Creating tabstrips
- Displaying error messages
- Calling dialog boxes of the same component
- Displaying Adobe forms in Web Dynpros

**Introduction**

This chapter explores useful recipes related to Web Dynpro for ABAP. The Web Dynpro Development framework may be accessed using the transaction code SE80. Then, from the listbox on the left pane, select *Web Dynpro*. We will start with a discussion of the interfaces generated in Web Dynpro components.
Within a Web Dynpro component, a number of controllers exist, such as the component controller, the window controller, and the view controller. We may add our own attributes and methods to the various controllers. Each controller has a private interface (local interface) generated during design time. From the transaction code SE80 and Web Dynpro selected, you may use the menu path Goto | Controller Interface to see the details of this interface.

For the component controller the name of the interface is IF_COMPONENTCONTROLLER. For the view controller, the name of this interface is of the format IF_<VIEWNAME>, and for the window controller it is IF_<WINDOWNAME>.

The attribute WD_THIS contained within the controller is a reference to the local interface in question. A wd_get_api() method is defined within the interface and provides a set of APIs (controller-specific functions) related to the controller in question.

The type of interface reference returned by the WD_GET_API method depends on the controller for which it is used. For the component controller, the interface is IF_WD_COMPONENT. In case of the view and window controllers, the IF_WD_VIEW_CONTROLLER interface is returned.

Both the interfaces, IF_WD_VIEW_CONTROLLER and IF_WD_COMPONENT include the interface IF_WD_CONTROLLER.
The API provides useful methods for Web Dynpro programming. The interfaces provided contain a number of useful methods including generation of messages and creation of dialog boxes possible through providing access to the Message Manager and Window Manager (this will be discussed in the recipes in this chapter). The `IF_WD_CONTROLLER` method provides the `GET_MESSAGE_MANAGER` method required for generating messages, such as error messages that appear on the user screen where an incorrect input is provided. The `GET_WINDOW_MANAGER` method is the method provided by the `IF_WD_COMPONENT` interface for generating dialog boxes.

Though the window and view controllers use the interface, some methods such as `GET_CURRENT_ACTION` can only be called from a view controller (from the `WDDBEFOREACTION` method).

## Creating trees

In this recipe, we will see how we can display a tree in our Web Dynpro application. We will create a tree that will display the employee department-wise data, that is, nodes showing department names, each of which when opened will display a list of employees within the department along with the employee names.

For the sake of this recipe, we assume that we have an internal table `DATA_TAB` comprising of three fields, `department`, `pernr`, and `sname` containing the department name, employee number, and the employee names respectively sorted according to the department name.

```plaintext
types : begin of ty_tab,
    department type char35,
    pernr  type pernr,
    sname  type sname,
end of ty_tab.

data: wa_tab type ty_tab,
data: data_tab type standard table of ty_tab.
```

### How to do it...

We will now follow the steps as shown:

1. We first define a context node `TREE_NODE`. The `TREE_NODE` context node has a cardinality of `0..N` and the Singleton property should be `Off`. An `IS_OPENED` attribute will be based on the type `WDY_BOOLEAN`.
2. Within the TREE_NODE context node there is another node, TREE_NODE_ITEM, which is also a non-singleton node having cardinality 0..N. An attribute ITEM_TEXT is created within the TREE_NODE_ITEM node. The ITEM_TEXT attribute has a type STRING.

![Context COMPONENTCONTROLLER](image)

3. We will then define a TREE UI element in our view layout. We create a TREE UI element along with two subelements. These are based on TreeNodetype and TreeItemtype, having the names MY_NODES and MY_ITEMS, respectively.

![ROOTUIELEMENTCONTAINER](image)

4. We bind the TREE UI element datasource property with the TREE_NODE context node. For MYNODES, the text property is bound with the TREE_NODE.TREE_NODE_TEXT attribute. Likewise, for MYITEMS, the text property is bound with the TREE_NODE.TREE_NODE_ITEM.TREE_ITEM_TEXT attribute. The IS_OPENED attribute of the context node is assigned to the expanded property of the MYNODES subelement.

5. Next, we will write the code into the WDDOINIT method of the view created. We define reference variables for the context nodes root_node, TREE_NODE, and ITEM_NODE. We also define data variables pertaining to the ELEMENT_TREE_NODE element and the ELEMENT_TREE_NODE_ITEM element.

```
DATA root_node TYPE REF TO IF WD_CONTEXT_NODE.
DATA TREE_NODE TYPE REF TO IF WD_CONTEXT_ELEMENT.
DATA ITEM_NODE TYPE REF TO IF WD_CONTEXT_NODE.

DATA node TYPE WD_THIS->ELEMENT_TREE_NODE.
DATA item TYPE WD_THIS->ELEMENT_TREE_NODE_ITEM.
```
6. We then get the reference to the TREE_NODE context node by calling the GET_CHILD_NODE method. The reference is stored in root_node.

    root_node = WD_CONTEXT->GET_CHILD_NODE(
        NAME = WD_THIS->WDCTX_TREE_NODE ).

7. Next, we populate the context nodes with appropriate data that may be displayed in the tree.

8. We run a loop at the DATA_TAB, the table that contains the department name with employee name and numbers. We place a AT NEW DEPARTMENT statement within which we assign the department name to the NODE structure corresponding to our TREE_NODE context node. We then call the BIND_STRUCTURE method of the root_node context node and supply the data to be added to the node's element collection. We then get the reference to the TREE_NODE_ITEM child context node and store it in the ITEM_NODE variable (to be used later within the loop).

9. Outside the AT .. ENDAT block, we use the CONCATENATE statement in order to combine the personnel number and name and store it in the ITEM-ITEM_TEXT variable. This is then added to the ITEM_NODE context node's collection using the BIND_STRUCTURE method.

```abap
LOOP AT DATA_TAB INTO WA_DATA.
    AT NEW DEPARTMENT.
    NODE-TREE_NODE_TEXT = WA_DATA-DEPARTMENT.
    TREE_NODE = root_node->BIND_STRUCTURE(
        NEW_ITEM = NODE
        SET_INITIAL_ELEMENTS = ABAP_FALSE ).
    ITEM_NODE = TREE_NODE->GET_CHILD_NODE(
        NAME = WD_THIS->WDCTX_TREE_NODE_ITEM ).
    ENDAT.

    CONCATENATE WA_DATA-PERNR WA_DATA-SNAME INTO
    ITEM-ITEM_TEXT SEPARATED BY ' - '.

    ITEM_NODE->BIND_STRUCTURE(
        NEW_ITEM = ITEM
        SET_INITIAL_ELEMENTS = ABAP_FALSE ).

ENDLOOP.
```
How it works...

We create a TREE UI element on the view layout. We create two subelements for the TREE element; one is the TreeNodetype type and the other TreeItemtype type. The MYNODES subelement (of type TreeNodetype) and MYITEMS subelement (of type TreeItemtype) correspond to the department names, and the employee names and number respectively in the final display. Appropriate bindings are defined for MYNODE and MYITEMS with relevant context data node attributes.

A loop is used to populate the data for the TREE_NODE context node. We kept the IS_OPENED attribute as a space while populating the data for the TREE_NODE context node and its child node TREE_NODE_ITEM. When displayed, the department nodes are not expanded. When the application is run, within the browser, we see a list of departments as shown in the following screenshot:

![Department Wise Data](image)

When the relevant nodes are expanded, the employees within the departments are displayed along with their number and name, as shown in the following screenshot:

![Department Wise Data](image)

Creating navigation lists

In this recipe, we will see how we can display data in the form of a navigation list. The navigation list is similar to a tree. However, the nodes appear in expanded form when displayed and may not be compressed. The entire navigation list may be expanded and compressed (however, not the data nodes within it).
We assume that we have an internal DATA_TAB table comprising of three fields, department, pernr, and sname, containing the department name, employee number, and the employee names respectively in sorted order according to the department name.

```plaintext
types : begin of ty_tab,
  department type char35,
  pernr type persno,
  sname type sname,
  end of ty_tab.
data: wa_tab type ty_tab.
data: data_tab type standard table of ty_tab.
```

**How to do it...**

We will now see the steps required to create a navigation list:

1. We will first create the context node related to the navigation list in the component controller. We create a context node by the name NAVLIST.

2. The *Init Lead Selection* field must be set to *No* (since, in this case, we do not require lead selection and its initialization). The *Singleton* property of the node must be set as *No*. The *Cardinality* field is set as *0..n*. 
3. We then add three attributes to the context node `NAVLIST`, namely `DISPLAYED_TEXT`, `PERNR`, and `IF_SELECTED` based on the type `STRING`, `PERSNO`, and `WDY_BOOLEAN`, respectively.

4. We then add a recursive node to the `NAVLIST` context node and name it `NAVLISTREC`. Right-click on the `NAVLIST` context node and from the context menu that appears, navigate to Create | Recursive Node.

5. We then drag-and-drop the context node `NAVLIST` from the component controller to the relevant view controller (define the mapping).

6. Next, we will create the navigation list UI element on the Web Dynpro view. Right-click on the `ROOTUIELEMENTCONTAINER` option from the right pane of the layout editor and choose the context menu option Create Element. Enter Navigation in the ID field and choose the type `NavigationList` in the pop up that appears.

7. Right-click on the `NAVIGATION` node in the right pane of the layout editor and choose the insert header option from the context menu that appears. This will add the `EXPANDABLETITLE` header to the navigation list.
8. Enter the text **Department Wise List** in the **title** property.

![Property Table]

8. For the defined navigation list, we will set the **itemSource** property as the **MAIN.NAVLIST** context node defined earlier. For the **itemText** property, we set the value as the **DISPLAYEDTEXT** attribute of the context node.

![Property Table]
10. Once this is done, we will see the navigation list added in our layout editor, as shown in the following screenshot:

![Navigation List Screenshot](image)

11. The next step is to write the code for populating the context node with the appropriate department data that is to be shown in the navigation list.

12. Appropriate variables are first defined for the navigation list node (NODE_NAVLIST) and the navigation list recursive context node (RECNODE).

13. Also ELEMENT_NAVLIST is defined as a reference to a context element using interface IF_WD_CONTEXT_ELEMENT.

```plaintext
DATA NAVLIST TYPE WD THIS->ELEMENT_NAVLIST.
DATA NODE_NAVLIST TYPE REF TO IF_WD_CONTEXT_NODE.
DATA ELEMENT_NAVLIST TYPE REF TO IF_WD_CONTEXT_ELEMENT.
DATA RECNODE TYPE REF TO IF_WD_CONTEXT_NODE.
```

14. The next step is to write the code for populating the data within the navigation list. We run a loop at the DATA_TAB internal table that contains data of the department and the personnel number and names.

15. At the beginning of a new department, we use the AT NEW DEPARTMENT statement to add data to the context node NAVLIST.

16. The GET_CHILD_NODE method is called to get a reference to the NAVLIST context node; the reference is stored in the NODE_NAVLIST navigation list node. The NAVLIST structure is assigned the department name. The IS_SELECTABLE property is kept as false.

17. The BIND_STRUCTURE node is then used to add the department name to the NAVLIST context node element collection. The reference to the added element is returned and stored in ELEMENT_NAVLIST. The GET_CHILD_NODE method is then called to get the reference to the NAVLISTREC recursion node for the element referred to by the ELEMENT_NAVLIST variable (this reference is stored in RECNODE) to be used later.
18. Outside the AT . . ENDAT block is the area that is executed for all rows in the data internal table DATA_TAB. This area pertains to the employee data (employee name and employee). We use the NAVLIST structure in this block.

19. We assigned the value ABAP_TRUE and the name and employee number to the IS_SELECTABLE property to be displayed in the DISPLAYED_TEXT field. The BIND_STRUCTURE node is then used for adding the employee data to the NAVLISTREC recursive node using the RECNODE reference variable.

How it works...

We first created a NAVLIST context node containing a NAVLISTREC recursion node. We then inserted a navigation list UI element on the view layout. Appropriate binding between the navigation list UI element and the context nodes was defined. In the code, we formed the higher nodes in the navigation list displaying departments (at the beginning of a new department within the data table DATA_TAB). We then added child nodes (to the department nodes) displaying the employee names and number contained within the department.
The employee names within the department are selectable but may not be compressed (the \texttt{IS_SELECTABLE} property is set to \texttt{TRUE} in the code). This navigation list is displayed as shown in the following screenshot:

<table>
<thead>
<tr>
<th>Department Wise List</th>
</tr>
</thead>
<tbody>
<tr>
<td>Human Resources</td>
</tr>
<tr>
<td>00000012-Andrew Haynes</td>
</tr>
<tr>
<td>00000016-Krista Marie</td>
</tr>
<tr>
<td>00000017-John Taylor</td>
</tr>
<tr>
<td>Information Technology</td>
</tr>
<tr>
<td>00000020-Peter Anderson</td>
</tr>
<tr>
<td>00000021-James Philip</td>
</tr>
</tbody>
</table>

### There's more...

We can further enhance the application by activating the selection feature of the selectable nodes, that is, displaying the details of an employee selected on the user’s screen. For this, we first need to enter a suitable name in the \texttt{Onselect} property of the navigation list in the layout editor. Then double-click in order to write the code. The \texttt{GET_CHILD_NODE} method will be called when a particular selectable row is clicked by the user. The handler method will be called when the \texttt{SELECT} event is raised.

This handler method contains one parameter, \texttt{WDEVENT}. In order to determine which employee number and name has been selected, we will add a new parameter, \texttt{SEL_NODE}, having type \texttt{IF_WD_CONTEXT_ELEMENT}. We then need to call the \texttt{GET_STATIC_ATTRIBUTES} method for the \texttt{SEL_NODE} parameter in order to retrieve the details of the selected node (including the employee number \texttt{pernr}).

### See also

- [http://help.sap.com/saphelp_nw04s/helpdata/en/79/555e3f71e41e26e100000000a14084/content.htm](http://help.sap.com/saphelp_nw04s/helpdata/en/79/555e3f71e41e26e100000000a14084/content.htm)

### Creating tabstrips

In this recipe, we will see how we can add tabstrips to an existing view containing various layout elements.
How to do it...

We will now follow the steps as shown:

1. We first go to the layout editor and in the right pane, right-click on the `ROOTUIELEMENTCONTAINER` element in order to access the context menu. We then select the Insert Element option. Now, we enter the name Tabstrip in the ID field and select the type TabStrip.

![Image of Create Element dialog]

2. This will create a `TABSTRIP` in our layout. We select the tabstrip and then add two tabs by choosing the Insert tab option from the context menu.

![Image of context menu with Insert Tab option]

3. Next we assign appropriate text in the text property of the added caption headers for each of the two tabs.

![Image of properties for caption headers]

```plaintext
<table>
<thead>
<tr>
<th>Property</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>ID</td>
<td>CAPTION_1</td>
</tr>
<tr>
<td>contextMenuBehavior</td>
<td>Inherit</td>
</tr>
<tr>
<td>contextMenuId</td>
<td></td>
</tr>
<tr>
<td>enabled</td>
<td></td>
</tr>
<tr>
<td>imageFirst</td>
<td></td>
</tr>
<tr>
<td>imageSource</td>
<td></td>
</tr>
<tr>
<td>isDragHandle</td>
<td></td>
</tr>
<tr>
<td>text</td>
<td>Tab 1</td>
</tr>
</tbody>
</table>
```
4. Then we will simply drag-and-drop any UI element already contained in our layout editor to the tab of our choice. Any width and height adjustments are made if required. We save and activate the component and run the relevant application.

**How it works...**

Suppose we had an interactive UI element that was transferred to the first tab. Running the application will show the relevant Adobe form in the first tab, as shown in the following screenshot. Selecting the other tab will show the elements contained in it.

![Employee Details Report](image)

**Displaying error messages**

In this recipe, we will see how we can display messages, such as error messages when a user input is found to be incorrect. We will create a view that will have a button that displays a message when the input is correct (for simplicity's sake, we will focus on the error generation coding in this recipe).

In addition, it is recommended that you use assistance class for storing language-dependent text that is to be displayed in the form of messages. For simplicity's sake, the assistance class has not been shown in this recipe.

**How to do it...**

1. In the first step, we will create a **Button** element on our view and give it the caption *Check Data*. Within the events, we will select **BUTTON** (as the **onAction** property) from the listbox.
2. A public attribute MYMESSMANAGER is defined at the component controller level, the associated type of which is the IF_WD_MESSAGE_MANAGER interface.

3. Next, we write the relevant code within the WDDOINIT method of the component controller. We define an interface reference for the IF_WD_CONTROLLER interface.

4. The WD_GET_API method is then used to get a reference to the interface containing appropriate APIs. We will then call the GET_MESSAGE_MANAGER method in order to get the handle to the message manager. This is assigned to the WD_THIS->MYMESSMANAGER interface we defined in the previous section.

```java
METHOD WDDOINIT .

DATA: THIS_CONTROLLER TYPE REF TO IF_WD_CONTROLLER.
THIS_CONTROLLER = WD_THIS->WD_GET_API ( ).
WD_THIS->MYMESSMANAGER = THIS_CONTROLLER->GET_MESSAGE_MANAGER ( ).
ENDMETHOD.
```
5. In the WDDOBEFOREREACTION method of the appropriate view, we will write the coding for generating an error message. First, a reference to the IF_WD_VIEW_CONTROLLER interface is defined. The WD_GET_API method is then called to get the relevant set of APIs for the view controller. This is then returned to the LO_API_CONTROLLER variable.

6. We use the GET_CURRENT_ACTION method in order to find out which of the events have been triggered by the user. The name of the event triggered is returned in the LO_ACTION->NAME attribute. We check if the name is equal to the BUTTON element, that is, the button we define. We then carry out the necessary checks, and if the data entered is invalid, the REPORT_ERROR_MESSAGE method of the IF_WD_MESSAGE_MANAGER interface is called with the appropriate error text. In this case, the public attribute, MYMESSMANAGER, defined in the component controller, is used.

```
DATA LO_API_CONTROLLER TYPE REF TO IF_WD_VIEW_CONTROLLER.
DATA LO_ACTION TYPE REF TO IF_WD_ACTION.
LO_API_CONTROLLER = WD_THIS->WD_GET_API() .
LO_ACTION = LO_API_CONTROLLER->GET_CURRENT_ACTION() .

IF LO_ACTION IS BOUND.
  CASE LO_ACTION->NAME.
    WHEN "BUTTON".
      ...... " if error found in entered data
      WD_COMP_CONTROLLER->MYMESSMANAGER->REPORT_ERROR_MESSAGE( 
      MESSAGE_TEXT = 'Error in Entry' ).
    ENDCASE.
  ENDIF.
```

How it works...

In this case, the interface used for generating messages is the IF_WD_MESSAGE_MANAGER interface. The interface has a number of methods used for generating warning error messages on the screen.

First, we defined a public attribute MYMESSAGEMANAGER at the component controller level. Appropriate code is written in order to get the handle to the message manager that can be later used from any of the views in order to generate messages.

When the user clicks the button we defined, the WDDOBEFOREREACTION method of the relevant view is called. Within the method, we wrote code to gain access to the API of the view controller, the reference to which is used to call the GET_CURRENT_ACTION method. The GET_CURRENT_ACTION method is used for determining the event that has been raised as a result of the user interaction. We checked the LO_ACTION->NAME attribute in order to see whether our button has been clicked. In case our button is clicked, we carry out the necessary checks for checking the validity of the data that is entered (the code is not shown). Then the REPORT_ERROR_MESSAGE method is called in order to display an error message.
Calling dialog boxes of same component

In this recipe, we will see how we can display a dialog box based on a view of the same component. We will create a **MAIN** view in the **MAIN** window and another view by the name **POP_UP** in a new window, **WIND_POP_UP**. We will then create a button on the **MAIN** view, which when clicked will display the **POP_UP** view as a dialog box.

How to do it...

We will now carry out the following steps:

1. We will define a public attribute by the name **MY_WINDOW** to the **IF_WD_WINDOW** interface.

   ![Attribute Table]

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Associated Type</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>WD_CONTEXT</td>
<td>IF_WD_CONTEXT_NODE</td>
<td>Reference to Local Controller Context</td>
</tr>
<tr>
<td>WD_THIS</td>
<td>IF_COMPONENTCONTROLLER</td>
<td>Self-Reference to Local Controller Interface</td>
</tr>
<tr>
<td>MYMESSMANAGER</td>
<td>IF_WD_MESSAGE_MANAGER</td>
<td>Message Manager</td>
</tr>
<tr>
<td>MY_WINDOW</td>
<td>IF_WD_WINDOW</td>
<td>Window</td>
</tr>
</tbody>
</table>

2. We will have a main view embedded within the **MAIN** window.

3. In addition, we will create a **POP_UP** view embedded within a **WIND_POP_UP** window.

![Window Structure]

```
WIND_POP_UP
  - POP_UP
  - DEFAULT
```
4. On the MAIN view, we will create a button.

5. On action button event handler method, we will write the appropriate code for calling the POP_UP view as a pop-up dialog box. We use the WD_GET_API method of the component controller to get access to the relevant APIs. The GET_WINDOW_MANAGER function is then called in order to get reference to the IF_WD_WINDOW_MANAGER interface, which is stored in the public attribute MY_WINDOW_MANAGER, as defined in the previous section.

   ```
   DATA: MY_WINDOW_MANAGER TYPE REF TO IF_WD_WINDOW_MANAGER,
       MY_CMP_API TYPE REF TO IF_WD_COMPONENT.

   MY_CMP_API = WD_COMP_CONTROLLER->WD_GET_API( )
   MY_WINDOW_MANAGER = MY_CMP_API->GET_WINDOW_MANAGER( )
   ```

6. Next, we call the CREATE_WINDOW method of the IF_WD_WINDOW_MANAGER interface. The necessary title, the desired message display mode, and the default button information is also passed. Also, the window name in which the pop-up view was created is mentioned (WIND_POP_UP).

   ```
   WD_COMP_CONTROLLER->MY_WINDOW
   = MY_WINDOW_MANAGER->CREATE_WINDOW( 
      WINDOW_NAME = 'WIND_POP_UP',
      TITLE = 'My Pop Up',
      MESSAGE_DISPLAY_MODE = IF_WD_WINDOW->CO_MSG_DISPLAY_MODE_SELECTED,
      BUTTON_KIND = IF_WD_WINDOW->CO_BUTTONS_OK,
      MESSAGE_TYPE = IF_WD_WINDOW->CO_MSG_TYPE_NONE,
      DEFAULT_BUTTON = IF_WD_WINDOW->CO_BUTTON_OK )
   ```

7. Finally, the OPEN method is called for the MY_WINDOW interface that is created.

   ```
   WD_COMP_CONTROLLER->MY_WINDOW->OPEN( ).
   ```
How it works...

We carried out the necessary steps for displaying the pop-up dialog box. We first call the appropriate method for getting a reference to the window manager, used for creating the dialog box. We then call the `CREATE_WINDOW` method and specify the necessary title, window name, message mode, and the buttons to be displayed (through the `BUTTON_KIND` parameter). After the creation of the window, we need to show the dialog on the screen, which is done via the `OPEN` method of the `IF_WD_WINDOW_MANAGER` interface.

For the `BUTTON_KIND`, `MESSAGE_TYPE`, and `DEFAULT_BUTTON` parameters, the possible values that may be passed are shown in the following table:

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Possible Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>BUTTON_KIND</td>
<td><code>CO_BUTTONS_ABORTRETRYIGNORE</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_BUTTONS_CLOSE</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_BUTTON_OK</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_BUTTONS_OKCANCEL</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_BUTTONS_YESNO</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_BUTTONS_YES_NOCANCEL</code></td>
</tr>
<tr>
<td>MESSAGE_TYPE</td>
<td><code>CO_MSG_TYPE_ERROR</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_MSG_TYPE_INFORMATION</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_MSG_TYPE_NONE</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_MSG_TYPE_QUESTION</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_MSG_TYPE_STOP</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_MSG_TYPE_WARNING</code></td>
</tr>
<tr>
<td>DEFAULT_BUTTON</td>
<td><code>CO_BUTTON_ABORT</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_BUTTON_CANCEL</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_BUTTON_CLOSE</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_BUTTON_IGNORE</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_BUTTON_NO</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_BUTTON_NONE</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_BUTTON_OK</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_BUTTON_RETRY</code></td>
</tr>
<tr>
<td></td>
<td><code>CO_BUTTON_YES</code></td>
</tr>
</tbody>
</table>
There's more...

Also, for calling the pop-up dialog box after the click of the button, we can make use of the Web Dynpro code wizard. While being in the editor for the code of the `OnAction` method, navigate to `Edit | WebDynpro Code Wizard`. On the general tab, select the `Generate Popup` option and enter the window name that embeds our view.

![Web Dynpro Code Wizard](image)

Simply press `Enter`. This will add the appropriate code.

Displaying Adobe forms in Web Dynpros

In this recipe, we will see how we can display an Adobe form within a Web Dynpro application. We will use one of the forms that we created in the `Creating nested tables` recipe in Chapter 13, SAP Interactive Forms by Adobe.

How to do it...

We will now see the required steps in detail:

1. We create a new Web Dynpro component. On the `MAIN` view, we create an interactive UI element. We name it `INTERACTIVEUI`.

   ![Interactive UI](image)
2. Within the properties, the template source (that is, Adobe form) was set as ZST8_NESTED_TABLES_EXAMPLE as used in the Creating nested tables recipe in Chapter 13, SAP Interactive Forms by Adobe.

<table>
<thead>
<tr>
<th>Property</th>
<th>Value</th>
<th>Binding</th>
</tr>
</thead>
<tbody>
<tr>
<td>ID</td>
<td>INTERACTIVEUI</td>
<td></td>
</tr>
<tr>
<td>additionalArchives</td>
<td></td>
<td></td>
</tr>
<tr>
<td>contextMenuBehaviour</td>
<td>Inherit</td>
<td></td>
</tr>
<tr>
<td>contextMenuId</td>
<td></td>
<td></td>
</tr>
<tr>
<td>dataSource</td>
<td>MAIN.ZST8_NESTED_TABLES_E</td>
<td></td>
</tr>
<tr>
<td>displayType</td>
<td>native</td>
<td></td>
</tr>
<tr>
<td>enabled</td>
<td></td>
<td></td>
</tr>
<tr>
<td>height</td>
<td>360px</td>
<td></td>
</tr>
<tr>
<td>jobProfile</td>
<td></td>
<td></td>
</tr>
<tr>
<td>pdfSource</td>
<td></td>
<td></td>
</tr>
<tr>
<td>readOnly</td>
<td></td>
<td></td>
</tr>
<tr>
<td>templateSource</td>
<td>ZST8_NESTED_TABLES_EXAMPLE</td>
<td></td>
</tr>
<tr>
<td>tooltip</td>
<td></td>
<td></td>
</tr>
<tr>
<td>visible</td>
<td>Visible</td>
<td></td>
</tr>
<tr>
<td>width</td>
<td>360px</td>
<td></td>
</tr>
</tbody>
</table>

We will also increase the height and width to 1500px instead of the default 300px.

3. After pressing Enter, a dialog box is displayed. This asks you whether context nodes should be created within the view context node corresponding to the context defined in the Adobe form. Click on the Yes button in order to generate the context automatically.

Either your interactive form UI element is not bound to a context, or a corresponding context does not yet exist for the form interface. You have the option of automatically generating the context from the form interface and binding the form object to this context. If the dataSource property for the Interactive Form is already bound to the context, this node is used again. This will result in the deletion of any child elements (nodes or attributes).

Do you want to generate the context automatically?

Yes No
4. This will generate appropriate context nodes within the Web Dynpro view corresponding to the context of the Adobe form. The two nodes EMPLOYEE_GRADES and EMPLOYEE_ADDRESS are generated in the CONTEXT MAIN window of the view in question.

![Context MAIN](image)

5. Next, we will write the code that is necessary to populate the data regarding the EMPLOYEE_GRADES and EMPLOYEE_ADDRESS nodes in the WDDOINIT method of the MAIN view. We use the Web Dynpro code wizard and choose the settings shown in the following screenshot (both for the EMPLOYEE_ADDRESS and the EMPLOYEE_GRADES nodes).

![M25(2)/800 Web Dynpro Statement Structure](image)

6. The main part of the added code for the EMPLOYEE_GRADES node is shown as follows:

```abap
DATA LO_ND_EMPLOYEE_GRADES TYPE REF TO IF_WD_CONTEXT_NODE.
DATA LT_EMPLOYEE_GRADES TYPE WD_THIS->ELEMENTS_EMPLOYEE_GRADES.
LO_ND_EMPLOYEE_GRADES = WD_CONTEXT->PATH_GET_NODE( PATH = 'ZST8_NESTED_TABLES_E.EMPLOYEE_GRADES').
"" code to fill LT_EMPLOYEE_GRADES not shown
LO_ND_EMPLOYEE_GRADES->BIND_TABLE(NEW_ITEMS = LT_EMPLOYEE_GRADES
  SET_INITIAL_ELEMENTS = ABAP_TRUE).
```
**How it works...**

We first created an interactive UI element in our view layout. Then we linked it to our Adobe forms using the template source property. We then generated a context corresponding to the Adobe form in our view. The appropriate code was then added in the WDDOINIT view for populating the data context nodes EMPLOYEE_GRADES and EMPLOYEE_ADDRESS. Upon running the application, the data of the grades and addresses were passed on to the Adobe form context node.

The displayed PDF form opens in the browser as shown in the following screenshot:

![Employee Details Report](image)

**See also**

15

Floorplan Manager

In this chapter, we will see recipes involving Floorplan Manager (FPM) for Web Dynpro applications. We will look at:

- Creating applications based on OIF Floorplan design
- Changing header and ticket area at runtime
- Adding list UIBBs to Floorplan applications
- Viewing structure of FPM applications
- Creating GAF applications
- Creating FPM applications using Application Creation Tool

Introduction

FPM may be simply defined as templates that allow us to create large, complex, and big Web Dynpro applications quickly and easily without the need for excessive programming. Using the Floorplan framework, interface views of multiple components may be combined together to form an application. The interface views, within the FPM arena, are termed as a UI building blocks (UIBB).

We first create an application based on one of the four supported Floorplan designs. Then we create the application and component configurations using the configuration editor. There are four types of Floorplans:

- **Object Instances Floorplan (OIF)**
- **Guided Activity Floorplan (GAF)**
- **Quick Activity Floorplan (QAP)**
- **Overview View Floorplan (OVP)**
Floorplan Manager

Our main emphasis in this chapter will be on the OIF and GAF Floorplan designs.

Here is a brief introduction of the two:

- **OIF**: This Floorplan focuses on a particular object type such as an employee or sales order. It provides functionality such as Create, Change, Display, or Delete, and may consist of multiple tabs that provide input/output fields relevant to the given object instance (belonging to the object type in question).

- **GAF**: As the name indicates, the guided activity Floorplan allows you to perform a given task for an object over a number of steps (screens). The guided activity Floorplan provides a roadmap showing all the numbered steps as well as the current step highlighted for the user.

The **Identification Region (IDR)** is comprised of the application title. In addition, an optional Extended IDR consists of the ticket area on the left-hand side and the items area on the right-hand side. The ticket area may be configured while the items area may only be accessed through coding. The ticket area has **Ticket top** and **Ticket bottom** as shown in the following screenshot:

![New Title](image)

**Creating applications based on OIF Floorplan design**

In this recipe, we will see how we can create an application based on the OIF Floorplan. We will create the application configuration, then the IDR and the component configuration.

**Getting ready**

We will use the Web Dynpro component and application used in the *Integrating Adobe forms in Web Dynpro* recipe in *Chapter 14, Web Dynpro for ABAP*. However, we need to make certain changes in the component and its application in order for them to be used in the FPM design.

First, on the **Properties** tab of the created application, we will assign the **FPM_OIF_COMPONENT** component in the **Component** field and the **FPM_WINDOW** component in the **Interface View** field.
Next, at the component level, a change is also required. On the **Implemented Interfaces** tab, we will add the IF_FPM_UI_BUILDING_BLOCK component.

Then, click on the **Reimplement** button in the **Action** column. The **Implementation State** column should show a green signal. A message will appear saying that the interface was successfully implemented.

This adds a number of methods (related to the Floorplan design) to the component controller. Each method is called at a particular instance during the execution of the application. Each method serves a particular purpose and we can write coding within them in order to serve our requirement.

**How to do it...**

For creating an FPM OIF application, proceed as follows:

1. Call transaction SE80. In the left-hand pane, choose the **Web Dynpro Component** option in the list box and enter **FPM_OIF_COMPONENT** in the field provided. Then press **Enter**.
2. In the list that appears, under Web Dynpro applications, right-click our application zst8_adobe_form, and from the context menu that appears, choose the option Create/Change Configuration.

3. This will open the Editor for the Web Dynpro ABAP Application Configuration window. Enter a suitable ID in the Configuration ID field provided (in our case ZST8_MY_OIF_DEMO) and click the Create button.
4. This leads you to the screen shown in the following screenshot:

![Application Configuration ZST8_MY_OIF_DEMO](image)

5. On the **Structure** tab, enter the name of the configuration components **ZST8_MY_OIF_CONFIG** and **ZST8_MY_IDR_CONFIG** in the fields provided.

6. First, select the OIF component row and click the **Go to Component Configuration** button. This will take you to the screen that looks like the following screenshot:

![The specified configuration does not yet exist](image)

7. Since the component configuration does not exist, an error occurs. Click the **Create** button. The pop-up box appears as shown as follows:

![New Configuration](image)
8. Enter suitable description and package (in our case local $TMP$). Press the OK button.

9. The message appears, **The Configuration ZST8_MY_OIF_CONFIG has been created successfully**. Click the Change button.

10. This will lead you to the **Configuration Editor** window showing one **Main View (Main View 1)** having one **Subview (Subview 1 1)**. On the left-hand pane, there is a tree showing the various components.

![Diagram](image)

11. We will now assign a UIBB to our subview.

12. On the right-hand side is the detail screen for the object selected in the left-hand pane. Select the **Subview 1 1** option, and make sure the attributes appear in the lower part of the screen. Within the **Component** field, enter the name of the component that we are using (**ZST8_ADOBE_FORM**). Also, enter **ZST8_WEB_DYNPRO** in the **View** field, the respective window containing the view that we like to display in the subview at the execution of the application.

![Subview Attributes](image)

13. If we need to change the displayed text for the main view and subview, simply select the **Main View** or **Subview** node in the left-hand pane and then enter the new text in the **Main View** name attribute or **Subview** name attribute. Save your entries.
14. Now return to the application configuration screen. Now, we will create the IDR configuration. Select the row showing the FPM_IDR_COMPONENT component and click the Go to Component Configuration button. This will take you to the screen that looks like the following screenshot:

![Component Configuration ZST8_MY_IDR_CONFIG](image)

15. In the left-hand pane, click the IDR Basic node. On the right-hand side, enter the application title and the tooltip. Save your entries. You may click the Check button to check the consistency of your configuration.

**How it works...**

We created an application configuration based on OIF Floorplan. It comprised of the IDR configuration in which we specified the application title. We also created the component configuration of the component FPM_OIF_COMPONENT and within the view and subview we assigned the window (and view) that has been created earlier by us. You may add further subviews to the application. The views displayed within the subviews may be in different Web Dynpro components.
There's more...

On the left-hand side of the component configuration, click the **Add** button and select the **Initial Screen** option. You may then specify the component and view to be used as an initial screen. The **Initial Screen** window is displayed before the OIF application is displayed.

Similarly, we may add a confirmation screen as well. The confirmation screen is displayed at the end of the execution of the OIF application.

In addition, we need to make sure that the **Implemented Interfaces** tab on the used components have the interface **IF_FPM_UI_BUILDING_BLOCK** implemented, otherwise the error occurs as shown in the following screenshot:

**Changing header and ticket area at runtime**

In this recipe, we will see how we can change the IDR header (title and ticket area) programmatically. In this case, the previously statically defined (through IDR configuration) ticket area and title are overridden. This concept applies to both the OIF and OVP Floorplans.

In this recipe, we will write the code for changing within the view (window) shown within a subview. When the particular subview is selected, the header title and ticket area will change. We will write the code in the component whose view is used as an UIBB in a subview. We will write the code in the respective view (**WDDOINIT** method).
How to do it...

For dynamically changing the IDR title and ticket area, proceed as follows:

1. First, we define an attribute at the component controller level by the name MY_FPM_IDR based on the type IF_FPM_IDR.

   ![Component Controller Table]

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Public</th>
<th>RefTo</th>
<th>Associated Type</th>
</tr>
</thead>
<tbody>
<tr>
<td>WD_CONTEXT</td>
<td>☑</td>
<td>☑</td>
<td>IF_WD_CONTEXT_MODE</td>
</tr>
<tr>
<td>WD_THIS</td>
<td>☑</td>
<td>☑</td>
<td>IF_COMPONENTCONTROLLER</td>
</tr>
<tr>
<td>MYMESSMANAGER</td>
<td>☑</td>
<td>☑</td>
<td>IF_WD_MESSAGE_MANAGER</td>
</tr>
<tr>
<td>MY_FPM_IDR</td>
<td>☑</td>
<td>☑</td>
<td>IF_FPM_IDR</td>
</tr>
</tbody>
</table>

2. Next, we define a SET_IDR_TITLE_TICKET method in the component controller. Then, we will write the coding in the method. We first define a reference variable MY_FPM that point to the interface IF_FPM. We call the static method GET_INSTANCE of the CL_FPM_FACTORY class in order to create a reference to the FPM service object.

   ```java
   DATA : MY_FPM TYPE REF TO IF_FPM.
   MY_FPM = CL_FPM_FACTORY->GET_INSTANCE().
   ```

3. We then call the GET_SERVICE method with the constant attribute GC_KEY_IDR of the class CL_FPM_SERVICE_MANAGER. The result of the method is then assigned to MY_FPM_IDR attribute we defined in the first step.

   ```java
   WD_THIS->MY_FPM_IDR  ?= MY_FPM->GET_SERVICE(
                   CL_FPM_SERVICE_MANAGER->GC_KEY_IDR ).
   ```

4. We then call the SET_APPLICATION_TITLE method of the attribute MY_FPM_IDR. We pass the New Title and New Tooltip parameters for the IDR.

   ```java
   WD_THIS->MY_FPM_IDR->SET_APPLICATION_TITLE(
       TV_TITLE = 'New Title',
       TV_TITLE_TOOLTIP = 'New Tooltip' ).
   ```
5. We then call the `SET_TICKET` method for the reference `MY_FPM_IDR`. The necessary `Ticket top` and `Ticket bottom` texts are passed as values corresponding to necessary parameters.

```java
TRY.
  WD_THIS->MY_FPM_IDR->SET_TICKET(
    IV_TOP = 'Ticket top'
    IV_BOTTOM = 'Ticket bottom'
    IV_TOP_TOOLTIP = 'Top tooltip'
    IV_BOTTOM_TOOLTIP = 'bottom tooltip')
  CATCH CX_FPM_IDR.
ENDTRY.
```

6. We then need to write the code for calling the method `SET_IDR_TITLE_TICKET` from the `WDDOINIT` method of the view that is used in the UIBB of the subview.

```java
DATA MYCOMPONENTCONTROLLER TYPE REF TO IC_COMPONENTCONTROLLER.
MYCOMPONENTCONTROLLER = WD_THIS->GET_COMPONENTCONTROLLER_CTR.
MYCOMPONENTCONTROLLER->SET_IDR_TITLE_TICKET.
```

By following these steps, we are accessing the IDR at runtime and specifying its displayed IDR title and ticket area text.

**How it works...**

We created a method `SET_IDR_TITLE_TICKET` at the component controller level that access the service object for accessing the IDR. Appropriate methods are called in order to set the application title, ticket top, and bottom. Next, this method is called from the `WDDOINIT` method of the view used in the UIBB of our OIF application.

When the application is run and the relevant subview is selected, the `WDDOINIT` method is called that calls the `SET_IDR_TITLE_TICKET` method of the component controller. The **New Title**, **Ticket top**, and **Ticket bottom** parameters are changed as shown in following screenshot:
Adding list GUIBBs to Floorplan applications

SAP provides a number of Generic User Interface Building Blocks (GUIBB) generic building blocks such as Tabs UIBB, Form, and List UIBB. These allow you to reuse them into your applications without programming from scratch. In this recipe, we will see how we can add a list GUIBB in our applications.

The GUIBB list must have an associated feeder class that provides the data that is displayed in the list. We will add the list GUIBB in OIF application created earlier. We will add the GUIBB list in a new subview within the component configuration.

Within the list, we will display the columns showing the employee information based on our previously created structure (in Chapter 14, Web Dynpro for ABAP) ZST8_EMPLOYEE_ADDRESS as shown in the following screenshot:

![Dictionary: Display Structure](image-url)
How to do it...

For adding the list GUIBB in our applications, proceed as follows:

1. We will first create the feeder class through transaction SE24. On the Interfaces tab, we will add two interfaces IF_FPM_GUIBB_LIST and IF_FPM_GUIBB_LIST_EXT interfaces (the IF_FPM_GUIBB interface will come by itself).

![Interface Table]

2. A number of methods are added due to the inclusion of the interfaces. We will write code in the two methods GET_DEFINITION and GET_DATA.

3. We first write the code within the method GET_DEFINITION. We first call the DESCRIBE_BY_NAME static method of the CL_ABAP_TYPEDESCR class in order to get the details of the structure ZST8_PERNR_ADDRESS. The reference returned is stored in the defined reference variable MYSTRUCTDESCR.

4. Next, the static method CREATE method of the CL_ABAP_TABLEDESCR class is called and the returned reference is stored in EO_FIELD_CATALOG.

```plaintext
DATA MYSTRUCTDESCR TYPE REF TO CL_ABAP_STRUCTURE.
MYSTRUCTDESCR = CL_ABAP_TABLEDESCR->DESCRIBE_BY_NAME( 'ZST8_PERNR_ADDRESS' ),
EO_FIELD_CATALOG = CL_ABAP_TABLEDESCR->CREATE( MYSTRUCTDESCR ).
```

5. Next, we call the GET_COMPONENTS method in order to get the components of our structure ZST8_PERNR_ADDRESS. The components returned in the internal table MY_COMPONENT_TAB. A loop is then run on the internal table. For each component, we set the properties as visible, read-only, and the column header to be used from the data dictionary definition. The property information is set using the structure WA_FIELD_DESCRIPTION which is then appended to the internal table (exporting parameter) ET_FIELD_DESCRIPTION.
6. Within the `GET_DATA` method, for our requirement we only need to make very small code insertion. For simplicity sake, we assume that the data that is to be displayed in the list is available in the internal table `IT_ADDRESS` (the coding for fetching this data is not shown). The two lines to be inserted are shown as follows:

```
ct_data = it_address.
ev_data_changed = abap_true.
```

7. For all other methods, we will create empty implementations and save our code. Then save and activate your class.

8. Next, we will go to the configuration editor and will add a new subview to our application. We will then use the `Add UIBB` button on the right-hand side of the configuration editor screen and choose the option `Add List Component`. 
9. For the **List UIBB (1)** window, within the attributes, we will enter a suitable configuration name (in our case `ZST_LIST_CONFIG`) and click the **Configure UIBB** button on the right-hand side of the screen (note the component `FPM_LIST_UIBB` and view `LIST_WINDOW` are inserted automatically).

10. This will lead to the editor for the **Web Dynpro ABAP Component Configuration** window and will generate an error saying that the configuration does not exist.

11. We will then click the **Create** button. A pop up appears that asks the feeder class to be used for the list configuration. Enter the name of the feeder class created in the first step. Click the **Edit Parameters** button.
12. Since there are no parameters defined, the save pop up will appear and will ask us to save our configuration. This will then take us to the component configuration of our configuration ZST8_LIST_CONFIG.

13. Then we will click the **Configure Columns** button. This will show the columns that we had set in the `GET_DEFINITION` method to be available for list configuration. We will use the **Add Columns** button in order to select the columns that we need to be shown in our list. We may change the header description also if we like and well as the displayed length and sequence.
14. We set the description of the three fields in our structure as shown in the following screenshot:

<table>
<thead>
<tr>
<th>Displayed Columns</th>
</tr>
</thead>
<tbody>
<tr>
<td>Column</td>
</tr>
<tr>
<td>ADDRESS</td>
</tr>
<tr>
<td>NAME</td>
</tr>
<tr>
<td>PERNR</td>
</tr>
</tbody>
</table>

15. We save our configurations and then test the application configuration of our main application.

How it works...

We first define the feeder class using the transaction SE24. The code is written for the two important methods GET_DATA and GET_DEFINITION. Both these methods are called each time the GUIBB is processed.

The GET_DEFINITION method has two exporting parameters that are filled within the code that we have written. The list of columns that are to be made available in the configuration editor is specified in the exporting parameter EO_FIELD_CATALOG, whereas, the properties of each column is specified in the exporting parameter ET_FIELD_DESCRIPTION. The properties that are set include the column heading that may be later changed at the time of configuration.

Within the GET_DATA method that provides the data to be displayed, the exporting parameter CT_DATA is filled with data. The statement for setting the value of EV_DATA_CHANGE to ABAP_TRUE must be there. If not, the data will not be displayed, however, the list columns are displayed correctly upon application run.

The configuration is then done. We create the configuration of the list UIBB and assign it the newly created feeder class. The GUIBB is attached to a new subview of our existing application.
Upon executing the application, the list is displayed along with the data.

There are other notable methods of the feeder class such as `GET_PARAMETER_LIST`, used to define parameters for your feeder class, the `NEEDS_CONFIRMATION` method that allows us to display a data loss dialog box, and the `PROCESS_EVENT` method that is used for handling any events triggered during the application execution.

At the minimal, coding must be entered in the mandatory methods `GET_DEFINITION` and `GET_DATA`.

**Viewing structure of FPM applications**

In this recipe, we will see how we can use a standard Web Dynpro component in order to view the entire structure of our FPM applications.

**How to do it...**

Follow these steps:

1. Call transaction **SE80**. In the left-hand pane, choose **Web Dynpro Component** from the list box and enter the component name **FPM_CFG_HIERARCHY_BROWSER** in the field provided. Click the **Display** button.
2. Then open the Web Dynpro Applications node and double-click the FPM_CFG_HIERARCHY_BROWSER application.

3. Then, choose the menu path: Web Dynpro Application | Test | In Browser - Admin Mode.

4. The browser will open and the screen will appear as follows:
5. Enter the name in the **Application Configuration** field provided and click the **Start** button. We will use our already created application configuration ZST8_MY_OIF_DEMO.

6. The entire hierarchy of the application (and configuration) will be displayed in the next browser screen.

![Floorplan Manager: Application Hierarchy Browser](image)

**How it works...**

We use a standard application to display the hierarchy of our FPM application. The IDR and the OIF details are shown. The configuration IDs of the various involved configurations are also displayed. The component used for the initial screen as well as the various subview and views details are displayed. If a GUIBB is used, (for example, list UIBB), the component name used along with the relevant configuration ID is displayed. We may click on a particular configuration ID to display. In a separate browser session, the details of its configuration are given.

**See also**

Creating GAF applications

In this recipe, we will see how we can develop and configure Guided Activity Floorplan (GAF) applications. By default, one single step is automatically added to the component configuration. We will create one main step (step 2) that will comprise of one substep. We will write coding that will display the substep after the Next button of the step 2 is clicked. There is no ticket area for a GAF application.

In this recipe, we will focus on the steps relevant to GAF applications.

Getting ready

We create a component by the name ZST8_GAF that comprised of views and windows shown in the following screenshot for the steps and substep:

The defined application is based upon the component FPM_GAF_COMPONENT and interface view is FPM_WINDOW.

How to do it...

Follow these steps:

1. Within the configuration editor, one main step already exists. In addition, two toolbar buttons, Previous and Next buttons also exist.
2. Select the main step and in the Attributes UIBB: WINSTEP1 panel, assign the component and view as shown in following screenshot:

3. Then add one more main step using the Add Main Step button on the right-hand side of the screen. Assign the component and view appropriate values (WINSTEP2).

4. Then, select the Main Step 2, and add a substep using the Add Substep button. For the substep, enter the component and view name created earlier.
5. Also on the attributes of the Next button of Main Step 2, enter STEP2_NEXT in the Event ID field.

![Image of GAF Demo](image)

6. Next, we will create a new toolbar button on the Substep 2.1. We will press the button Add Toolbar Element. The dialog appears as shown in the following screenshot:

![Image of Add Toolbar Element](image)

7. Next, we need to know the substep variant parameter. Select the Substep variant node from the left-hand pane and then choose the menu Change and then click Substep Variant Parameters.
8. Note the value from the pop up that appears and then press **OK**.

9. Save and activate your configurations.

10. Next, we will write the code for activating the substep. This code is written in the **PROCESS_EVENT** method of the component controller.

11. We use a **CASE** statement to make sure our added code runs for the **Next** button click of the **MAINSTEP_2**.

12. We call the **CREATE_BY_ID** method of the **CL_FPM_EVENT** class in order to create an event object.

13. Next, the **SET_VALUE** method is called in order to specify the event parameters. The method is called three times, for specifying the main step, the next active substep, and the substep variant having the values **MAINSTEP_2**, **SUBSTEP_2_1** and **SUBSTEPVARIANT_1** respectively.
14. Finally, we raise the event that we have created using the RAISE_EVENT method. The MY_EVENT object is passed for the parameter IO_EVENT.

```
METHOD PROCESS_EVENT.
CASE IO_EVENT -> MY_EVENT_ID.
  WHEN 'STEP1_NEX':
    WD_THIS->FPM = CL_FPM_FACTORY->GET_INSTANCE ( ).
    DATA my EVENT TYPE REF TO CL FPM EVENT.
    my EVENT = CL FPM EVENT -> CREATE_BY_ID ( CL FPM EVENT -> GC EVENT_CHANGE_STEP ) .
    my EVENT -> NO EVENT DATA -> SET VALUE ( IV KEY = CL FPM EVENT -> GC EVENT PARAM_MAINSTEP_ID 
      IV VALUE = 'MAINSTEP_1' ) ;
    my EVENT -> NO EVENT DATA -> SET VALUE ( IV KEY = CL FPM EVENT -> GC EVENT PARAM_SUBSTEP_ID 
      IV VALUE = 'SUBSTEP2_1' ) ;
    my EVENT -> NO EVENT DATA -> SET VALUE ( IV KEY = CL FPM EVENT -> GC EVENT PARAM_SUBVARIANT_ID 
      IV VALUE = 'SUBSTEPVARIANT_1' ) ;
    WD_THIS->FPM->RAISE EVENT ( IO_EVENT = my EVENT ) ;
ENDCASE.
ENDMETHOD.
```

**How it works...**

We created the GAF application configuration and component configuration. We created two main steps and one substep. By default, the substep is not active. We wrote the code for activating the substep at runtime. We also added a toolbar button Return to Main Step for returning from the substep to the main step.

Running the application configuration will display the GAF application. You may use the Next button to go to the next step.

```
GAF Demo

1 2
Main Step 1 Main Step 2

[Previous] [Next]

Step 1
```

**Creating FPM applications using Application Creation Tool**

In this recipe, we will see how we can use a standard Web Dynpro application in order to create new FPM-based applications quickly and easily.
How to do it...

Follow these steps:

1. Call transaction SE80. Select the package from the list box. Enter APB_FPM_CONF in the field provided.

2. Open the Web Dynpro Applications folder. Right-click the FM_CFG_APPL_CREATION_TOOL component and then choose the Test option from the context menu that appears.

3. The Application Creation Tool window opens in a browser window.

4. Enter a suitable name for your application. Enter a description and choose from the list box the Floorplan type. Then click the Propose button.

5. The suggested configuration names are filled in the following table (screenshot) for the application, IDR, and component configuration.
6. You enter description in the field provided and make sure the required checkbox is on.
7. Then click the **Create** button. The application will be created. Then we may select a particular configuration and then click the **Configuration Editor** button to go to the appropriate configuration.

**How it works...**

**Application Creation Tool** is a useful tool that allows you to quickly create an application and its various configurations involved quickly and easily from one screen and relieve us from the burden of creating each one by one manually. We may then also go directly to the configuration using the **Configuration Editor** button.

**See also**

- [http://help.sap.com/saphelp_nw70ehp2/helpdata/en/15/daf7c77c704c64ac8c8e48307e2bb0/content.htm](http://help.sap.com/saphelp_nw70ehp2/helpdata/en/15/daf7c77c704c64ac8c8e48307e2bb0/content.htm)
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